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Abstract
Given a set S of n point sites, a geometric graph is a graph with S as its vertex set
whose edges are drawn as line segments connecting the sites. The edges that are present
between these sites can be defined by geometric properties of the site set. When talking
about weighted edges, the weight of the edge connecting s and t is the Euclidean distance
between s and t. One such class of graphs are spanning trees of the point set. That is, an
acyclic graph defined on S such that all sites lie in the same connected component.

To define the second broad class of geometric graphs considered in this thesis, we
extend each site with a radius. In this setting the sites can also be interpreted as disks,
by using the site as the center. We consider two kinds of geometrically defined graphs
on these extended sites. The first are disk graphs D(S). In a disk graph two sites are
connected with an edge if and only if their corresponding disks intersect. The second
type of graphs are transmission graphs T (S). These can be seen as a directed version of
disk graphs. In a transmission graph a site s has a directed edge to a site t, if and only if
t is contained in the disk defined by s.

We consider three main types of problems on these graphs:

Triangles and Girth in Disk Graphs and Transmission Graphs We give algorithms
for finding a (shortest) triangle and more generally for finding short cycles. In general
graphs, finding substantially faster algorithms than the naive approach is notoriously
hard. However, better algorithms for special graph classes such as planar graphs exist
in the literature. In this thesis, we obtain similarly e�cient results for disk graphs and
for transmission graphs. More precisely, we show that in a transmission graph a triangle
can be detected and a shortest such triangle can be found in O(n logn) expected time.
Furthermore, the weighted girth of a disk graph can be found within the same time
bound. We also show that cycle with k edges in a transmission graph can be identified in
O(n logn) +n · 2O(k) expected time. For the results on transmission graphs, we develop
batched range query data structures that are of independent interest.

Dynamic Disk Graph Connectivity We consider the problem of designing data
structures that maintain a disk graph under the deletion of sites, while allowing interleaved
connectivity queries. First we consider the setting, where each site has a radius in the range
[1,Ψ ] for some fixed value Ψ . In this scenario, we give a data structure that supports m
deletions in O

(
(n log5n+m log9n)λ6(logn) + n logΨ log4n

)
overall expected time, with

O
( logn

loglogn

)
query time, where λ6(n) is the length of a Davenport-Schinzel sequence of

order 6. If we consider disk graphs without bounding the maximal allowed radius, we
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obtain a data structure that supports m deletions in O
(
(n log6n+m log10n)λ6(logn)

)
overall expected time, with the same O

( logn
loglogn

)
time bound for queries.

Long Plane Trees We also consider spanning trees on the site set S. To be precise, we
aim to find a plane spanning tree TOPT of S that maximizes the total edge length |TOPT|.
Despite more than two decades of research, it remains open if this problem is NP-hard.

We take two approaches to the problem. The first is to follow the venue of approximation
algorithms which was also the focus of previous research. We describe a polynomial-
time algorithm to construct a plane tree TALG with diameter at most four and |TALG| ≥
0.546 · |TOPT|, where |TOPT| is the total edge length of an optimal plane spanning tree.
This constitutes a significant improvement over the state of the art. Second, we consider
exact polynomial time algorithms for trees of bounded diameter. We give an O(n4) time
algorithm for finding an exact solution for trees of diameter at most three and then extend
this algorithm to special trees of diameter at most four.
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CHAPTER 1
Introduction

The connection between graphs and geometry goes beyond their common first letter.
Among the first problems that are now regarded as graph theoretic problems are the
problem of the bridges of Königsberg [Eul41] and the knights path problem [War23].
Both these problems are motivated by geometric descriptions, the map of Königsberg in
the former case and the possible fields on a chess board, a knight can visit in the latter
case. The first mention of the term graph was in an article connecting the valences of
atoms to algebraic structures [Syl78], which can also be seen as a geometrically inspired
application. Since its origins, the field of graph theory has developed towards the
combinatorics of graphs without considering underlying geometry, however geometric
concepts are still central to some aspects of it and there is a flourishing field of geometric
graph theory [Pac04]. In this thesis we focus on graphs that are defined by geometry.
In these graphs, the vertices are defined by a set of point sites in the Euclidean plane
and the edges are defined by the geometrical properties of these sites. The edges can be
naturally represented by straight line segments between the corresponding sites and their
lengths are determined by the lengths of these line segments.

1.1 Thesis Organization

We consider two main types of graphs that are defined on a set of point sites. These
graphs and other concepts that are used throughout the thesis, are formally introduced
in Chapter 2.

For the first type of graphs, considered in Part I, we augment the sites with a radius to
form a disk. We consider the disk graphs and transmission graphs defined by these disks.
In a disk graph, two sites are connected by an edge if and only if their associated disks
intersect. Transmission graphs can be seen as a directed version of disk graphs: there is
a directed edge between a site s and a site t if t lies in the disk defined by s. Even though
these graph classes are often motivated as a simple model for wireless networks [HS95],
the study of their properties has developed into an independent field. For both these
graphs we aim to design algorithms and data structures that use the underlying geometry
to achieve better time bounds than the best currently known bounds for general graphs.
In particular, our running times do not depend on the number of edges. We consider two
families of problems: algorithms for finding triangles and short cycles, and data structures
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Chapter 1 Introduction

to dynamically maintain the connectivity information of a graph. In Chapter 3, we develop
an algorithm to find the shortest weighted cycle in a disk graph, while in Chapter 4, we
focus on transmission graphs and consider the problems of finding a shortest triangle
and a short cycle. In Section 4.5, we develop range searching data structures that are
used for the algorithms on transmission graphs. These data structures might also be of
independent interest. In Chapter 5 we give two decremental connectivity data structures
for disk graphs, one for the case of a bounded maximum radius and one for general disk
graphs.

The second type of graphs are spanning trees on a given site set. In Part II, we focus
on spanning trees of a site set whose embedded edges do not cross and whose total edge
length is maximized. As finding an exact solution to this problem is conjectured to be
NP-hard, we focus on approximation algorithms in Chapter 6 and on exact polynomial
time algorithms for special cases in Chapter 7. The thesis closes with some concluding
remarks in Chapter 8.

1.2 Girth and Triangles in Disk Graphs and
Transmission Graphs

Given a graph G with n vertices and m edges, the question if G contains a triangle is
one of the most basic algorithmic questions in graph theory, and many other problems
reduce to it [IR78; WW18]. The best known algorithms use fast matrix multiplication
and run in either O(nω) time or in O(m2ω/(ω+1)) time, where ω < 2.37287 is the matrix
multiplication exponent [AYZ97; IR78; Le 14]. Despite decades of research, the best
available “combinatorial” algorithm1 needsO(n3 polyloglog(n)/ log4n) time [Yu15], which
is only slightly better than checking all vertex triples. This lack of progress can be
explained by a connection to Boolean matrix multiplication: if there is a truly subcubic
combinatorial algorithm for finding triangles, there is also a truly subcubic combinatorial
algorithm for Boolean matrix multiplication [WW18]. Itai and Rodeh [IR78] reduced
computing the girth, that is the length of the shortest cycle, of an unweighted undirected
graph to triangle detection. For integer edge weights, Roditty and Williams [RW11] gave
an equivalence between finding a minimum weight cycle (the weighted girth) and finding
a minimum weighted triangle.

For the special case of planar graphs, significantly better algorithms are known. Itai
and Rodeh [IR78] and, independently, Papadimitriou and Yannakakis [PY81] showed that
a triangle can be found in O(n) time, if it exists. Chang and Lu [CL13] presented an O(n)
time algorithm for computing the unweighted girth. The weighted girth can be found in
O(n loglogn) time in both undirected and directed planar graphs [CL13; ŁS11].

Motivated by the vastly better algorithms for planar graphs, triangle detection and
girth computation in disk graphs was considered by Kaplan et al. [Kap+19; Kap+17].
They show that a triangle can be found in O(n logn) time, using a simple geometric
observation to relate disk graphs and planar graphs. By the same geometric observation it

1An algorithm is “combinatorial” if it does not need algebraic manipulations to achieve its goal.
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1.3 Dynamic connectivity

is also possible to compute the unweighted girth in a disk graph in O(n logn) time. Their
method generalizes to finding a shortest triangle in a weighted disk graph in O(n logn)
expected time. By a reduction from ε-closeness [Pol17], all these bounds are optimal
in the algebraic decision tree model, a contrast to planar graphs, where O(n) time is
possible.

Results In this thesis, we extend the approach of Kaplan et al. to the weighted girth.
More specifically, in Section 3.2 we present an algorithm that computes the weighted girth
of a disk graph in O(n logn) expected time. For this result we also describe a method to
find a cycle that contains a given vertex in an abstract graph.

Furthermore, we consider the same problems in transmission graphs. In Section 4.1, we
first show that the favorable property connecting triangle-free disk graphs to planar graphs
does not extend to transmission graphs. Thus we consider the geometric properties of
directed triangles in transmission graphs and in Section 4.2 develop an algorithm to
identify such triangles in O(n logn) expected time. We extend this result to the weighted
version in Section 4.3, using similar ideas as Kaplan et al. [Kap+19]. In Section 4.4, we give
an algorithm that finds a cycle with at most k edges in O(n logn) +n ·2O(k) expected time.
For all these algorithms, we develop several new techniques for batched range searching,
using linearized quadtrees and three-dimensional polytopes to test for containment in the
union of planar disks. The range query data structures are described in Section 4.5.

1.3 Dynamic connectivity

Preprocessing a graph G in such a way that one can e�ciently determine if two vertices
lie in the same connected component is another fundamental problem in algorithmic
graph theory. If the graph is static, using breadth first search or depth first search to
identify all connected components allows to answer these queries in O(1) time after a
linear preprocessing time. If the graph is dynamic, the situation is more complicated. In
such a dynamic graph the connectivity queries are interleaved with update operations on
the graph. These updates can be the insertion or deletion of edges or vertices. When
having a fixed set of vertices and allowing the insertion of edges only, a disjoint-set data
structure solves the problem. Such a data structure can be implemented e�ciently to
achieve amortized time of O(1) for updates and O(α(n)) for queries, where α(n) is the
inverse Ackermann function [SS05].

If both edge insertions and deletions are allowed, Holm et al. [HdLT01] give the fastest
currently known data structure. The data structure achieves O

( logn
loglogn

)
query time and

O(log2n) amortized time for edge updates. If the underlying graph is planar, there is a
data structure by Eppstein et al. [Epp+92] with O(logn) amortized time for both queries
and updates. If the vertex set is considered to be dynamic, this is done by having a fixed
base set of m edges and activating or deactivating vertices and their incident edges. In
this setting, there is a data structure allowing vertex activation and deactivation with
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Chapter 1 Introduction

O(m1/3 polylog(n)) amortized query and O(m2/3 polylog(n)) amortized update time by
Chan et al. [CPR11].

In Chapter 5, we study the dynamic connectivity problem on disk graphs. Note that
while the disk graph can be described by specifying the n sites, it might have Θ(n2) edges.
We consider two variants of disk graphs, based on the possible values for the radii. In
the first variant, the ratio Ψ between the largest and the smallest radius is bounded. The
second variant does not impose any restriction on the radii.

We assume that the site set S is dynamic in the sense that sites can be inserted and
deleted. At each site insertion or deletion, the edges incident to the updated site appear
or disappear in D(S). As the degree in D(S) is not bounded, each update can then
lead to O(n) edges changing in D(S). Thus, simply storing D(S) in a Holm et al. data
structure would lead to potentially superlinear update times and would be even slower
than recomputing the connectivity information from scratch.

For disk graphs with arbitrary radius ratio, Chan et al. [CPR11] give a data structure
with amortized O(n(1/7)+ε) query and O(n(20/21)+ε) update time for solving the dynamic
connectivity problem. Their approach uses similar ideas as their vertex update data
structure. This is still the best currently known connectivity data structure that allows
insertions and deletions for arbitrary disk graphs. However, their data structure handles
a more general setting, so there is hope that using the specific geometry of disk graphs
will lead to better results.

Indeed, there is a series of results on disk graphs that achieve polylogarithmic update
and query times. For unit disk graphs, Chan et al. [CPR11] observe that there is a
data structure with O(log10n) update and O

( logn
loglogn

)
query time. This time bound was

then improved by Kaplan et al. [Kap+21a] to O(log2n) amortized update and O
( logn

loglogn

)
amortized query time. In the case of bounded radius ratio, they showed that, using
bichromatic maximal matchings, there is a data structure with an expected amortized
O(Ψ 22α(n) log10n) update and O

( logn
loglogn

)
query time. They also give an algorithm with

an improved expected amortized update time of O(Ψ 2α(n) log10n), at the cost of an
increased O(logn) query time. All these data structures have in common, that they
define a proxy graph with a bounded number of edges. This proxy graph represents the
connectivity of the disk graph and can be updated e�ciently when sites are inserted and
deleted, by updating suitable auxiliary dynamic geometric data structures. To answer
queries the graph is additionally stored in a dynamic connectivity data structure for
general graphs. The queries are then performed on this connectivity data structure,
sometimes encapsulated in a geometric preprocessing step for each query. The time
bounds for updates and queries are then a combination of the time bounds for the
additional geometric data structures and the dynamic connectivity data structures.

Results In this thesis, we only consider the decremental setting in disk graphs. In this
setting, sites are only deleted from the set and never inserted. In the setting of bounded
radius ratio, in Theorem 5.9 we show that we can obtain a logarithmic dependency on Ψ

for the deletion of a site, with O
( logn

loglogn

)
query time. This can be achieved by defining a
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1.4 Long plane spanning trees

suitable proxy graph based on a set of quadtrees on the set S. The proxy graph is then
stored in a Holm et al. [HdLT01] dynamic connectivity data structure. In order to update
the proxy graph in the Holm et al. data structure, the main challenge is to identify the
edges that have to be updated because the site was deleted. There is a data structure
by Kaplan et al. [Kap+21a; KKM21] that we will use to solve this problem. The exact
result presented in this thesis is a data structure on which we can perform m updates in
overall O((n log5n+m log9n)λ6(logn) +n logΨ log4n) expected time, with a query time
of O

( logn
loglogn

)
.

In Section 5.2 we extend this approach to the case of general disk graphs. The
dependency on Ψ in the approach for the bounded radius ratio resulted from the height
of the quadtrees. By using a compressed quadtree in combination with a heavy path
decomposition and binary search trees, we obtain a data structure with a running time
independent of Ψ . The data structure described in Theorem 5.16 allows deletions in
O((n log6n+m log10n)λ6(logn)) overall expected time, with the same query time as in
the case of bounded radius ratio.

1.4 Long plane spanning trees

Geometric network design is a common and well-studied task in computational geometry
and combinatorial optimization [Epp00; Har11; Mit17; MM17]. In this family of problems,
we are given a set S of point sites in general position, and our task is to connect S into
a geometric graph that has certain favorable properties. Not surprisingly, this general
question has captivated the attention of researchers for a long time. We can find countless
variants, depending on which restrictions we put on the graph that connects S and
which criteria of this graph we would like to optimize. Typical graph classes of interest
include matchings, paths, cycles, trees, or general plane (noncrossing) graphs, that is
graphs, of which the straight-line embedding on S does not contain any edge crossings.
Typical quality criteria include the total edge length [Aro98; dBer+08; Mit99; MR08],
the maximum length edge [Bin20a; EIK01], the maximum degree [AC04; Cha04; FH09;
PV84], the dilation [Epp00; Mul04; NS07], or the stabbing number [MO20; Wel92] of the
graph.

Many famous problems from computational geometry fall into this general setting. For
example, if our goal is to minimize the total edge length, while restricting ourselves to
paths, trees, or triangulations, respectively, we are faced with the problems of finding an
optimum TSP tour [Har11], a Euclidean minimum spanning tree [dBer+08], or a minimum
weight triangulation [MR08] for S. These three examples also illustrate the wide variety of
complexity aspects that we may encounter in geometric design problems: the Euclidean
TSP problem is known to be NP-hard [Pap77], but it admits a PTAS [Aro98; Mit99].
On the other hand, it is possible to find an Euclidean minimum spanning tree for S in
polynomial time [dBer+08], even though, the associated decision problem is not known to
be solvable by a polynomial-time Turing machine. The minimum weight triangulation
problem is also known to be NP-hard [MR08], but the existence of a PTAS is still open;
however, a QPTAS is known [RS09].
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Chapter 1 Introduction

In Part II of this thesis, we are interested in the interaction of two specific requirements
for a geometric design problem, namely the two desires of obtaining a plane graph and
of optimizing the total edge length. In case we want to minimize the total edge length of
the resulting graph, these two goals are often in perfect harmony: the shortest Euclidean
TSP tour and the shortest Euclidean minimum spanning tree are automatically plane, as
can be seen by a simple application of the triangle inequality. In contrast, if our goal is
to maximize the total edge length, while obtaining a plane graph, much less is known.

This family of problems was studied by Alon et al. [ARS95], who considered the
problems of computing a longest plane matching, a longest plane Hamiltonian path,
and a longest plane spanning tree for a planar point set S in general position. They
conjectured that these three problems are all NP-hard, but this question is still open. The
situation is similar for the problem of finding a maximum weight triangulation for S: here,
we have neither an NP-hardness proof, nor a polynomial time algorithm [QW06]. If we
omit the planarity condition, then the problem of finding a longest Hamiltonian path
(the geometric maximum TSP problem) is known to be NP-hard in dimension three and
above, while the two-dimensional case remains open [Bar+03]. On the other hand, we
can find a longest, typically not plane, tree on S in polynomial time, using classic greedy
algorithms [Cor+09].

We focus on the specific problem of finding a longest plane (that is non-crossing) tree
for a given set S of n ≥ 3 point sites in the plane. As already mentioned above, the
problem is conjectured to be NP-hard for general site sets [ARS95]. For this reason, past
research has focused on designing polynomial-time approximation algorithms. Typically,
these algorithms proceed by constructing several “simple” spanning trees for S of small
diameter and by arguing that at least one of these trees is su�ciently long. One of the
first corresponding results was published by Alon et al. [ARS95]. They showed that a
longest star, a plane tree with diameter two, on S yields a 0.5-approximation for the
longest, not necessarily plane, spanning tree of S. They also argued that this bound is
essentially tight for stars, by considering site sets that consist of two large clusters far
away from each other. Dumitrescu and Tóth [DT10] refined this algorithm by adding
two additional families of candidate trees, now with diameter four. They showed that at
least one member of this extended range of candidates constitutes a 0.502-approximation,
which was further improved to 0.503 by Biniaz et al. [Bin+19]. In all these results, the
approximation factor is analyzed by comparing the tree that results from the algorithm
with the length of a longest, typically not plane, spanning tree. Such a tree may be up
to π/2 > 1.5 times longer than a maximum length plane tree [ARS95], as, for instance,
witnessed by large point sets spaced uniformly over a circle. By comparing against a
longest plane tree, and by considering some trees with diameter five in addition to stars,
the approximation factor was pushed to 0.512 [Cab+20]. This was subsequently improved
even further to 0.519 [Bin20b].

Results In Chapter 6 we focus on approximating the longest plane spanning tree.
We give a polynomial-time algorithm that iterates all candidates for the longest edge of a
longest plane tree. For each candidate edge it constructs two trees that contain the edges

6
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and have diameter at most four. Additionally, it considers all possible stars, that is trees
where all sites are connected to a singe site. We argue that when considering the actual
longest edge in the optimal plane spanning tree, one of five stars or one of the two special
trees is long enough. As a warm up, we show in Theorem 6.2 that the tree returned by
this algorithm is a 2

3 -approximation, when considering site sets in which the y-coordinates
are neglectable. We also show that the 2

3 bound for the restricted set of sites is tight, when
comparing to the longest, possibly crossing, spanning tree. In Theorem 6.13 we show
that on general site sets the algorithm yields a 0.546-approximation. This is a substantial
improvement over the previous bounds. As all trees considered for approximation in
the literature so far have small diameter, we also consider upper bounds on the quality
of such algorithms. More precisely, in Theorem 6.14, we construct a site set such that
the longest plane spanning tree of diameter at most three cannot give an approximation
factor of more than 5

6 .
Chapter 7 focuses on exact polynomial time algorithms for finding the longest plane

spanning tree. A natural way to design an algorithm for the longest plane spanning tree
problem is the following local search heuristic [WS11]: start with an arbitrary plane tree
T , and as long as possible, exchange an existing edge by a new longer edge such that the
resulting graph tree is still a plane spanning tree. Once no further local improvements
are possible, output the current tree T . We show in Lemma 7.1 that there is a site set, for
that this algorithm fails to compute the optimum answer as it may get stuck in a local
optimum. This suggests that a natural local search approach does not yield an optimal
algorithm for the problem.

However there are polynomial time algorithms for special cases. If S is in convex
position, we show in Section 7.2 that the longest plane tree for S can be found in O(n3)
time by adapting standard dynamic programming methods for plane structures on convex
point sets [Gil79; Kli80]. In Theorem 7.5 we present an O(n4) time dynamic programming
algorithm for finding a longest plane tree among those of diameter at most three. In
Theorem 7.6 we extend this approach to trees, where all sites are connected to one of
three fixed sites on the convex hull. The running time increases to O(n6).

1.5 Publications

The results presented in this thesis are either novel, or were already published in the
following publications:
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Proceedings in Informatics (LIPIcs). Dagstuhl, Germany: Schloss Dagstuhl–Leibniz-
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CHAPTER 2
Preliminaries

In this chapter, we define the notions and concepts used in this thesis. We assume a
basic familiarity of the reader with elemental mathematical and in particular geometric
concepts. Additionally, we assume knowledge about the analysis of algorithms. However,
to introduce the notation used for some elemental concepts, we repeat some of the
definitions below.

2.1 Geometry, Graphs and Geometric Graphs

Geometry Most of the geometry considered in this thesis takes place in R
2. Let

p = (px,py) ∈ R2 be the point in the plane with x-coordinate px and y-coordinate py .

Given two points p and q in R
2, let ‖pq‖ =

√
(px − qx)2 + (py − qy)2 be the Euclidean

distance between p and q. For a subset Q ⊆R
2, let the diameter be defined as diam(Q) =

sup{‖pq‖ | p,q ∈ Q}. Given a point p and a radius r we denote by D(p,r) the disk of
radius r with center p. When talking explicitly about the circle bounding a disk, we
denote it by ∂D(p,r). More formally, we define disks and circles as follows:

D(p,r) = {q ∈R2 | ‖pq‖ ≤ r} ∂D(p,r) = {q ∈R2 | ‖pq‖ = r}

Given two points p,q we denote the line segment defined by these two points by
pq = {p +λ(q − p) | 0 ≤ λ ≤ 1}. Let −−→pq = {p +λ(q − p) | λ ≥ 0} be the ray originating in p
and going through q. We call the ray {p −λ(q − p) | λ ≥ 0} starting in p with the same
supporting line as −−→pq that only has p in common with −−→pq the ray opposite to −−→pq .

When talking about geometry in R
3, we denote a point by p = (px,py ,pz). Given a point

set P in R
2 or R3, the convex hull of this point set is the minimum convex set containing

P [dBer+08]. We will also consider halfplanes in R
3. For fixed constants a,b,c ∈R let a

halfplane be the set H = {p ∈R3 | pz = apx + bpy + c}. For a more compact representation,
we also write H : z = ax + by + c to define a halfplane H . The closed upper halfspace
bounded by a halfplane H is defined as {p ∈R3 | pz ≥ apx + bpy + c} where a,b,c are the
coe�cients defining H . In some proofs we consider convex polyhedra. We will consider
two di�erent definition of such polyhedra. The first definition is that of the intersection
of finitely many closed halfspaces. The resulting polyhedron might be unbounded. The

9



Chapter 2 Preliminaries

second definition is that of the convex hull of finitely many points. This definition will
always result in a bounded polyhedron, which we will also call a convex polytope.

Graphs We revisit the definition of a general or abstract graph. A graph G is defined as
a pair consisting of a vertex set V (G) and an edge set E(G). We consider both directed and
undirected graphs. For an undirected graph we have E(G) ⊆

(
V (G)

2

)
, or put di�erently the

members of E(G) are sets of size two. We denote an undirected edge as e = {u,v}. In the
case of directed graphs, the members of E(G) are ordered tuples, so E(G) ⊆ (V (G)×V (G))\
{(v,v) | v ∈ V (G)}. Deviating from the natural tuple notation, we will denote a directed
edge as e = uv. These definitions of the edge sets imply that all graphs are simple i.e. they
do not contain loops or duplicate edges.

A sequence π = v0, . . . , vk−1 of unique vertices is called a path, if for i = {0, . . . , k −2}, vi
can reach vi+1 with an edge. A sequence C = v0, . . . , vk−1 where vi can reach vi+1 if the
indices are considered modulo k is called a cycle in G. Two vertices u and v are connected,
if there is a path π with v0 = u and vk−1 = v.

In a weighted graph there is a function w : E(G)→ R that assigns a weight to each of
the edges. For this thesis we will assume all edge weights to be positive. The unweighted
length of a path or a cycle is the number of edges on the path or cycle, while the weighted
length is the sum of the edge lengths. Let d(u,v) be the (un)weighted length of a shortest
path between u and v. We define the (un)weighted diameter diam(G) of a graph as
max(u,v)∈V×V d(u,v). Furthermore, let the unweighted girth of a graph be the length of the
shortest unweighted cycle and the weighted girth the length of the shortest weighted cycle.

Geometric Graphs A geometric graph is a graph, where each vertex is mapped to a
point in R

2. An edge connecting vertices u and v is embedded as the line segment uv
connecting u and v [Fel04; Pac13]. In the following, we will not distinguish between
the vertices and the points they are mapped to. Similarly, we often do not specifically
distinguish between an edge {u,v} or uv and its associated line segment. In general, these
line segments might intersect. If for a given abstract graph, there is an embedding as
a geometric graph, where no two line segments intersect, we call the graph planar. A
geometric graph where no two edges intersect in their interior is called a plane graph.
Note that being planar is a property of the abstract graph, while being plane is a property
of the given embedding.

For the geometric graphs considered in this thesis, we always assume that the set of
points that are identified with the vertices is given as part of the input. The graph is then
defined based on di�erent geometric properties of these points. In order to distinguish
the input points from other points in the plane, we call the set S of n input points sites,
and only refer to points not in S as points. When talking about weighted geometric graphs,
the weight of edge connecting sites s and t is the Euclidean length ‖st‖. We now define
the types of geometric graphs considered in this thesis.

Disk Graphs and Transmission Graphs The first two types of geometric graphs are
closely related to each other. For both disk graphs and transmission graphs we associate

10



2.1 Geometry, Graphs and Geometric Graphs

(a) The disk graph D(S) (b) The transmission graph T (S)

Figure 2.1: A set of sites with the associated disks.

a radius rs ∈ R, rs > 0 with each site s. This radius together with the site defines a disk
Ds = D(s, rs) in a natural way. When it is clear from the context, we will use s and Ds
interchangeably. We consider both disk graphs and transmission graphs as geometric
graphs as defined above. Thus the vertex set of both the disk graph D(S) and the
transmission graph T (S) is S. In both cases the edges are defined based on the relation
of the distance between two sites and their associated radii.

In a disk graph the edges are undirected and there is an edge {s, t} in the disk graph,
if and only if the associated disks Ds and Dt intersect. Equivalently, we can say that s
and t are connected by an edge if and only if ‖st‖ ≤ rs + rt. The edges in the transmission
graph T (S) are directed. There is an directed edge st in the transmission graph if and
only if t ∈Ds, or equivalently, if ‖st‖ ≤ rs. For disk graphs and transmission graphs, we
will not only consider their representation as geometric graphs, but in some cases also
the abstract graph defined by the set of sites. See Figure 2.1 for an illustration of these
two types of graphs.

For a given disk graph or transmission graph we denote by Ψ the ratio between the
largest and the smallest radius of the sites, Ψ = maxs∈S rs

mint∈S rt
. To ease some of the calculations

and arguments in the following, we assume without loss of generality that S satisfies the
following properties:

(a) The radius associated to the smallest site s ∈ S is 1,

(b) S fits into a single axis parallel square with the origin as a vertex and diameter
2dlogdiam(S)e ≤ 2diam(S),

(c) the maximum radius of a site is at most 2diam(S); and

(d) no two sites have the same radius.

All disk graphs and transmission graphs can be represented by a set of sites satisfying
these conditions. The first and second conditions can be achieved by scaling, translating
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a b

s

Figure 2.2: All edges are directed towards {a,b}. The edge associated to s is marked
blue.

and rotating the point set and radii. For condition (c), first consider the set of sites after
scaling and translating. Setting rs = min{rs,2diam(S)} satisfies condition (c) and does
not remove any possible edges: all disks with radius 2diam(S) contain the whole square
defined by the second condition and thus are connected to all other sites. Conditions (a)
directly implies Ψ = maxs∈S rs.

The last condition holds without loss of generality by perturbing the radii. To see
this, note that each radius can be increased by any amount less than half the smallest
distance between its boundary and the boundary of any other disk without introducing
additional intersections. As increasing the radius cannot remove existing edges, this does
not change the structure of the underlying graph. This construction is similar to the
argument of Gräf et al. [GSW98] which allows the radii of the disks in a unit disk graph
to be increased by a small ε without changing the underlying graph. We only need this
property in some applications, in which it will be made clear that this assumption is used.

Spanning Trees The third type of geometric graphs are spanning trees of a set of sites. A
spanning tree is a minimal set of undirected edges, where all sites are pairwise connected.
It is a well known fact, that the spanning tree on n sites has n− 1 edges. For spanning
trees we assume that the points lie in general position, in the sense that no three points
are collinear. The general position assumption was also used in previous work on this
problem [ARS95; DT10]. Without it, one should specify whether overlapping edges are
allowed, an additional complication that we would like to avoid. Let T (S) be a spanning
tree on a given set of sites. If the site set considered is clear from the context, we will
simply write T instead of T (S). We then define the length of T as the sum of the weights
of the edges T and denote it by |T |. A very simple case of a spanning tree is the star Ta
rooted at the site a. In Ta all sites in S \ {a} are connected with an edge to a.

Given multiple spanning trees, that all contain a common edge {a,b}, in Chapter 6, we
will need a way to compare the weights of the trees, by considering the edges separately.
For this we direct all edges towards the edge {a,b} and assign each site its unique outgoing
edge. Denote the length of the edge assigned to s , a,b in a fixed tree T by `T (s). The
edge {a,b} remains undirected, see Figure 2.2. Then the length of the total tree can be
written as |T | =

(∑
s∈S,s,a,b `T (s)

)
+ ‖ab‖.
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2.2 Computational Models

y1 = x1 + x2

y2 = y1 · x2

y3 < 0

yesno

y2 ≤ 0y3 = y3 − x2

y4 = y3 ÷ x1

y4 = 0

yes no

yes

yes no

no

yes no

Figure 2.3: Example of an algebraic decision tree of height four.

2.2 Computational Models

Now that we have described the geometric objects considered in this thesis, we describe
the computational models used. The main model of computation used in this thesis is
the model of the real RAM as defined by Preparata and Shamos [PS85]. The real RAM
is often seen as the standard model for computation in the setting of computational
geometry. It is based on the standard (integer) RAM model but instead of storing only
integers, we are allowed to store a single real number in each cell of the RAM. The basic
set of operations consists of {+,−,×,÷} combined with comparisons between numbers as
well as indirect addressing. Depending on the application, additional operations such as
the k-th root, exponential functions and logarithms are added. For this thesis, we add
two additional operations which extend the definition of Preparata and Shamos. The first
is the floor function b·c. The second operation is the function msb(x,y) that yields the
most significant bit in which two positive integers x and y di�er in binary representation.
We assume that all operations take unit cost.

There is a lot of work regarding the power of the unit cost integer RAM when allowing
multiplications [Sch79; vEmd91]. Essentially, allowing multiplication in combination
with arbitrarily large cells allows to pack multiple values into a single cell and perform
operations in parallel. This can then be used to break well-known lower bounds on the
complexity of certain problems. Thus, when working in the RAM model while assuming
unit cost, one has to be careful not to abuse this power. As an integer RAM can be trivially
simulated in a real RAM when using the floor function, all these caveats carry over to
our model of computation. However, there are some good practices which allow us to
use these additional operations without exploiting the power of this model. The essence
of them is to make sure that multiplications, rounding and subsequent bit-operations are
only applied to the input or a scaled version of the input. The only place where we use
the floor function and msb(x,y) is in the context of quadtrees. We will not go into detail
here, but we only use the floor function to round a scaled version of the input points to
the integer grid, and apply the msb(x,y) function to these rounded points. This way we
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do not use the power of parallel computing the real RAM with the floor function gives
us, and stay within a model of computation that can be considered to be “reasonable”.

The model used for giving the lower bound in Section 3.1 is the algebraic decision tree.
This model is closely related to the model of the real RAM in the sense, that every
algorithm in the real RAM model can be described as an algebraic decision tree. The
following description of this model follows Arora and Barak [AB09, Section 16.2]. An
algebraic decision tree is a way of representing a function deciding a decision problem
with input (x1, . . . ,xn) ∈Rn as a binary tree. There are two kinds of inner vertices in the
tree. The first kind is a computation node, in which a new variable is defined by applying
one operator of {+,−,×,÷,√·} to input values or existing variables. Computation nodes
only have one outgoing edge. The second kind of vertices are branching vertices with
two children. In those a given variable is compared to zero with one of {<,≤,=}, and
the edge to each child is associated with a possible outcome. Each leaf is labeled either
yes or no and a given instance of the problem is decided by following the path from the
root to a leaf in the obvious way, see Figure 2.3 for an example. The mapping of input
instances in R

n to 0 or 1, depending on whether the answer to the instance is no or yes,
yields a partition of Rn. The complexity of a decision problem in this model is then
determined by the minimum height of any algebraic decision tree deciding the problem.
For this height, computation nodes that apply a + or − operation are not counted. The
lower bounds given in this model are based on a result by Ben-Or [Ben83] which bounds
the height of the algebraic decision tree based on the number of connected components
defined by either the yes or the no instances.

2.3 Hierarchical Grids, Z-order and Compressed
Quadtrees.

Given some i ≥ 0 we define the grid cells at level i to be all regions, bounded by the
halfspaces

x ≥ χ · 2i
√

2
, x < (χ+ 1) · 2i

√
2

for χ ∈Z and

y ≥ γ · 2i
√

2
, y < (γ + 1) · 2i

√
2

for γ ∈Z.

Note that the grid cells in each level partition the plane R
2 and that each cell at level i

has diameter 2i . We call the union of all grid cells at level i the grid Gi . On every level,
the lower left corner of the cell defined by χ = γ = 0 is the origin. Each grid cell in Gi
can be uniquely indexed by χ and γ . Given a point (px,py) ∈R2, we can determine the

grid cell it belongs to by computing the tuple
(⌊√

2·px
2i

⌋
,
⌊√

2·py
2i

⌋)
in O(1) time. As the cells

are consistent between the levels, we can scale the indices χ,γ on level i to be consistent
with the indices on level 0. This allows us to assume that the cells are defined on the
integer grid when doing arithmetics on the grid cells.
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2i

σ

N5×5(σ )

a(σ ) γ 2i√
2

(γ +3) 2
i
√
2

(γ − 2) 2i√
2

(χ
+
3) · 2 i√

2

(χ
−
2) · 2 i√

2

χ
· 2 i√

2

2i+1

Figure 2.4: Two levels of the hierarchical grid.

The (infinite) hierarchical grid G is then defined as
⋃∞
i=0Gi . For any cell σ from the

hierarchical grid, denote by |σ | its diameter and by a(σ ) its center. Furthermore, for
a given cell σ ∈ Gi identified by a tuple (χ,γ) and an odd number k ∈N, let Nk×k be
the k × k subgrid of Gi which contains the cells (χ′,γ ′) with χ −

⌊
k
2

⌋
≤ χ′ ≤ χ +

⌈
k
2

⌉
and

γ −
⌊
k
2

⌋
≤ γ ′ ≤ γ +

⌈
k
2

⌉
. We also call Nk×k(σ ) a neighborhood of σ . See Figure 2.4 for a

depiction of these concepts.
If a site s is contained in a cell σ of some level of the hierarchical grid, there is a

smallest neighborhood of cells around σ , such that a disk with center in s is completely
contained in the union of the cells in the neighborhood. The following lemma makes the
size of this neighborhood explicit.

Lemma 2.1. Let p ∈ R2 be a point and σ be a cell of some grid with p ∈ σ . Then the disk

D(p,r) is completely contained in the
(
2
⌈√

2r
|σ |

⌉
+ 1

)
×
(
2
⌈√

2r
|σ |

⌉
+ 1

)
neighborhood N of σ .

Proof. We are going to show a slightly stronger result, namely that the enclosing square of
D(p,r) is completely contained in N . The diameter of this square is 2

√
2r and the union

of all enclosing squares for possible positions of p is another square ρ with center a(σ );
see Figure 2.5. The size of the neighborhood then is the same as the number of cells
intersected by a diagonal of ρ. To bound this number, we divide the diagonal of ρ into
the part inside of σ and the two disconnected parts outside of σ . Then the part inside of

σ only passes through σ . The two parts on the outside pass through
⌈√

2r
|σ |

⌉
cells each and

thus D(p,r) is completely contained in N . �
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√
2r

p

rσ

ρ

a(σ )

2
⌈√

2
|σ |

⌉
+1

2
⌈√

2
|σ |

⌉
+1

Figure 2.5: The disk D(p,r) is contained in N . The square ρ is marked gray and the
diagonal is divided into the light green, dark green and blue part.

The quadtree Q on S is a rooted tree whose nodes are a subset of cells from the
hierarchical grid. The root is the cell with the smallest diameter that contains all sites
of S. If a cell σ with |σ | = 2i for i ≥ 0 contains at least two sites of S, then the children
of σ are the four cells τ with |τ | = 2i−1 and τ ⊆ σ that partition σ . If a cell σ contains
only one site of S, it does not have any children. By our assumption on S, the root has
diameter Θ(diam(S)). Note that as we do not continue building the quadtree below level
0 the leafs can possibly contain more than one site. In many cases, we will not explicitly
distinguish between a cell σ and its associated vertex in the quadtree.

If we define a quadtree in this way, it has O(n) leaves and height at most dlog(diam(S))e.
This height does not depend on n and can be arbitrarily large. However in some
applications we would like to have a dependence only on n. To avoid the dependency
on the diameter of the point set, we define the compressed quadtree Qc. Let σ1, . . . ,σk be
a maximal path in Q, where all σi , 1 ≤ i < k, have only one non-empty child. In the
compressed quadtree, this path is replaced by the single edge σ1σk, see Figure 2.6. Such
a compressed quadtree has O(n) vertices, height O(n), and it can be constructed in
O(n logn) time (see, e.g., [Buc+11, Appendix A] and [Har11]).

Consider the following order ≤Z on the cells of G. Let σ,τ ∈ G. If σ ⊆ τ, then σ ≤Z τ
and if τ ⊆ σ , then τ ≤Z σ . If σ ∩ τ = ∅, let ρ be the smallest cell such that σ ⊆ ρ and
τ ⊆ ρ. Furthermore, let σ ′ be the largest cells such that σ ⊆ σ ′ ⊂ ρ, and similarly define
τ ′ as the largest cell with τ ⊆ τ ′ ⊂ ρ. We set σ ≤Z τ if σ ′ is before τ ′ in the order shown
in Figure 2.7 and τ ≤Z σ , otherwise. The order defined this way is called the Z-order. It is
known that the Z-order is a total order on the cells of G, see [BM11] for more details. As
restated in the following lemma, given σ,τ ∈ G, we can decide if σ ≤Z τ in constant time.
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Q Qc

Q′ Qc ′

(a) Tree representation of a quadtree Q and its compressed version Qc.

Q′ Qc ′

(b) Geometric representation of Q′ and Qc′ from Figure 2.6(a).

Figure 2.6: Compressed quadtrees

Lemma 2.2 (Chapter 2 in Har-Peled [Har11]). Suppose the �oor function and the �rst di�ering
bit in the binary representations msb(x,y) of two given real numbers can be computed in O(1)
time. Then, we can decide in O(1) time for two given cells σ,τ ∈ G whether σ ≤Z τ or τ ≤Z σ .

The linearized compressed quadtree L for S is the sorted sequence of cells obtained by
listing the nodes of the compressed quadtree Qc according to a postorder traversal, where
the children of a node σ ∈ Qc are visited according to the Z-order from Figure 2.7. The
cells in L appear in increasing Z-order, and searching for a given cell σ ∈ G reduces to a
simple predecessor search in L, as is made explicit in the following lemma.

σ
τ

σ ′ τ ′

ρ

Figure 2.7: We order the children in the quadtree by their Z-Order. On the very right
we have σ ≤Z σ ′ ≤Z τ ≤Z τ ′.
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σ

τ ′

τ σ = τ

τ ′

Figure 2.8: If σ is not in Qc all sites in σ are contained in two cells of Qc containing the
same sites. In the other case, σ = τ is the cell in Qc containing the same
sites.

Lemma 2.3. Let σ be a cell of G, and let L be the linearized compressed quadtree on S . Let
τ = maxZ{ρ ∈ L | ρ ≤Z σ } be the Z-predecessor of σ in L or τ = ∅, if the predecessor does not
exist. Then, if σ ∩ τ = ∅, then also σ ∩ S = ∅, and if σ ∩ τ , ∅, then σ ∩ S = τ ∩ S .

Proof. Let Qc be the compressed quadtree on S, and let Qcσ = {τ ∈ Qc | τ ⊆ σ } be the cells
in Qc that are contained in σ . If Qcσ is non-empty, then it is a connected subtree of Qc.
Let τ be the root of this subtree. Then, τ = maxZ{ρ ∈ Qcσ } and τ ≤Z σ . Furthermore, all
other cells in Qc \Qcσ are either smaller than all cells in Qcσ or larger than σ with regard
to the Z-order. Thus, τ is the Z-predecessor of σ in L, and σ ∩ S = τ ∩ S , ∅. Otherwise,
if Qcσ = ∅, the Z-predecessor of σ in L either does not exist or is disjoint from σ . Thus,
in this case, we have ∅ = σ ∩ τ = σ ∩ S. �

Note that as Qc is the compressed quadtree, for each cell σ of G there are at most two
cells τ ′, τ ∈ Qc such that S ∩ τ = S ∩ τ ′ = S ∩ σ , see Figure 2.8. Without loss of generality
it holds that |τ ′ | ≥ |σ | ≥ |τ |. By Lemma 2.3 the Z-predecessor is the smaller of these cells.

2.4 Canonical Decomposition

Given a set X of n elements, where each element x is assigned a unique numerical value rx.
We aim to find canonical subsets of these elements, that allow us to e�ciently represent
all elements of X, having a value in some given interval. There is a standard approach
for this, which is often used in range query applications [dBer+08; WL85].

All concepts defined in this section are depicted in Figure 2.9. The elements of X are
stored in the leaves of a balanced binary search tree B, sorted by the values rx. Each
inner vertex of B corresponds to a subset of X, consisting of consecutive elements. We
call these subsets canonical subsets and denote the canonical subset defined by a vertex v
by Iv .

Now consider the subset X ′ of elements defined by a given interval. This interval can
be given either by upper and lower bounds on the value of the elements, or by explicitly
giving bounding elements. As each element can be represented by its unique value,
we will without loss of generality assume the case of numerical bounds. Furthermore,
depending on the application, the bounds on the interval can be inclusive or exclusive.
Both cases will be handled here.
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a b

Π←(a) Π→(b)

canonical nodes

v

Iv

O(logn)

Figure 2.9: Depiction of the various concepts used in the range queries.

Given a value a, let its predecessor be the element max{x ∈ X | rx ≤ a} and its proper
predecessor the element max{x ∈ X | rx < a}. Similarly the (proper) successor of a is
the element min{x ∈ X | rx ≥ a} (min{x ∈ X | rx > a}). Let the interval considered for the
range query be given by a lower bound a and an upper bound b. To answer the range
queries we then consider the search path to the (proper) predecessor of a and to the
(proper) successor of b. We denote the search path to the predecessor of a by Π•←(a) and
the search path to the proper predecessor of a by Π◦←(a). Similarly, we denote the search
path to the (proper) successor of b by Π◦→(b) and Π•→(b) respectively. We set these paths
to ∅ if the searched element is not in B. Now we can define paths Π←(a) and Π→(b).

Π←(a) =

Π•←(a) if a is excluded from the bound; and

Π◦←(a) if a is included in the bound.

Π→(b) =

Π•→(b) if b is excluded from the bound; and

Π◦→(b) if b is included in the bound.

We call the union of all right siblings of vertices on Π←(a) with the left siblings of
the vertices on Π→(b) the canonical nodes for this interval. Standard arguments, see for
example [dBer+08, Section 5.1], yield the following result:

Lemma 2.4. The total size of the canonical subsets is O(n logn). The tree B and the canonical
subsets can be built in O(n logn) time. The number of canonical nodes for each interval bounded
by a and b is O(logn). The canonical subsets for some interval form a partition of the subset
de�ned by this interval.

Proof. Since element x ∈ X appears in the O(logn) subsets along its search path, the
total size of the subsets is O(n logn). To construct B we first sort the elements and then
construct the binary search tree in a bottom up fashion. As the canonical nodes are
the siblings along two root-to-leaf paths in B, there are at most O(logn) of them. The
partition property follows by construction. �
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CHAPTER 3
Computing the Girth in Disk

Graphs

In this chapter we consider the problem of computing the girth of a disk graph. As already
mentioned in Section 1.2, this problem is closely related to that of finding the shortest
triangle. The main result of this chapter is an algorithm that computes the weighted
girth of a disk graph in expected time O(n logn). Recall from Chapter 2 that when we
talk about weighted disk graphs, that an edge between sites s and t is weighted by the
Euclidean distance ‖st‖ between the sites. For this chapter, in addition to the properties
given in Section 2.1, we will assume that all edge lengths (and more generally shortest
path distances) are pairwise distinct and that no site lies on a disk boundary.

The main result described in Section 3.2 extends ideas and approaches used in the
algorithm for the weighted triangles of Kaplan et al. [Kap+19]. For convenience, we
describe their algorithm and highlight the lemmas and theorems of Kaplan et al. relevant
to our result in Section 3.1.1 Also in Section 3.1, we show that the results given in this
chapter and in Sections 4.2 and 4.3 are basically tight. To this end, we explicitly give the
reduction from Element-Uniqueness to the problem of finding a triangle in unit disk
graphs originally given by Polishchuk [Pol17] which implies a lower bound of Ω(n logn)
in the algebraic decision tree model.

3.1 Finding a (shortest) Triangle in a Disk Graph

In this section, we describe the algorithms for finding unweighted and weighted triangles
by Kaplan et al. [Kap+19]. The central part of testing if a given graph contains a triangle
is the following property due to Evans et al. [Eva+16].

1The results on disk graphs in the paper presented at ESA’19 [Kap+19] are the combination of related
results that were presented before at EuroCG’17 [Kap+17] and EuroCG’18 [Kap+18]. The results
presented in Section 3.1 are those presented at EuroCG’17 [Kap+17] which represent the state at a�airs,
when I started to work on this topic.
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Chapter 3 Computing the Girth in Disk Graphs

Lemma 3.1 (Evans et al. [Eva+16], Lemma 2.1 Kaplan et al. [Kap+19]). Let D(S) be a disk
graph that is not plane. Then there are three sites whose associated disks intersect in a common
point.

Lemma 3.1 tells us that if D(S) is not plane, it contains a triangle. Kaplan et al. now
give a simple algorithm for deciding if the graph is plane. They do repeated line sweeps
over the point set to explicitly construct the disk graph.

They stop this process if at some point they construct more than 6n− 12 edges, and
report that the underlying graph is not planar. This upper bound on the number of edges
in a planar graph follows from the well known Euler’s formula. In the other case the
plane sweeps result in an embedding of the graph. With another plane sweep it can
be checked if the embedding is plane. Again, if the answer is no, there is a triangle by
Lemma 3.1. If the graph is plane, and therefore also planar, Kaplan et al. employ a linear
time algorithm for finding triangles [Cha99; PY81] in a planar graph.

We will need two consequences of this algorithm for the weighted girth. The first is the
following lemma:

Lemma 3.2 (Theorem 2.2 [Kap+19]). Let D(S) be a disk graph on n sites. A triangle in D(S)
can be found in O(n logn) worst-case time, if it exists.

Since we do not only need the information if the triangle exists, but also an explicit
representation of the abstract graph, we make the following corollary of Lemma 3.2
explicit:

Lemma 3.3 (Theorem 2.2 (implicit) [Kap+19]). Let D(S) be a disk graph on n sites. In time
O(n logn), it can be decided if D(S) is plane. If the answer is “yes”, an explicit representation of
the graph can be computed within the same time bound.

Lemma 3.2 settles the unweighted case. Kaplan et al. then use this result as a subroutine
to find the shortest triangle. In the following we repeat their main concepts and results.

The main strategy is to first solve the decision problem: GivenW > 0, doesD(S) contain a
triangle with perimeter at most W ? After an algorithm for the decision problem is available,
Chan’s randomized geometric optimization framework [Cha99] yields an optimization
algorithm with the same time bound.

The decision algorithm uses four shifted grids GI, . . . ,GIV, where |σ | = W
3 for each cell

σ of any of the grids. For some calculations in both the analysis and description of the
algorithm, the side length ` = W

3
√

2
is needed. This definition of the diameter ensures that

if all sites of a triangle lie inside of one cell, the total length of this triangle is at most W .
The grids are shifted, such that GI, . . . ,GIV have a vertex at (0,0), ( `2 ,0), (0, `2 ) and ( `2 ,

`
2 ),

respectively, see Figure 3.1. This shifting makes sure that triangles whose longest edge
has length at most `

2 , will be completely contained in a cell of one of the grids (Lemma
2.3 by Kaplan et al. [Kap+19]). Such triangles can be found by using Lemma 3.2 on each
cell in overall O(n logn) time.

If no such triangle is found, each triangle will have at least one edge with side length
at least `

2 , and thus at least one of its vertices is a site with radius at least `
4 . The sites

are now partitioned into large sites with radius at least `
4 and small sites which are all
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3.1 Finding a (shortest) Triangle in a Disk Graph

(0, `2 ) ( `2 ,
`
2 )

(0,0) ( `2 ,0)

Figure 3.1: The four shifted grids, with a cell from each grid shown in red, orange,
green, and blue, respectively. Every square with side length at most `

2 is
completely contained in a single grid cell.

remaining sites. Now Kaplan et al. first note that if any cell contains more than 18 large
sites, there is a triangle in this cell. We restate their lemma here:

Lemma 3.4 (Lemma 2.4 [Kap+19]). Let σ ∈
⋃IV
i=IGi be a nonempty grid cell, and suppose that

σ does not contain a triangle. Then σ contains at most 18 large sites.

As triangles consisting only of small sites would have been found before, the only
remaining options for triangles is to have zero, one or two small sites. Kaplan et al.
consider each of these options separately and give algorithms with O(n logn) running
time for each. The result is summarized in the following lemma:

Lemma 3.5 (Lemma 2.5 [Kap+19]). Let D(S) be a disk graph on n sites, and let W > 0. We
can decide in O(n logn) worst-case time whether D(S) contains a triangle of perimeter at most
W .

The main result then follows from an application of Chan’s randomized optimization
framework, restated here for convenience:

Lemma 3.6 (Lemma 2.1 [Cha99]). Given a problem space Π, let w(P ) ∈R be the optimum
and |P | ∈N be the size of some problem P ∈Π. Let α < 1, ε > 0, and r ∈N be constants, and
let δ(·) be a function such that δ(n)

nε is monotone increasing in n. Given any optimization problem
P ∈Π with optimum w(P ), suppose that within time δ(|P |),

(a) we can decide whether w(P ) < t, for any given t ∈R; and

(b) we can construct r subproblems P1, . . . , Pr , each of size at most dα|P |e, so that w(P ) =
min{w(P1), . . . ,w(Pr)}.

Then we can compute w(P ) in total expected time O(δ(|P |)).
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Chapter 3 Computing the Girth in Disk Graphs

1 2 4

(a) T = [1,2,4], all elements are unique.

1 2 4

2

(b) T = [1,2,2,4], the element 2 is contained twice.

Figure 3.2: The reduction from element uniqueness.

Kaplan et al. use Lemma 3.5 to show that (a) holds. For (b), four subsets S0, . . . ,S3 ⊆
S = {s1, . . . , sn} are constructed, where si ∈ Sj with i . j (mod 4). Then any triple a,b,c of
points is contained in at least one set Si and Lemma 3.6 can be applied with α = 3

4 , ε =
1, r = 4 and δ =O(n logn). Their main theorem follows.

Theorem 3.7 (Theorem 2.6 [Kap+19]). Let D(S) be a weighted disk graph on n sites. We can
compute a shortest triangle in D(S) in O(n logn) expected time, if one exists.

Next, we proceed to describe the lower bound due to Polishchuk [Pol17, personal
communication]. This bound holds in the algebraic decision tree model.

Lemma 3.8 (Polishchuk [Pol17]). In the algebraic decision tree model there is an Ω(n logn)
lower bound for testing if a given (unit) disk graph contains a triangle.

Proof. This lower bound follows by a reduction from Element-Uniqueness. The Element-
Uniqueness problem asks for a given set T of n integers, whether all of them are unique.
It is known, that for Element-Uniqueness there is an Ω(n logn) lower bound in the
algebraic decision tree model [Ben83].

The reduction from Element-Uniqueness now works as follows: for each x ∈ T create
the sites (3 · x,0) and (3 · x+ 0.5,0) and call the resulting set S. We now consider the unit
disk graph on these sites, or equivalently set rs = 1 for each site created this way. This
reduction can be applied in O(n) time. Now if all values x ∈ T were unique, the graph
consists of n connected components, where each of the components consist of a single
edge. If on the other hand there are two elements in T that have the same value, this
corresponds to a clique of size four, and thus also a triangle in D(S), see Figure 3.2. �

If the resulting graph in Lemma 3.8 is carefully considered, it can be seen that the result
directly carries over to transmission graphs. Also as each triangle produced this way has
perimeter at most 1, the decision problem of finding a triangle or cycle of length at most
W also inherits this lower bound. Thus, we cannot hope to find deterministic algorithms
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3.2 Computing the Weighted Girth of a Disk Graph

that are consistent with the algebraic decision tree model and run faster than O(n logn)
for finding (short) triangles and computing the girth in disk graphs and transmission
graphs.

3.2 Computing the Weighted Girth of a Disk Graph

In this section, we show how to adapt and extend the ideas of Kaplan et al. to compute
the weighted girth of a disk graph. First, we describe how to find the shortest cycle
through a given vertex in a weighted graph with certain properties. This is then used as a
subroutine to compute the weighted girth of a disk graph.

Let G be an undirected graph with nonnegative edge weights so that all shortest paths
and cycles in G have pairwise distinct lengths, and for all edges {u,v}, the shortest path
from u to v is the edge {u,v}. We present an e�cient deterministic algorithm that, given
G and a vertex s, computes the shortest cycle in G containing s, if it exists.2 We remark
that there also is a simple randomized algorithm presented by Yuster [Yus11, Section 2].

The next lemma states a structural property of the shortest cycle through s. It resembles
Lemma 1 of Roditty and Williams [RW11] that deals with an overall shortest cycle in G.
This structural property will then be used in Theorem 3.10 to show the correctness of
our algorithm.

Lemma 3.9. The shortest cycle in G that contains s consists of two paths in the shortest path
tree of s, and one additional edge.

Proof. Let C = v0,v1,v2, . . . , v`−1,v` be the shortest cycle in G containing s, where all
vertices vi , 0 ≤ i ≤ ` −1 are pairwise distinct, ` ≥ 3, and v0 = v` = s. For vi ∈ C, let d1(vi)
be the length of the path s,v1, . . . , vi , and let d2(vi) be the length of the path vi ,vi+1, . . . , s.
Let π(vi) denote the shortest path from s to vi , and let ‖vivi+1‖ be the, length of the edge
{vi ,vi+1}. The weights of the edges can be arbitrary and do not have to be connected to
the Euclidean distance between points.

Suppose that C is not of the desired form. Let {vk ,vk+1} be the edge on C with
d1(vk) < ‖vkvk+1‖+ d2(vk+1) and d2(vk+1) < d1(vk) + ‖vkvk+1‖. By our assumptions on G,
the edge vkvk+1 exists and is uniquely defined. In addition we have k < {0, ` − 1}. We
distinguish two cases, illustrated in Figure 3.3.

π(vk)∩π(vk+1) = {s} (Figure 3.3(a)): Let C′ be the cycle defined by π(vk), the edge
{vk ,vk+1}, and π(vk+1). As s , vk and s , vk+1 and since the edge {vk ,vk+1} neither
appears on π(vk) nor on π(vk+1), it follows that C′ is a proper cycle. Furthermore,
by assumption, C′ is strictly shorter than C, because π(vk) is shorter than d1(vk) or
π(vk+1) is shorter than d2(vk+1). This contradicts our assumption on the form of C.

|π(vk)∩π(vk+1)| ≥ 2 (Figure 3.3(b)): Since π(vk) and π(vk+1) are shortest paths, their
intersection is a prefix of both paths. As the shortest path from u to v is the edge
{u,v} by our assumption on G, at least one of v1,v`−1 is not in π(vk) ∪ π(vk+1).

2Even though this seems to be a simple fact, we could not locate a previous reference for this.
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C

vk+1 vk

s = v0

C′π(vk+1)

π(vk)

vk+1 vk

s = v0

C

(a) π(vk) and π(vk+1) intersect only at s.

vk

s = v0

vk+1

vj

C′

vk

s = v0

vk+1

vj

π(vk)∩π(vk+1)

C

(b) π(vk) and π(vk+1) have a common prefix.

s

Figure 3.3: The two cases for π(vk)∩π(vk+1).

Without loss of generality, let this vertex be v1. Let j be the smallest index such
that vj ∈ π(vk)∪π(vk+1). We have j ∈ {2, . . . , k}.

Consider the cycle C′ that starts at s, follows C along v1,v2, . . . until it reaches vj ,
and then returns along π(vk) or π(vk+1) to s. By construction, C′ is a proper cycle.
Furthermore, C′ , C, because even if j = k, the path π(vk) cannot contain the part
of C from vk+1 to s, due to the choice of k. Finally, C′ is strictly shorter than C,
because the second part of C′ from vj to s follows a shortest path and is thus strictly
shorter than d2(vj). Again, we reached a contradiction. �

By using this technical insight, we can use an extension of Dijkstra’s algorithm to get
an e�cient algorithm for finding a shortest cycle with a given vertex s.

Theorem 3.10. Let G = (V ,E) be a weighted graph with n vertices and m edges that has the
properties given at the beginning of this section. Given a vertex s ∈ V , we can compute the shortest
cycle in G that contains s in O(n logn+m) time, if it exists.

Proof. We find the shortest path tree T for s in G, and we traverse T to find for each
vertex v in T \ {s} the vertex b[v] that is the successor of s on the shortest path from s
to v. Then, we iterate over all edges in E that are not in T . For each such e = {u,v}, we
check if b[u] , b[v]. If so, e closes a cycle in T that contains s. We determine the length
of this cycle in O(1) time and return the shortest cycle found in this way.

The correctness follows from Lemma 3.9. As for the running time, it takes O(n logn+
m) time to find the shortest path tree for s with Dijkstra’s algorithm and Fibonacci
heaps [Cor+09, Chapter 24.3]. After that, it takes O(n) time to compute the nodes b[v],
for v ∈ T \ {s}, and O(m) time to iterate over the edges not in T . The length of the cycle
associated with such an edge e can be computed in O(1) time, using the shortest path
distances in T and the length of e. �

Let D(S) be a weighted disk graph on n sites. In the following we show how a careful
combination of the tools by Kaplan et al., described in Section 3.1 and the variant
of Dijsktra’s algorithm described in Theorem 3.10 gives an e�cient algorithm for the
weighted girth of D(S).
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3.2 Computing the Weighted Girth of a Disk Graph

Check if D(S) contains a triangle

O(n logn)

Compute girth ∆1 for S \ S`
D(S \ S`) is plane
O(n loglogn)

no
Compute girth
D(S) is plane

O(n loglogn) time
yes

Length W
` = W

3
√
2

Find shortest cycle (length ∆2) with at least one site
in S`
Subgraph induced by N7×7(σ ) has O(nσ ) edges

O(nσ logn) for each σ

return min{W,∆1,∆2}

Figure 3.4: Overview of the weighted girth algorithm.

Theorem 3.11. Given a weighted disk graph D(S) on n sites, we can compute the weighted girth
of D(S) in O(n logn) expected time.

Proof. We consider multiple cases to exclude certain types of cycles one by one. See
Figure 3.4 for an overview of the algorithm. We first find the shortest triangle in D(S),
if it exists, using Theorem 3.7. If D(S) has no triangle, it is plane by Lemma 3.1. By
Lemma 3.3, it then can be constructed explicitly in O(n logn) time. The girth of D(S)
can then be found in O(n loglogn) additional time by using the algorithm of Łącki and
Sankowski [ŁS11, Section 5].

Now, suppose D(S) contains a triangle, and let W be the length of the shortest triangle
in D(S). Clearly W is an upper bound for the girth of D(S). As for the shortest triangle,
set ` = W

3
√

2
, and let GI be the grid where each cell has diameter W

3 , that has the origin

(0,0) as a grid point. Note that the side length of each cell in GI is `. In contrast to
the algorithm for finding the shortest triangle, adding shifted copies of the grid is not
necessary here. We call a site s ∈ S large if rs ≥ `

4 , and we let S` ⊆ S be the set of large
sites. All other sites are called small. As the length of the shortest triangle is already
known, we now shift our focus to cycles in D(S) with more than three vertices and length
less than W . If such cycles exist, the shortest of them realizes the girth of D(S). First,
consider cycles in the induced subgraph D(S \ S`). The graph D(S \ S`) has no triangle,
as such a triangle would have length less than 3 · `2 <W . Then by the same argument as
in the case that D(S) does not contain a triangle at all, D(S \S`) is plane and the shortest
cycle can be found in O(n logn) time. Let ∆1 be the weighted girth of D(S \ S`).
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Chapter 3 Computing the Girth in Disk Graphs

σ

N7×7(σ )

D(S \ S`)

D(S`)

s

Figure 3.5: The graph D(S \ S`) is plane and the graph D(S`) is sparse but not
necessarily plane. The disk graph D(S ∩ Sσ ) has O(nσ ) edges.

Next, consider cycles that have at least one large site. Let σ ∈ G be a cell of the grid.
Then for every s ∈ σ by triangle inequality every site contained in the same cycle of
length at most W as s lies in D(s, W2 ). Note that Lemma 2.1 is not limited to cells of
the hierchical grid. Thus, Lemma 2.1 with |σ | = W

3 and r = W
2 implies that the cycle is

contained in N7×7(σ ).
Now, for each grid cell σ , consider all large sites s ∈ S` ∩ σ . For each such site, we

want to find the shortest cycle through s in the subgraph D(Sσ ) of D(S) defined on all
sites in N7×7(σ ). For this the graph D(Sσ ) is constructed explicitly and Theorem 3.10 is
applied with s as the starting vertex for each s ∈ S` ∩ σ . Let ∆2 be the smallest length
of such a cycle, over all grid cells σ and all large sites s ∈ S` ∩ σ . See Figure 3.5 for an
illustration of the following argument. As D(S \ S`) has no triangles, the graph induced
on the small sites in D(Sσ ) is plane. Furthermore, if one cell of N7×7(σ ) had more than
O(1) large sites, by Lemma 3.4 it would contain a triangle. As all triangles have length at
least W and a triangle inside a single grid cell has length less than W this cannot happen.
Thus D(Sσ ) is the union of a plane graph with a constant number of sites, and therefore
has O(n) edges. One run of Theorem 3.10 then takes O(|Sσ | logn) time. As each σ ∈ GI
contains O(1) large sites, the algorithm from Theorem 3.10 is executed O(1) times for
each Sσ . Furthermore, as each site lies in O(1) neighborhoods, we have

∑
σ∈GI
|Sσ | =O(n),

resulting in an overall running time of O(n logn) for this step.
The algorithm returns min{W,∆1,∆2}. As all steps to determine these values can

be implemented in O(n logn) expected time, the overall running time of the algorithm
follows. If the desired output is not only the length of the shortest cycle, but also the cycle
itself, appropriate pointers can be maintained during the execution of the algorithm. �
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CHAPTER 4
Triangles and Cycles in

Transmission Graphs

In this chapter we consider the problems of finding triangles and cycles in transmission
graphs. The main insight used in the corresponding algorithms for disk graphs is that the
graph is either sparse or contains a triangle. In Section 4.1 we show that this statement
is not true for transmission graphs. We give an infinite family of site sets, such that the
induced transmission graphs are strongly connected and have Θ(n2) edges, while not
containing a directed triangle.

Since similar techniques as for the disk graph case are not feasible, we develop a
di�erent approach for transmission graphs. In Section 4.2 we describe a simple algorithm
to check for the existence of a triangle in a transmission graph, which is then extended to
find a shortest such triangle in Section 4.3. The last algorithm of this chapter is then an
algorithm to find a cycle of unweighted length at most k.

While the algorithms for the unweighted triangle and the cycles of length k are easy to
describe, the main technical challenge is to implement them e�ciently. To this end, we
define three kinds of batched range queries. In Section 4.5 we show how to e�ciently
implement these range queries and in consequence also the algorithms of this chapter.

4.1 Dense Transmission Graphs can be Triangle Free

In this section we show that there is an infinite family of strongly connected transmission
graphs that do not contain a directed triangle while having Θ(n2) edges. We first give a
simple family that does not satisfy the strongly connected property. This family already
shows that triangle-free transmission graphs do not have to be sparse. However, to find
triangles and cycles in transmission graphs, it su�ces to consider the strongly connected
components and one might still hope that the strongly connected components of a triangle-
free transmission graph are sparse. To show that this is also not true, we then extend
the family to one where all induced graphs are strongly connected, while the induced
transmission graphs are still triangle free and have Θ(n2) edges.

31



Chapter 4 Triangles and Cycles in Transmission Graphs

Lemma 4.1. There is an in�nite family A = {A1,A2, . . . , } such that |An| = n+ 1 and T (An)
has Θ(n2) edges while containing no triangle.

Proof. We define the set An = {a0, . . . , an} to be n + 1 sites on the x-axis. Let a0 be the
site in the origin with radius 1 and set the x-coordinate of ai to 2i−1 + (2i − 1) · ε for the
remaining sites, where ε > 0 is a su�ciently small constant. The radii of the sites ai for
i ≥ 1 are the same as their x-coordinates. A depiction of the set An can be found, by only
considering the blue and black sites in Figure 4.1.

We now show that the edge set of T (An) is E(A) = {ajai | i < j}. As all points in An lie
on a horizontal line, we only have to argue about their x-coordinates. By definition, ai
is left of aj for i < j. As the radii are chosen such that the edge aja0 exists for j ≥ 1, all
other edges ajai also exist for i < j. Given ai , to show that no edge to aj with i < j exists,
it su�ces to show that the edge aiai+1 does not exist. This can be seen by considering
the horizontal distance of ai and ai+1.

‖ai+1ai‖x = 2i + (2i+1 − 1)ε − (2i−1 + (2i − 1)ε)

= 2i−1 + 2iε
= rai + ε

Thus, T (An) contains Θ(n2) edges. Furthermore the order a0, . . . , an is a topological
sorting of T (An) and thus T (An) is acyclic and in particular does not contain a directed
triangle. �

Now, we extend this family such that the resulting graph is strongly connected. We
define the family S = {S5,S6, . . . } as follows: Each set Sn consists of 3n sites which can
be partitioned into three sets A = {a0, . . . an}, B = {b1,b2,b3} and C = {c1, . . . c2n−4}. An
illustration of the disks defined by S5 can be found in Figure 4.1, the underlying graph
structure is depicted in Figure 4.2.

Let 0 < ε ≤ 1
2n and α = cos−1(

√
2− 1) and define the sets as follows, where the sites ai

are the same as in the set An defined in the proof for Lemma 4.1:

a0 = (0,0) ra0
= 1

ai =
(
2i−1 + (2i − 1)ε,0

)
rai = 2i−1 + ε(2i − 1) i = 1, . . . ,n

Let r = ran and r ′ = r+ε
2 = 2n−2 + 2n−1ε, we set

bi = (r − i cos(α)r ′, i sin(α)r ′) rbi = r ′ i = 1,2

b3 =

√2
2n−4

,

√
2

2n−4 − 1
√

2− 1

 rb3
=
√

2
2n−4(

= 2n−2
)

ci =

0,

√
2
i − 1

√
2− 1

 rci =
√

2
i

i = 1, . . . ,2n− 4
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a0

c1

c2

c3

c4

c5

c6 b3

b2

b1

a5a3a2
a1

a5

b1

a4

b2

a4

Figure 4.1: The sites and corresponding disks of S5. The site b2 lies in the square
contained in b3.

Figure 4.2: The graph structure of S5, the coordinates are not to scale.
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Lemma 4.2. The graph T (Sn) consists of the union of the paths an,b1,b2,b3, c2n−4, . . . , c1, a0
and a0, c1, . . . , c2n−4,b3,b2,b1, an with the set of edges E(A) = {ajai | i < j}.
Proof. We will first consider the structure in each set separately and then consider the
three possible types of edges between the sets. The subgraph induced by A has the edge
set E(A) by Lemma 4.1. Now we consider the set B. The definition of b1 and b2 implies
that ‖b1b2‖ = r ′ and thus the edges b1b2 and b2b1 exist. For the edges b2b3 and b3b2 we

first note that rb3
=
√

2
2n−4

< 2n−2 + 2n−1ε = r ′, so it is enough to show the existence of
the edge b3b2. We consider the horizontal and vertical distance separately and show

that both are at most
√

2
2n−5

, which implies that b2 lies in the square with side length√
2

2n−5
= 2n−2
√

2
which is completely contained in b3, refer again to Figure 4.1. We have:

‖b2b3‖x =
∣∣∣∣r − 2cos(α)r ′ −

√
2

2n−4
∣∣∣∣

=
∣∣∣∣r − (
√

2− 1) · (r + ε)− 2n−2
∣∣∣∣

=
∣∣∣∣r(2−√2)− (

√
2− 1)ε − 2n−2

∣∣∣∣
=

∣∣∣∣2n−1(2−
√

2) + ε ·
(
(2n − 1) · (2−

√
2)−
√

2 + 1
)
− 2n−2

∣∣∣∣
=

∣∣∣∣2n−2(3− 2
√

2) + ε · (2n(2−
√

2)− 1)
∣∣∣∣

≤ 2n−2(3− 2
√

2) + 1

<
2n−2
√

2
for n ≥ 1

‖b2b3‖y =

∣∣∣∣∣∣2sin(α)
r + ε

2
− 2n−2 − 1
√

2− 1

∣∣∣∣∣∣
≤

∣∣∣∣0.95(r + ε)− (1 +
√

2) · (2n−2 − 1)
∣∣∣∣

=
∣∣∣∣0.95 · 2n−1 + 0.95 · 2nε − (1 +

√
2) · (2n−2 − 1)

∣∣∣∣
=

∣∣∣∣2n−2 · (2 · 0.95) + 0.95 · 2nε − 2n−2(1 +
√

2) + (1 +
√

2)
∣∣∣∣

=
∣∣∣∣2n−2(0.9−

√
2) + 0.95 · 2nε+ (1 +

√
2)

∣∣∣∣
As 0.95 ·2nε ≤ 1, the term in the | · | is negative for n ≥ 5. As n ≥ 5 by assumption, we get:

‖b2b3‖y ≤ 2n−2(
√

2− 1)− 0.95 · 2nε − (1 +
√

2)

<
2n−2
√

2
,

and therefore the edges b2b3 and b3b2 exist. Note that these calculations also immediately
imply, that b3 is above and left of b2.

34



4.1 Dense Transmission Graphs can be Triangle Free

For the set C we have to show that cici+1 and ci+1ci are edges of T (Sn), but no other
edges exist. As, similarly to the set A, all points in C lie on a vertical line in the order
c1, . . . , c2n−4 and have increasing radii, to show the nonexistence of the other edges, it
su�ces to show that no edge ci+2ci exists. The edge set induced by C follows from the
following calculations:

‖cici+1‖ =

√
2
i+1 − 1− (

√
2
i − 1)

√
2− 1

=

√
2
i
(
√

2− 1)
√

2− 1

=
√

2i = ri

‖cici+2‖ =

√
2
i+2 − 1− (

√
2
i − 1)

√
2− 1

=

√
2
i

√
2− 1

> 2
√

2
i

=
√

2
i+2

= rci+2

Finally we consider edges connecting the di�erent sets. First we note, that Dc1 intersects
the x-axis at ± 1√

2
and the other disks in C do not intersect the x-axis at all. Furthermore,

a0 is the only site in A whose corresponding disk intersects the y-axis at more than one
point. So c1a0 and a0c1 are the only edges connecting A and C.

Now we consider possible edges between A and B. By the definition of b1 it is apparent,
that the edges anb1 and b1an are present. To see that no other edges exist, note that Db1
intersects the x-axis at an and at the point with distance 2r ′ cos(α) to the left of an. As
α > π

3 we have:

2cos(α)r ′ <
r + ε

2
= 2n−2 + 2n−1ε,

whereas ‖an−1an‖ = 2n−2 + 2n−1ε, so no edge (b1, ai) exists for i ≤ n − 1. As rai ≤ r
′ for

i ≤ n− 1 this also implies that no other edges incident to ai with i ≤ n− 1 and b1 exist.
For b2 and b3 we consider the vertical distances. We already saw above, that b3 lies above
of b2 and that rb2

≥ rb3
, so it su�ces to consider b2. We have:

‖aib2‖y = 2sin(α)r ′

≥
√

3
2

(r + ε)

=
√

3r ′.
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Chapter 4 Triangles and Cycles in Transmission Graphs

Thus considering the vertical distance alone is enough to eliminate the possibility of all
edges bjai and aibj for i = 0, . . . ,n− 1 and j = 2,3. As for possible edges between an and
b2 or b3, note that by definition ‖anb2‖ = (r + ε) > r. Furthermore, as b2 is left of an and
b3 is above and left of b2, we can derive, that b3 lies outside of Dan and thus no edges
anbi or bian for i = 2,3 are possible.

Finally, we have possible connections between B and C. First we consider possible
edges incident to b2. For the x-coordinate of b2 we have:

r − cos(α)(r + ε) = r − (
√

2− 1) · (r + ε)

≥ r(2−
√

2) ≥ r ′

As b1 is to the right of b2 this implies that neither Db1
nor Db2

intersect the y-axis. With
r ′ ≥ 2n−2 this excludes all edges between B and C incident to b1 or b2. Finally, by definition
Db3

intersects the y-axis only at the point c2n−4. As rb3
= rc2n−4

> rci for i ≤ 2n− 5, this
implies that the only edges between B and C are b3c2n−4 and c2n−4b3, concluding the
proof. �

Using this result, we can now show the main claim of this section.

Theorem 4.3. There is an in�nite family S = {S5, . . . } of sets of sites, such that

(a) |Sn| = Θ(n)

(b) T (Sn) has Θ(n2) edges

(c) T (Sn) forms one strongly connected component; and

(d) T (Sn) does not contain a triangle

Proof. Let Sn be the family of sites defined above. By Lemma 4.2, T (Sn) is the union of
the paths an,b1,b2,b3, c2n−4, c2n−5, . . . , c1, a0 and a0, c1, . . . , c2n−4,b3,b2,b1, an with the set of
edges E(A) = {ajai | i < j}. A graph with this structure satisfies the properties of the lemma.
Properties (a) and (b) are satisfied, as 3n ∈Θ(n) and |E(A)| = Θ(n2). The third property
is true since the graph contains the Hamiltonian cycle a0, c1, . . . , c2n−4,b3,b2,b3, an, . . . a0.
For (d), we only have to argue that there are no triangles in E(A) as the remaining parts
of T (Sn) are paths. By Lemma 4.1 this is also true. �

4.2 Finding a Triangle in a Transmission Graph

Given a transmission graph T (S) on n sites, we want to decide if T (S) contains a
directed triangle. We first describe an algorithm for this problem, that is not e�cient
when implemented naively. Then we explain how to use the underlying geometry of the
problem and batched range queries to implement the algorithm in O(n logn) expected
time.

The algorithm iterates over each directed edge e = st with rt ≥ rs, and it performs two
tests: first, for each directed edge tu with ru ≥

rt
2 , it checks if us is an edge in T (S), i.e.,
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4.2 Finding a Triangle in a Transmission Graph

t us

Figure 4.3: We do not need to check whether u ∈Dt.

if s ∈ Du . If so, the algorithm reports the triangle stu. Second, the algorithm tests if
there is a site u such that ru ∈ [rs,

rt
2 ) and such that us is an edge in T (S), i.e., such that

s ∈Du . If such a site u exists, it reports the triangle stu. If both tests fail for each edge
e, the algorithm reports that T (S) contains no triangle. The next lemma shows that the
algorithm is correct.

Lemma 4.4. A triple stu reported by the algorithm is a triangle in T (S). Furthermore, if T (S)
contains a triangle, the algorithm will �nd one.

Proof. Let stu be a triple reported by the algorithm. The algorithm explicitly checks that
st and us are edges in T (S). It remains to consider tu. If ru ≥

rt
2 , then stu is reported by

the first test, and the algorithm explicitly checks that tu is an edge in T (S). If ru <
rt
2 ,

then stu is reported by the second test. We have rs <
rt
2 , since s and t are chosen so that

rs ≤ ru <
rt
2 . Furthermore, st and us are edges of T (S), so t ∈ Ds and s ∈ Du . Since the

second test ensures that ru <
rt
2 , the triangle inequality yields

‖tu‖ ≤ ‖ts‖+ ‖su‖ ≤ rs + ru <
rt
2

+
rt
2

= rt.

Thus, u ∈Dt, and tu is an edge in T (S) and the reported triple stu is a triangle in T (S).
This argument is visualized in Figure 4.3.

Next, suppose that T (S) contains a triangle stu, labeled such that rs ≤min{rt, ru}. If
ru ≥

rt
2 , then stu is found by the first test for the edge st. If ru <

rt
2 , we have s ∈ Du and

ru ∈ [rs,
rt
2 ). Thus, the second test will be successful for the edge st, and the algorithm will

report a triple stu′, such that s ∈Du′ and ru′ ∈ [rs,
rt
2 ), where the site u′ might be di�erent

from u. The first part of the proof shows that stu′ is a triangle in T (S). �

There are several challenges for making the algorithm e�cient. First of all, there might
be many edges st with rt ≥ rs. However, a consequence of the following lemma is, that if
there are ω(n) such edges, the transmission graph T (S) must contain a triangle.

Lemma 4.5. There is an absolute constant α1 so that for any r > 0, if there is a square σ
of diameter r that contains more than α1 sites s ∈ S with rs ≥ r

4
√

2
, then T (S) has a directed

triangle.

Proof. Cover σ with a 6× 6 grid of diameter r
6 ≤

r
4
√

2
, see Figure 4.4. For every s ∈ S ∩ σ

with rs ≥ r
4
√

2
, the disk Ds completely covers the grid cell containing s. If σ contains more
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Chapter 4 Triangles and Cycles in Transmission Graphs

σ

r
4
√
2

Figure 4.4: Three disks with radius at least 4
4
√

2
in the same grid cell form a clique.

than α1 = 73 sites s with r
4
√

2
, then a simple volume argument shows that one grid cell

contains at least three such sites. These sites form a directed triangle in T (S). �

Now we define the two range searching problems that are fundamental to e�ciently
implementing the algorithm.

(R1) Let α > 0 be some constant and rmax ≤ 2
√

2 ·max{rs | s ∈ S}. Then either determine
that for every site s ∈ S with rs ≤

rmax

2
√

2
, there are at most α outgoing edges st with

rt ≥
rs
2 and report all these edges, or find a square σ of diameter 0 < r ≤ rmax that

contains more than α sites s ∈ S with rs ≥ r
4
√

2
.

(R2) Given O(n) query triples of the form (p,r1, r2) with p ∈ R2 and 0 < r1 < r2, find a
site u ∈ S such that there is a query triple (p,r1, r2) with r1 < ru < r2, and p ∈Du ; or
report that no such site u exists.

The query (R1) indeed always has a valid outcome: suppose there is a site s ∈ S with
rs ≤

rmax

2
√

2
and more than α outgoing edges st with rt ≥

rs
2 . Then, all the endpoints t lie in

Ds, the bounding square σ of Ds also contains these more than α sites. As σ has diameter
r = 2

√
2rs ≤ rmax these sites have radius at least rs

2 = r
4
√

2
as required by the query.

The next theorem shows that we can detect a triangle in T (S) with linear overhead in
addition to the time needed for answering (R1) and (R2).

Theorem 4.6. If (R1) and (R2) can be solved in time R(n) for input size n, we can �nd a
directed triangle in a transmission graph T (S) on n sites in time R(n) +O(n), if it exists.

Proof. The general idea is to follow the general algorithm described above with some
modifications to optimize the running time. Before starting to explicitly search for
triangles, we perform a range query (R1) with α = α1 as defined in Lemma 4.5 and
rmax = 2

√
2 ·max{rs | s ∈ S}. If it reports a square σ of diameter r that contains more
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4.3 Finding the Shortest Triangle in a Transmission Graph

than α1 sites s ∈ S with rs ≥ r
4
√

2
, we scan the sites in that square to find a set S ′ of α1 + 1

such sites. By Lemma 4.5, T (S ′) contains a triangle, which can be found in O(1) time by
testing all triples in S ′.

Otherwise, (R1) reports the set E′ of all edges st in T (S) with rt ≥
rs
2 , where |E′ | =O(n).

We go through all edges e = st in E′ with rt ≥ rs, and we check if there is an edge tu in E′

such that us is an edge in T (S), i.e., such that s ∈ Du . If so, we report the triangle stu.
This takes care of the first test in the algorithm, and we check only O(n) triples, because
for each site in S, there are at most α1 outgoing edges in E′.

If we have not been successful, we again go through all edges e = st in E′, and if rt > 2rs,
we create the triple (s, rs,

rt
2 ). We perform a range query (R2) on the resulting set of O(n)

triples. If (R2) finds a site u ∈ S such that for a query triple (s, rs,
rt
2 ), we have rs ≤ ru ≤

rt
2 ,

and s ∈Du, we report the triangle stu. The site u satisfies all the properties imposed by
the second test. Otherwise, we report that T (S) does not contain a triangle. Note that
here we use the fact that all radii are di�erent, thus we can be sure that the ≤ condition
considered for the edges of the algorithm is actually a < and applying (R2) yields the
correct result. By Lemma 4.4, this adapted algorithm correctly reports a triangle in
T (S), if it exists. The time for the additional steps is O(n), so the total running time is
R(n) +O(n). �

Using existing methods [WL85], it is easy to solve (R1) and (R2) in O(n log2n) time.
However, a better solution is possible. In Lemmas 4.21 and 4.22, we will implement (R1)
and (R2) in O(n logn) expected time, resulting in the main theorem of this section.

Theorem 4.7. Let T (S) be a transmission graph on n sites. A directed triangle in T (S) can be
found in expected time O(n logn), if it exists.

Proof. The statement follows from combining Theorem 4.6 and Lemmas 4.21 and 4.22. �

4.3 Finding the Shortest Triangle in a Transmission
Graph

We extend Theorem 4.7 to find the shortest triangle in T (S). As in Section 3.1, we solve
the decision problem: given W > 0, does T (S) have a directed triangle of perimeter at most
W ? and then use Chan’s randomized optimization framework to obtain an algorithm for
the optimization problem. We call a site s ∈ S large if rs >

W
4 . Again let S` ⊆ S be the set

of all large sites.
Similarly to the algorithm for the weighted girth in disk graphs, there are several cases

to consider, in order to find the shortest triangle. An overview over the complete algorithm
can be found in Figure 4.5.

Lemma 4.8. We can �nd a triangle in T (S \ S`) of perimeter at most W in O(n logn) time, if
it exists.

39



Chapter 4 Triangles and Cycles in Transmission Graphs

Triangle in T (S \ S`)?

Query of type (R1)

Triangle within a single cell?

Check remaining triangles

yes Return yes
all triangles in T (S \ S`) have length ≤WO(n logn) Lemma 4.8

Cell with many large sites Return yes
Triangle in cell by Lemma 4.5O(n logn) Lemma 4.10

no

All Ds few large sites

O(nσ logn) each, Lemma 4.11

yes Return yes
all triangles in a single cell have length ≤W

O(n) overall, Lemma 4.12

no

yes Return yes
Checked explicitely

no

Return no

Figure 4.5: An overview of the algorithm to find the shortest triangle in a transmission
graph.

Proof. Any triangle in T (S \S`) has perimeter at most W : consider a directed triangle stu
in T (S \S`) with rs ≥max{rt, ru}. Since s has the largest radius of the sites on the triangle,
we have r,u ∈Ds. This implies that ‖st‖,‖us‖ ≤ rs and ‖tu‖ ≤ 2rs. Then the perimeter of
the triangle is at most ‖st‖+ ‖tu‖+ ‖us‖ ≤ 4rs ≤W . We can find a triangle in T (S \S`) in
O(n logn) time by Theorem 4.7. �

The task that remains, is to check for triangles of perimeter at most W with at least
one large site. Some of these triangles have to be considered individually, while the others
can be handled e�ciently in batch mode. The following lemmas show that we either find
a triangle or we may assume that there are few edges from S \ S` to S`.

Lemma 4.9. If T (S) does not contain any triangle, each site t has at most six incoming edges
from sites s with s ∈Dt .

Proof. We consider the set of circular sectors with opening angle 2π
6 with common apex

t that cover Dt. Assume for the sake of contradiction that one of these six circular
sectors contains two sites s, s′ such that st and s′t are both edges in T (S). Without loss
of generality, we assume that s′ is contained in the equilateral triangle defined by the
boundary of the circular sector and the line perpendicular to its bisector and through s,
see Figure 4.6. Then as this triangle is equilateral we have ‖ss′‖ ≤ ‖st‖ ≤ rs and thus ss′ is
an edge in T (S). This edge closes the triangle ss′t where the edge ts exists as s ∈Dt by
assumption. �
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4.3 Finding the Shortest Triangle in a Transmission Graph

t

s

s′

Figure 4.6: If st is an edge in T (S) then the triangle tss′ exists.

Lemma 4.10. If T (S) does not have a triangle of perimeter at most W , every site in S` has
at most six incoming edges from S \ S`. Furthermore, in O(n logn) time, we can either �nd a
triangle of perimeter at most W in T (S) or determine for each site in S` all incoming edges from
S \ S` .
Proof. Since all sites in S` have a larger radius than the sites in S \S`, Lemma 4.9 implies
the first part of the claim.

As stated above, to find the triangles, we will handle some cases e�ciently in batch
mode. For this we will again use (R1). Suppose there is a square σ in the plane with
diameter 0 < r ≤ W√

2
such that σ contains more than α1 sites s of radius rs ≥ r

4
√

2
, where

α1 is defined as in Lemma 4.5. Then, Lemma 4.5 shows that T (S) contains a triangle
that lies in σ . In particular by the proof of Lemma 4.5 this triangle lies inside a square
with diameter r

6 and thus has perimeter at most 3 · r6 <W .

If there is no such square, it follows that there is no site s with rs ≤ W
4 such that Ds

contains more than α1 sites of radius at least rs
2 , as otherwise s could be enclosed by a

square of side length 2
√

2rs ≤ W√
2

that contains many sites of large radius. Thus, every

site s with rs ≤ W
4 has O(1) outgoing edges to sites with radius at least rs

2 . In particular,
there are O(n) edges from small sites to large sites in T (S).

Using (R1) with α = α1 and rmax = W√
2

we can distinguish these cases. In the first case
the square reported by (R1) contains a triangle of perimeter at most W and we are done.
In the second case, we obtain all edges from S \ S` to S`.

Now assume there is a site s ∈ S` that has indegree more than six from sites in S \ S`.
Then by Lemma 4.9 there is a triangle induced by s and two sites t,u ∈ S \ S`. Assume
without loss of generality that this triangle has the form sut. Then by the definition of
transmission graphs, we have ‖ut‖ ≤ ru and ‖ts‖ ≤ rt, and in particular ‖ut‖+ ‖ts‖ ≤ 2 · W4 .
Since ‖su‖ ≤ ‖ut‖+ ‖ts‖ ≤ 2 · W4 by triangle inequality, this implies that the perimeter of
the induced triangle is at most W . Checking the O(1) sites which have an incoming edge
to s explicitly will either find the at most six sites, or report a triangle. �
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Chapter 4 Triangles and Cycles in Transmission Graphs

Next, we limit the number of relevant edges between large sites. For this, we subdivide
the plane with a grid GI with cell diameter W

4 . We get the following lemma:

Lemma 4.11. A triangle contained in a cell σ ∈ GI has perimeter at most W . If there is no
triangle in σ , then σ contains O(1) large sites. Such triangles can be found in O(n logn) overall
expected time.

Proof. An upper bound for the perimeter of a triangle contained in σ is 3 · W4 < W .
Furthermore, if there are at least three large sites in σ , these large sites form a triangle,
since the disk of a large site covers σ . By applying Theorem 4.7 to the induced subgraph
in each cell of GI, we can find such a triangle in O(n logn) total expected time. �

Let t be a site and let σ be the cell containing t, then the neighborhood N (t) of t are
all sites contained in N7×7(σ ). By again applying Lemma 2.1, similar to the girth in disk
graphs, any triangle of perimeter at most W is contained in N (t).

Lemma 4.12. If each site in S \ S` has at most six incoming edges from S` and these edges are
known, a triangle with at least one large site and perimeter at most W can be found in O(n)
overall time.

Proof. Consider such a triangle tus with rs ≥max{ru , ts}. Then, s ∈ S`, and s, t,u all lie in
N (t). By Lemma 4.10, there are O(1) small candidates for u, and by Lemma 4.11, there
are O(1) large candidates for u in N (t). Having fixed a site t and a possible candidate
u, we iterate over all s ∈N (t) and check if s, u, and t form a triangle with perimeter at
most W . Every site s is contained in O(1) grid neighborhoods, and since there are O(1)
candidate pairs in each grid neighborhood, s participates in O(1) explicit checks. The
result follows. �

The following theorem summarizes the considerations in this section.

Theorem 4.13. We can �nd the shortest triangle in O(n logn) expected time, if it exists.

Proof. Combining Lemmas 4.8, 4.10 and 4.12 we get an algorithm for the decision version
of the problem. As in Theorem 3.7, the result follows from the same application of Chan’s
randomized optimization technique [Cha99] (restated in Lemma 3.6). �

4.4 Finding a Cycle of Length k in a Transmission
Graph

In this section we aim to find a cycle with at most k sites in a transmission graph. For
k = 3 the problem can be solved using Theorem 4.7. So from now on, we can focus our
attention on the case that T (S) is triangle-free. Recall from Theorem 4.3 that this graph
might still have Θ(n2) edges, so simply running the algorithm from Theorem 3.10 with
each vertex as a starting vertex is not faster than on general graphs.

We will once again use the geometry of our setting to find a better algorithm. In contrast
to the algorithm for the girth in disk graphs, we assume that an upper bound k on the
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si

si+1

si+2

Figure 4.7: As si+2si is not an edge in T (S), the radius of si+2 is small compared to the
sum of the radii of si and si+1.

unweighted length of the cycle is given to the algorithm as a parameter. The running
time then has an exponential dependency on k. For su�ciently small values depending
on n or constant values of k this is still an improvement over the naive approach.

Before describing the algorithm we make some structural observations that are crucial
for showing the correctness of the algorithm. In the following assume, that a cycle
C = s0, . . . , sk−1 of length exactly k exists in T (S) and that the sites are named such that
rs0 = max{rs0 , . . . , rsk−1

}. The results carry over to cycles with length at most k.

Lemma 4.14. Let C = s0, . . . , sk−1 be a cycle with length k ≥ 4 and assume that T (S) does not
contain any triangles. Then the following holds, where all indices are interpreted modulo k.

(a) rsi+2
< rsi + rsi+1

(b) max{rsi , rsi+1
} ≥ rs0

2k−i−1 ; and

(c) max{rsi , rsi+1
} ≥ rs0

2k
.

Proof. The first claim follows from a combination of the triangle inequality with the
definition of T (S). The triangle inequality implies that ‖sisi+2‖ ≤ ‖sisi+1‖ + ‖si+1si+2‖.
As sisi+1 and si+1si+2 are edges in T (S), this reduces to ‖sisi+2‖ ≤ rsi + rsi+1

. Finally, as
T (S) contains no triangles, si+2si is not an edge in the transmission graphs, and thus
‖sisi+2‖ > rsi+2

. Combining these bounds yields rsi+2
< rsi + rsi+1

as claimed, see Figure 4.7.
As (c) is a direct consequence of (b), it remains to show (b). For i = k − 1 we have

max{rsk−1
, rs0} ≥

rs0
2k−i−1 , since rs0 =

rs0
20 . For the remaining terms we use inverse induction

on i = k − 2, . . . ,0. For the base case i = k − 2 this is the statement max{rsk−2
, rsk−1

} ≥ rs0
2 ,

which follows directly from (a):

rs0 < rsk−2
+ rsk−1

rs0 ≤ 2max{rsk−2
, rsk−1

}
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s σ

Figure 4.8: (Part of) N (s) together with the corresponding part of S1(s).

The step now goes from i + 1 to i. By the hypothesis we have

max{rsi+1
, rsi+2
} ≥

rs0
2k−i−2

.

Now we distinguish two cases. If rsi+1
≥ rs0

2k−i−2 the claim is immediate, as
rs0

2k−i−2 ≥
rs0

2k−i−1 . In

the other case rsi+2
≥ rs0

2k−i−2 and by using (a) the result again follows:

rs0
2k−i−2

≤ rsi+2

< rsi + rsi+1

≤ 2max{rsi , rsi+1
} �

Now we are ready to describe the algorithm. Similar to Section 4.2 the algorithm is
first described in a general fashion, focusing on a single site s. Then we show that the
algorithm can be implemented e�ciently using batched range queries.

For each s ∈ S the goal is to find a cycle Cs with at most k vertices where s is the site
with the largest radius among the sites of Cs. The general idea of the algorithm is to
collect all sites that can be part of Cs, explicitly compute the transmission graph Ts on
this set and then use an algorithm for general graphs on Ts.

Let l(s) = max{0,blog rs
2k
c} and consider the hierarchical grid at level l(s). Let σ

be the cell of Gl(s) with s ∈ σ . Furthermore, let N (s) be the
(
2 ·

⌈
k · 2k ·

√
2
⌉

+ 1
)
×
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N (s)

N (s′)

t u

u′

Figure 4.9: The site u′ is in both S2(t, s) and S2(t, s′). The site u is only in S2(t, s) as it
is too large for S2(t, s′). In this case we have smax(t) = s.

(
2 ·

⌈
k · 2k ·

√
2
⌉

+ 1
)

neighborhood of σ . The algorithm now collects a set S1(s) of sites

that contains all sites of radius at least 2l(s) in N (s), see Figure 4.8. Furthermore, for a
fixed t ∈ S1(s) let S2(t, s) be the set of all sites u ∈ S with ru ≤ 2l(s) such that the edge
ut exists in T (S). Note that a site t can be in the set S1(s) of multiple sites s. However
as for a fixed t the sites in S2(t, s) are only determined by rs, we have S2(t, s) ⊆ S2(t, s′)
for rs ≤ rs′ . Taking advantage of this observation, we denote by smax(t) the largest site s
such that t ∈ S1(s) and by S2(t) = S2(t, smax(t)) the cardinally largest set defined by t, see
Figure 4.9 for an illustration.

After finding all sets S1(s), we find the set S2(t) for each t ∈ S. Finally the shortest cycle
is found explicitly in the graph Ts = T

(
S1(s)∪

⋃
t∈S1(s)S2(t)

)
. If this cycle has length at

most k the algorithm stops and reports it.

Lemma 4.15. The algorithm described above correctly �nds a cycle with at most k edges.

Proof. First of all, if the algorithm reports a cycle, it is immediate that this cycle is a correct
output for our algorithm. So the main challenge is to show, that if there is a cycle Cs with
at most k edges and largest site s, the algorithm will report it. Let Cs = (s = s0), . . . , sk′
with k′ ≤ k − 1 be this cycle. A simple distance argument shows that all sites on Cs are
contained in D(s,2krs). Furthermore by Lemma 2.1, D(s,2krs) is completely contained
in N (s) and thus no sites on Cs with radius at least 2l(s) are missed by restricting the sites
considered for S1(s) to those in N (s).

What is left to show is that all si in Cs are contained in Ts. If rsi ≥ 2l(s) then si ∈ S1(s) by
definition. In the other case, recall that Lemma 4.14 (c) states that max{rsi , rsi+1

} ≥ rs
2k

. In
particular, by the assumption made in Chapter 2 that each radius is at least 1, this implies
max{rsi , rsi+1

} ≥ 2l(s). Thus if rsi < 2l(s) we have rsi+1
≥ 2l(s), or equivalently si+1 ∈ S1(s).

As sisi+1 is an edge of the cycle, by the definition of S2(si+1) we have si ∈ S2(si+1) and by
consequence also si ∈ Ts. Thus all sites on the cycle are contained in Ts and we cannot
miss Cs. �
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N (s)

Gl′(s)I

Gl′(s)IV
σ2 σ1

σ3 σ4

Figure 4.10: N (s) is contained in Gl′(s)IV.

Now, that we know that the general strategy is correct, we move our focus to e�ciently
implementing it. Similar to the algorithm described in Section 4.2 the main challenge is
to e�ciently find the sets S1(s) and S2(t) e�ciently.

First, observe that if T (S) contains no triangle the number of sites considered for S1(s)
in each cell of N (s) is at most two. Assume to the contrary that there is a cell σ ∈N (s)
containing at least three sites of radius at least 2l(s). Then as rs ≥ 2l(s) = |σ | the sites are
all pairwise contained in each other, forming a clique and thus also a triangle. So from
now on we can assume that each cell in N (s) contributes at most two sites to S1(s).

Lemma 4.16. If T (S) does not contain a triangle, the sets S1(s) for all s ∈ S can be found in
overall time O(n logn) + n · 2O(k). Additionally, the values smax(t) can be determined for all
t ∈ S within the same time bound.

Proof. Let Qc be the compressed quadtree of S and assume without loss of generality
that the leaves of Qc have diameter 1. Furthermore, augment Qc by a bottom-up traversal
such that each cell τ is associated with the set Aτ of the at most two sites that lie in
τ and have radius at least |τ |. Let σ ∈ N (s) be a cell in N (s) and let ρ be the largest
cell in Qc such that ρ ⊆ σ . Recall from Lemma 2.3 that this is equivalent to saying that
ρ is the Z-predecessor of σ . Denote by R the union of all cells defined this way. By
the assumption on the diameter of the leaves, and as l(s) ≥ 0 for each s ∈ S, we have
S ∩N (s) = S ∩

⋃
ρ∈R{s ∈ ρ}. The task of computing S1(s) then reduces to locating the

cells R in Qc and setting S1(s) =
⋃
ρ∈R{t ∈ Aρ | rt ≥ 2l(s)}.

One easy way of finding the set R would be to collect the cells in
⋃
s∈SN (s), sort them by

Z-order and merge them with the linearized quadtree L. By Lemma 2.3 this would yield
for each σ ∈ N (s) its Z-predecessor and thus exactly the set R. As each neighborhood
contains 2O(k) cells the sorting would take an overall of n2O(k) log(n2O(k)) time, which
exceeds the claimed time bound. There are however some geometric observations which
allow us to reduce the cells which have to be sorted toO(n) and thus replace the log(n2O(k))
factor by an additive O(n logn) term. To locate the cells in R, note that N (s) can also be
seen as a square of diameter diam(N (s)) =

(
2
⌈
k · 2k

√
2
⌉

+ 1
)
·2l(s). Let l′(s) be the level of

the hierarchical grid, such that diam(N (s)) ≤ 2l
′(s) ≤ 2diam(N (s)) and denote this level
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σ ′i
l′(s)− 1

l(s)
ρ

σi

2k

Figure 4.11: The cell σ ′i is the first descendant of σi in Qc. There are 2k levels between
σi and ρ.

of the hierarchical grid by Gl′(s)I. Let ` be the side length of a cell in Gl′(s)I and consider
three shifted copies of Gl′(s)I such that (`/2,0), (0, `/2) and (`/2, `/2) are grid points of
Gl′(s)II,Gl′(s)III and Gl′(s)IV, respectively.

Then there is an i ∈ {I, . . . , IV} such that N (s) is completely contained in a grid cell σ
of Gl′(s)i . Let σ1, . . . ,σ4 be the four cells of diameter 2l

′(s)−1 that partition σ . As Gl′(s)i is
shifted by `/2, the cells σ1, . . . ,σ4 are part of the hierarchical grid in level l′(s)− 1, see
Figure 4.10. The cells σ1, . . . ,σ4 might not be in Qc because they were removed due to
compression. However, if they contain at least one site, there are cells σ ′1, . . . ,σ

′
4 ∈ Q

c that
are the largest cells such that σ ′i ⊆ σi , see Figure 4.11. As s ∈N (s) and there is a cell in
Qc containing s with diameter 1, at least one of the cells σ ′i is not empty. Furthermore
by the definition of the compressed quadtree, the union of these four cells contains all
sites that are contained in N (s). We will use these cells as a starting point of an explicit
traversal of Qc to find the cells in R.

The cells σ ′1, . . . ,σ
′
4 for each s ∈ S in Qc can be found in a batched fashion. For all s ∈ S,

the four tuples (s,σi) can be computed in constant time for a fixed s. Collecting these
tuples for all s ∈ S and sorting them in Z-Order of their second component takes overall
O(n logn) time. Merging the linearized quadtree L of Qc with the sorted list of cells,
yields for each σi in a query tuple its Z-predecessor. By Lemma 2.3 the Z-predecessor of
σi is exactly σ ′i , if σ ′i exists. Thus all tuples (s,σ ′i ) can be found in O(n) time during the
merging process and then be grouped by their first entry in O(n logn) additional time.

Having the cells σ ′i for each s ∈ S at hand, the set R and thus the sites in S1(s) can
be found as follows: Starting with each σ ′i , the compressed quadtree Qc is traversed
downwards by visiting all cells with a non-empty intersection with N (s). The downward
traversal stops, if the currently visited cell has a diameter smaller than or equal to 2l(s) or
if it has no children. If the traversal stops in a cell ρ, all sites stored in Aρ with radius at
least 2l(s) are added to S1(s). This mirrors the characterization of S1(s) given above.
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This process visits at most l′(s)− l(s) levels. We can bound this quantity as follows:

l′(s)− l(s) = log
(

2l
′(s)

2l(s)

)
≤ log

(2
⌈
k · 2k

√
2
⌉

+ 1) · 2l(s)

2l(s)


≤ log

(
2
⌈
k · 2k

√
2
⌉

+ 1
)

≤ 2k for k ≥ 4

Thus the cells traversed when starting at σ ′i form a subtree of Qc of height at most 2k, and
overall at most 2O(k) cells are visited, again see Figure 4.11. Traversing all four subtrees
defined in this way and reporting all sites with the appropriate radius stored with the
leaves of these subtrees takes 2O(k) time for each site s.

To summarize, after a preprocessing step of O(n logn) time, the sets S1(s) can be
reported in 2O(k) for each s ∈ S. When doing the traversals in decreasing order of the
radii of the sites, we can find the sites smax(t) for each t ∈ S on the fly. After computing
the set S1(s) and storing it with s, check for each t ∈ S1(s) if it was reported for the first
time. If this is the case, set smax(t) = s and ignore it otherwise. �

Next we focus on the sets S2(t) and describe an e�cient algorithm for finding those.
For this we will use the following a variant of (R2):

(R2’) Given a set R ⊆ S×R+ of O(n) query tuples, report for each u ∈ S one of the query
tuples (t, r) ∈ R such that t , u, t ∈Du and ru < r, if it exists.

Lemma 4.17. Assume that queries of (R2’) can be answered in time R(n) and that T (S)
does not contain any triangles. Then the sets S2(t) for all t ∈ S can be found in overall time
O(n logn) +R(n).

Proof. Let t ∈ S be a fixed site and recall that we defined smax(t) to be the largest site s such
that t ∈ S1(s). The set S2(t) now contains all sites u ∈ S with ru < 2l(smax(t)) and t ∈ Du .
All sites in S1(smax(t)) have radius a least 2l(smax(t)), thus we have ru ≤ rt. Furthermore,
S2(t) contains at most six sites by Lemma 4.11. We find the sets S2(t) in two steps. First,
we identify for each t ∈ S the sites u ∈ S2(t) with 1

2rt < ru . In a second step, the remaining
sites in S2(t) are found. Both steps are performed in a batched fashion, finding the relevant
sites in S2(t) for all sites t ∈ S during one computation.

The approach in the first case is similar to that used in the proof of Lemma 4.16.
Again we construct a compressed quadtree Qc on S, assume that the leaves have diameter
1, and augment each cell σ ∈ Qc with the set Aσ of at most two sites with radius at
least |σ |. Recall that if t ∈ S1(smax(t)), then rt ≥ 2l(smax) and that all sites in S2(t) have a
radius smaller than 2l(smax). Observe that a site u ∈ S2(l) with ru >

1
2rt can only exist,

if rt ≤ 2l(smax)+1. Furthermore as rt ≥ 2l(smax(t)), the assumption ru >
1
2rt directly implies

ru ≥ 2l(smax(t))−1, see Figure 4.12.
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2l(smax(t))

t
u

t′

u′

u′′

Figure 4.12: The site u falls in the first categories of sites in S2(t). The radius of u′′ is to
small to fall in this category. The radius of t′ is too large to have any site in
the first category in S2(t′).

Consider the hierarchical grid on level l(smax(t))− 1 and let τ be the cell in this level
containing t. By Lemma 2.1 the disk Dt is completely contained in N13×13(τ). Finding
the sites u in S2(t) with ru ≥ 1

2rt now reduces to finding the Z-predecessors of all cells in
N13×13(τ) with subsequent reporting of the relevant sites. Finding the Z-predecessors can
again be achieved by sorting the O(n) cells from all 13× 13 neighborhoods by Z-order
and then merging them with the linearized quadtree L. After having the Z-predecessors
at hand, we filter each set Aσ and add the sites containing t and having the appropriate
radii to S2(t).

For the second case, we first observe, that there is only one site t such that u ∈ S2(t)
and ru ≤ 1

2rt. This can be seen by the following application of the triangle inequality,
see Figure 4.13. Assume that u is both in S2(t) and in S2(t′). Then the edges ut and ut′

exist in T (S) and therefore also ‖ut′‖ ≤ ru and ‖ut‖ ≤ ru . As ru ≤ rt and ru ≤ rt′ , this also
directly implies the existence of the edges tu and t′u. Furthermore, the triangle inequality

u

t

t′

Figure 4.13: The site u is contained in at most one set S2(t).

49



Chapter 4 Triangles and Cycles in Transmission Graphs

gives ‖tt′‖ ≤ 2ru ≤ rt and thus the edge tt′ also exists in T (S) and closes a triangle, a
contradiction to our assumption on T (S). Thus all that needs to be done is to find for
each u the site t with ru ≤

rt
2 and t ∈ Du, if it exists as in this case u ∈ S2(t). This kind

of query can be handled in a batched fashion using (R2’) by considering a query tuple
(t, rt2 ) for each t ∈ S.

The time needed in the first step is dominated by the construction of Qc and the sorting
of the cells. Both steps need O(n logn) time. The second steps takes time O(R(n)) after a
linear preprocessing step.

�

In Lemma 4.23 we will see that (R2’) can be answered in O(n logn) expected time.
Combining this with Lemmas 4.16 and 4.17, the running time of the algorithm follows.

Theorem 4.18. A cycle on at most k vertices in a transmission graph can be found inO(n logn)+
n · 2O(k) expected time, if it exists.

Proof. First we can check if T (S) contains a triangle in O(n logn) expected time by
Theorem 4.7. If a triangle is found we have found a cycle with at most k vertices and are
done.

In the other case, we can use the algorithm described above. As each cell of N (s)
contributes O(1) sites to S1(s) and for each t ∈ S1(s) again only O(1) additional sites are
added to Ts because they are in S2(t), this subgraph of T (S) consists of 2O(k) sites and
consequently also 2O(k) edges with a slightly larger constant in the exponent. Explicitly
constructing Ts and finding the shortest unweighted cycle takes time proportional to the
size of Ts. As |Ts| = 2O(k) this takes 2O(k) time for each Ts and thus n2O(k) time in total.
Combining this bound with the preprocessing time detailed in Lemmas 4.16 and 4.17 the
overall time bound follows. �

Corollary 4.19. Given a transmission graph with unweighted girth k. Then the girth can be
computed in time O(n logn logk) +n2O(k).

Proof. Using exponential search, the value k can be determined by O(logk) applications
of Theorem 4.18. �

4.5 Batched Range Searching

After having seen their algorithmic applications, we can now focus on the main technical
challenge of this chapter: to solve the range queries described above e�ciently. For this
we use the general range query data structure described in Section 2.4 as a basis. For all
three types of range queries the sites S, sorted in their radii, are stored in the leaves of
the binary search tree B. The radii of the sites which are relevant to answer the queries
of (R1) and (R2’) are only bounded from one side. So the relevant paths in B for (R1)
are only the paths Π←( rs2 ) and for (R2’) the paths Π←(r) for the radiii given in the query
tuple. On the other hand, the radius range for (R2) is bounded by the interval (r1, r2)
and thus both paths Π←(r1) and Π→(r2) are considered.
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4.5.1 Queries of Type (R1)

We restate the objective for the queries of type (R1) for convenience.

(R1) Let α > 0 be some constant and rmax ≤ 2
√

2 ·max{rs | s ∈ S}. Then either determine
that for every site s ∈ S with rs ≤

rmax

2
√

2
, there are at most α outgoing edges st with

rt ≥
rs
2 and report all these edges, or find a square σ of diameter 0 < r ≤ rmax that

contains more than α sites s ∈ S with rs ≥ r
4
√

2
.

We answer the query for a given set of sites e�ciently by checking the properties for
various subsets of sites s ∈ S simultaneously. Let B be the binary search tree on S, sorted
by the radii as used in the range query structure introduced in Section 2.4. For this we
will use linearized compressed quadtrees Lv for all canonical subsets of the sites. Each
Lv is the linearized version of the compressed quadtree Qcv . The quadtrees Qcv contain
all sites in the canonical subset defined by a vertex v of B. We will show in Lemma 4.20
that it is possible to build all these linearized compressed quadtrees without logarithmic
overhead.

Since (R1) gives us plenty of freedom in choosing the squares reported by the range
queries, we take the enclosing squares of the sites in addition to the cells of the hierarchical
grid. The latter allows us to reduce the range searching problem to that of a predecessor
search in a linear list. The reduction process, described in detail in Lemma 4.21, can be
accomplished by a constant number of tree traversals.

Lemma 4.20. For each v ∈ B the linearized quadtree Lv for the sites in the canonical subset Iv
can be found in O(n logn) time.

Proof. For each v ∈ B, the compressed quadtree Qcv for Iv is build as follows. At the root,
the compressed quadtree Qc for S is computed in O(n logn) time [Buc+11; Har11]. Given
the compressed quadtree Qcv for a node v ∈ B, we compute Qcw for a child w of v using
a postorder traversal of Qv . In each leaf σ of Qcv, check if the sites in σ are in Iw, by
looking at their radii. If none of the sites lie in Iw, σ is removed; otherwise, it remains
in Qcw. If an inner vertex σ of Qcv has no remaining children it is removed. In the other
case, if σ has exactly one remaining child that is not a compressed vertex, σ is marked as
compressed and the traversal continues. If the only remaining child of σ is compressed,
remove this child, connect σ to its grandchild, and mark σ as compressed. This takes
O(|Qcv |) time and gives Qcw.

Once all the compressed quadtrees Qcv are available, the linearized quadtrees Lv
can be found by traversing B and each Qcv encountered. The total time to find the
lists Lv is O(n logn+

∑
v∈B |Qcv |) = O(n logn), since |Qcv | = O(|Iv |), for all v ∈ B, and∑

v∈B |Iv | =O(n logn) by Lemma 2.4. �

For a site s ∈ S let σ be the cell with s ∈ σ and 1
2 |σ | ≤ rs < |σ | and define the neighborhood

of s as N (s) =N5×5(σ ). Using Lemma 2.1 it follows that Ds is completely covered by N (s).
By distributing the cells of N (s) to the vertices of B, we can then answer the range query
problem (R1) e�ciently:
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B Qcv

Qcw Qcu

rs
2

R′v = [. . . , (s,σ ), . . . ]

τσ,sv

v

w u

Figure 4.14: The split query (s,σ ) is in the list R′v of the canonical nodes of the path
Π←( rs2 ). The cell τσ,sv contains all sites in the canonical subset of v that are
also contained in σ .

Lemma 4.21. The range searching problem (R1) can be solved in O(n logn) time.

Proof. We apply Lemma 4.20 to find the linearized quadtree for every canonical subset in
B. Remember that the queries in (R1) are all sites s ∈ S with rs ≤

rmax

2
√

2
. As in the proof for

Lemma 4.16, we split each such query into subqueries, by considering its neighborhood.
Define the set of split queries as R =

⋃
s∈S;rs≤

rmax
2
√

2

{
(s,σ ) | σ ∈ N (s)

}
. The purpose of the

split queries is to approximate the associated disks for the query sites by cells from the
hierarchical grid. As each neighborhood contains a constant number of cells, we have
|R| =O(n) and as rs ≤

rmax

2
√

2
also |σ | ≤ rmax√

2
≤ rmax for all σ ∈ R.

We now perform range queries for the cells in the split queries. We do this in a batched
fashion. For each v ∈ B we consider the sorted list R′v of split queries that all have v
as a canonical node and consider all split queries in R′v together. Once these lists are
available, we can answer the queries by merging the linearized quadtrees Lv with the lists
R′v similar to Lemmas 4.16 and 4.17, details follow.

First we describe how to compute the lists R′v . For this we first sort all elements of R in
the Z-order of their second components in O(n logn) time. Next, we distribute the split
queries along their associated search paths Π←( rs2 ) = Π◦←( rs2 ). For each v ∈ B, let Rv be
the sublist of queries in R, sorted by the Z-order of the second component, that have v on
their path. By Lemma 2.4 and as N (s) has constant size, we have

∑
v∈B |Rv | =O(n logn).

To find the lists Rv for all v ∈ B in O(n logn) time, we perform a preorder traversal of B,
computing the lists for the children from the lists of the parents. More precisely, given
the sorted list Rv for a node v ∈ B, we can find the sorted list Rw for a child w of v in
time O(|Rv |) by scanning Rv from left to right and by copying the elements that also
appear in Rw. Finally, we distribute the split queries into their canonical nodes. The
canonical nodes of a split query are the right children of the nodes on Π←( rs2 ). Thus, for
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s

σ

N (s)

(a) A cell of N (s) contains more than α sites.

s 2
√
2rs

N (s)

(b) All cells on N (s) contain few sites, we
consider the bounding box of Ds.

Figure 4.15: The two cases of finding a square with many sites.

each v ∈ B we can find the sorted list R′v of split queries with v as a canonical node as
follows: we iterate over all non-root nodes v ∈ B, and we scan the list Rw of the parent
node w of v. We copy all queries that have v as a canonical node from Rw into R′v . This
takes O(n logn) time.

Now we describe how to use this information to answer the query, see Figure 4.14. We
iterate over all v ∈ B, and we merge the lists R′v with the lists Lv, in Z-order. This takes
O
(∑

v∈B |Lv | + |R′v |
)

= O(n logn) time and yields for each (s,σ ) ∈ R′v its Z-predecessor
τσ,sv in Qcv . By Lemma 2.3, we know that if σ ∩ τσ,sv , ∅ then we have σ ∩Iv = τσ,sv ∩Iv .
Since these sites are all from Iv, they all have radius at least rs

2 . We can find all these
sites in O(k) time, where k is the output size.

If k > α, we stop and report σ as a square with many sites of large radius, see
Figure 4.15(a). The diameter of σ is at most rs and the radii of the reported sites are at
least rs

2 ≥
rs

4
√

2
. A close look at these bounds shows that the more than α sites that are

reported might have a larger radius than required for the cell. This does not interfere
with the correctness of our data structure. A cell reported this way is definitely a correct
answer for the query. Potential other cells with many large sites will be found in the next
step.

Here, we use the sites in each cell σ to accumulate the sites contained in a query disk
Ds. This can be done by considering all canonical nodes of a split query of s and iterating
over all sites contained in the cell σ . In each such cell there are at most α sites. For each
site t ∈ σ , we can check in constant time if t ∈Ds. If we find a query disk Ds with more
than α sites of large radius, we stop and report its enclosing square with many sites of
large radius. As r = 2

√
2rs is the diameter of the enclosing square, the radii are at least
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p

p̂

D̂s

Ds

D̂s

Ds

Figure 4.16: Lifting disks and points. In the right picture, D̂s is only shown in a
2-dimensional representation.

r
4
√

2
as desired. Otherwise, for each s ∈ S, we have found the at most α sites of radius at

least rs
2 in Ds, see Figure 4.15(b). The whole algorithm takes O(n logn) time. �

4.5.2 Queries of Type (R2)

We again restate the kind of queries we consider in this section.

(R2) Given O(n) query triples of the form (p,r1, r2) with p ∈ R2 and 0 < r1 < r2, find a
site u ∈ S such that there is a query triple (p,r1, r2) with r1 < ru < r2, and p ∈Du ; or
report that no such site u exists.

We will again make use of the binary search tree B as defined in Section 2.4. The
interesting paths are Π•←(r1) and Π•→(r2) for each query (p,r1, r2). As for the queries of
(R1) we again answer queries in a batched fashion by storing suitable data structures in
each inner vertex v of B. The tree structure of B will again be used to quickly construct
the search structures for each canonical subset and then solve all queries for a canonical
subset in one batch.

We exploit the connection between planar disks and three-dimensional polytopes to
represent the query points and sites of S as objects in R

2. Let U = {(x,y,z) | z = x2 + y2}
be the three-dimensional unit paraboloid. For a point p ∈ R2, the lifted point p̂ is the
vertical projection of p onto U . Each disk Ds with s ∈ S is transformed into an upper
halfspace D̂s, so that the projection of D̂s ∩U onto the xy-plane is the set R2 \Ds;1 see
Figure 4.16. The union of a set of disks in R

2 corresponds to the intersection of the lifted
upper halfspaces in R

3.

1This halfspace is bounded by the plane z = 2sxx+ 2syy −
(
s2x + s2y − r2

s

)
, where s = (sx, sy).
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Ev

(a) Two-dimensional
representation of Ev .

R̂v

(b) Two-dimensional
representation of R̂v .

Ev

R̂v

(c) The orange points
answer the query.

Figure 4.17: Using halfspace intersection and convex hull, we can answer queries of
type (R2).

Lemma 4.22. The range searching problem (R2) can be solved in O(n logn) expected time.

Proof. For each v ∈ B, we construct a three-dimensional representation of the union of the
disks in the canonical subset Iv . As explained above, this is the intersection Ev of the lifted
three-dimensional halfspaces D̂s, for s ∈ Iv . The intersection of two three-dimensional
convex polyhedra with a total ofm vertices can be computed in O(m) time [Cha16; Cha92].
Recall that by Lemma 2.4 the total number of vertices of these polyhedra is O(n logn).
Therefore, we can construct all the polyhedra Ev , for v ∈ B, in overall O(n logn) time, by
a bottom-up traversal of B. See Figure 4.17(a) for a two-dimensional representation of
the polyhedron Ev .

To preprocess the query processing, we construct a polytope R̂v for each v ∈ B. To
define the polytope R̂v we consider the points p that appear in a query (p,r1, r2) that have
v as a canonical node. R̂v is then defined as the convex hull of the lifted versions p̂ of
these points, see Figure 4.17(b). The lifted query points all lie on the unit paraboloid U ,
so every lifted query point appears as a vertex on R̂v .

To find all polytopes R̂v for v ∈ B e�ciently, we proceed as follows: let A be the
three-dimensional point set obtained by taking all points that appear in a query and
lifting them onto the unit paraboloid. We compute the convex hull of A in O(n logn)
time and store it in the root of B. Then, for each v ∈ B, we find the convex hull CHv of
all lifted queries that have v in Π←(r1) or Π→(r2). This can be done in O(n logn) total
expected time by a top-down traversal of B. We already have the polytope for the root
of B. To compute the polytope for a child node, given that the polytope for the parent
node is available, we use the fact that for any polytope R in R

3 with m vertices, we can
compute the convex hull of any subset of the vertices of R in O(m) expected time [CM11].
For v ∈ B, let CHv be the convex hull of the lifted query points that have v on Π←(r1) or
Π→(r2). Once we have CHv available, we can compute for each v ∈ B the polytope R̂v
that is the convex hull of the lifted query points that have v as a canonical node. For this,
we consider the convex hull CHw stored at the parent node w of v, and again extract the
convex hull R̂v for the lifted query points that have v as a canonical node.
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Now that the polyhedra R̂v and the polytopes Ev are available for all v ∈ B, we can
answer the query as follows: for each node v ∈ B, we check for vertices of R̂v that do not
lie inside of Ev . These are exactly the vertices of R̂v that are not vertices of R̂v ∩Ev . As
mentioned above, the intersections R̂v ∩Ev can be found in linear time for each node
v ∈ B, for a total time O(n logn). Upon a close examination it can be seen that the
algorithm by Chan [Cha16] can be extended to also report the points of R̂v that are
not part of the intersection. The main idea of Chan’s algorithm is to recursively find
the intersection of polyhedra defined by a suitably chosen subset of the planes defining
the original polyhedra, and to then merge the remaining plane with this intersection.
For the merging step, each face of the recursively found polyhedron is triangulated and
all hyperplanes of either input polyhedron that can intersect the triangle are collected
in a candidate list. Now if a hyperplane defining a face of R̂v is not part of any such
candidate list, the vertices that define the face on the hyperplane cannot be vertices of the
intersection and can thus be reported. In the other case, the vertices of the face defined
by the hyperplane have to be checked explicitly. Chan [Cha16] argues that each candidate
list has constant size and finds the intersection explicitly using brute force. During this
brute force step, we can also find the vertices of R̂v that are not part of the intersection.

Figure 4.17(c) illustrates how these points answer the query. If for any such intersection
R̂v ∩Ev , there is a lifted site ŝ ∈ R̂v that is not a vertex of R̂v ∩Ev , we can explicitly find a
disk containing it in linear time and report the range query as successful. If the query is
unsuccessful for all v ∈ B we report the complete range query as unsuccessful. �

4.5.3 Queries of Type (R2’)

The queries of type (R2’), restated here convenience, are actually very similar to the
range queries (R2).

(R2’) Given a set R ⊆ S×R+ of O(n) query tuples, report for each u ∈ S one of the query
tuples (t, r) ∈ R such that t , u, t ∈Du and ru < r, if it exists.

In (R2), for a set of queries of the form (s, r1, r2), we wanted to report one query triple
such that there is a site u with r1 < ru < r2 or to report that there is no such u for any
query triple. In (R2’), we want to find one query tuple for each site. However the general
task: �nd a site within the given radius range, containing a certain point remains the same. It
actually turns out, that we can use geometric duality to adapt the approach for (R2) to
the situation for (R2’).

Lemma 4.23. The range searching problem (R2’) can be solved in O(n logn) expected time.

Proof. Recall that for solving (R2), we represented each disk Ds for s ∈ S by the hyperplane
D̂s : z = 2sx · x + 2sy · y − (s2x + s2y − r2

s ) and lifted each query site t to t̂ = (tx, ty , t2x + t2y ).
For the problem at hand, we will use a standard duality transformation [dBer+08] which
maps a point p = (px,py ,pz) to the hyperplane p∗ : z = px · x + py · y − pz and vice
versa. Thus, by first using the lifting described in Section 4.5.2, we represent each disk
Ds by the point D̂s

∗
= (2sx,2sy , (s2x + s2y − r2

s )) and each query site t by the hyperplane
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D̂s

D̂∗s

p̂p̂∗

p

q̂

q

q̂∗

Ds

Figure 4.18: The point p lies in Ds so the point D̂∗s lies below p̂∗.

t̂∗ : z = tx ·x+ ty ·y − (t2x + t2y ). For answering a query in (R2), the question if a query point

t is contained in a disk Ds was reduced to the question, whether t̂ lies below D̂s. For
(R2’) we want to test if a site u ∈ S is contained in the disk defined by a query site t.
This reduces to asking: does D̂u

∗
lie below t̂∗? A two-dimensional representation of this

situation can be seen in Figure 4.18.

To answer the batched range query of type (R2’), we use the same approach as described
in Lemma 4.22, but we use the dual structures. To be precise, again a tree B on all sites
sorted by radii is build. There is only an upper bound on the radius, so we only have
to consider the paths Π•→(r) for the queries. In each vertex v of B we store a convex
polyhedron E∗v representing all sites in the canonical subset of v. For (R2) this polyhedron
was the intersection of the halfplanes defined by the sites, in the dual this translates to the
convex hull of the points D̂∗s for each site s in the canonical subset of v. Recall that given
the convex hull of m vertices, we can compute the convex hull of a subset of vertices in
O(m) expected time [CM11]. Thus we can construct the polyhedra E∗v for each vertex
v ∈ B in overall O(n logn) time.

Furthermore, in each vertex v we want to store a representation of the query sites that
have v as a canonical node. For this, we first distribute all queries to the leaves at the
end of Π→(r) and compute the intersection of the collected halfspaces t̂∗ in the leaves.
Then we compute the intersection of all queries below an inner vertex v in a bottom up
fashion. As we can compute the intersection of two polyhedra with a total of m vertices
in O(m) time [Cha16; Cha92], this again needs O(n logn) overall time. Then we can
copy these polyhedra which are stored in a right child of an inner node to its left sibling.
These copied polyhedra R̂∗v are the desired representation of the sites which have v as a
canonical node.

After having all these polyhedra available, the remaining algorithm is mostly identical
to that given in Lemma 4.22. For each vertex v ∈ B, we can now compute the intersection
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of the polyhedra E∗v and R̂∗v and find the points on E∗v that are not in E∗v ∩ R̂∗v . This can
be done as in Lemma 4.22 in linear time for each v and yields a site set U , were all u ∈U
contain a query site. In contrast to (R2) we do not only need an answer for one site found
this way, but rather for all. If there is a subset U ′ ⊆ U for which we have not already
found a tuple, we construct a vertical ray shooting query data structure on R̂∗v . Now we
can explicitly perform a vertical ray shooting query for each u ∈U ′ which then yields the
query tuple for u. There is a data structure due to Dobkin and Kirkpatrick [DK82] that
allows ray shooting queries in time O(logn) after O(n) preprocessing time. Each site is
used for one vertical ray shooting query and the ray shooting data structures can be build
in O(n logn) overall time. Thus the running time for this last step is again O(n logn),
resulting in the overall running time of O(n logn) expected time as claimed. �
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CHAPTER 5
Dynamic Connectivity in Disk

Graphs
This chapter deals with the dynamic connectivity problem in disk graphs. To be precise,
given a disk graph on a site set S we describe two data structures that allow the deletion
of sites and queries of the form: given s ∈ S and t ∈ S , are s and t connected in D(S)? The
first data structure works for disk graphs with bounded radius ratio Ψ , while the second
works for general disk graphs. For small values of Ψ the first data structure is more
e�cient. However, as the radius ratio can be potentially unbounded, the second data
structure has a better running time for su�ciently large values of Ψ .

The overall structure of both data structures is very similar. For both we define a set
of regions and a proxy graph on the set of regions and sites. The proxy graph for general
disk graphs can be seen as an extension of the graph for bounded radius ratio. The
definition of these sparse proxy graphs, which accurately represent the connectivity, is
the main technical challenge in this chapter. We store the proxy graphs in a Holm et al.
[HdLT01] data structure for general graphs, that can be queried in O

( logn
loglogn

)
time and

allows edge insertions and deletions in O(log2n) amortized time. As the proxy graph is
sparse, storing it in a Holm et al. data structure allows us to e�ciently query and update
the connectivity information. In addition to the connectivity data structure for general
graphs, we need other auxiliary geometric data structures.

For the preprocessing step, we need access to an e�cient static additively weighted
nearest neighbor data structure (AWNN) given in Lemma 5.1. Furthermore, in order to
e�ciently identify the edges that have to be deleted from the proxy graph at the deletion
of a site, we use a data structure given by Kaplan et al. [Kap+21a]1. For completeness we
give the precise results below.

Lemma 5.1 (AWNN, de Berg et al. [dBer+08], Fortune [For87], and Sharir [Sha85]). Let
P ⊆ R

2 be a set of points, each with an associated weight wp. Then there is a data structure,

1The paper on dynamic disk graph connectivity [Kap+21a] is the combination of a variety of results
related to the topic. It mainly consists of the results given in three papers presented at EuroCG [KKM21;
Kap+21b; Kap+16]. My contribution to [Kap+21a] were the decremental data structures that were
partially presented at EuroCG’21 [Kap+21b]
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2π/
d

σ a(σ )

Figure 5.1: The plane is decomposed into d congruent cones with opening angle 2π
d

and apex a(σ ).

that after O(n logn) preprocessing time, can report for a query point q ∈R2 the point p ∈ P that
minimizes ‖pq‖+wp in O(logn) time.

Lemma 5.2 (Reveal data structure (RDS), Kaplan et al. [Kap+21a]). Let R and B be site
sets with |R|+ |B| = n. There is a data structure that after some preprocessing allows the deletion of
sites from R and B. After deleting a site from B, it reports all disks from R now disconnected from⋃
b∈BDb. Preprocessing the data structure takes O(|B| log5nλ6(logn)+ |R| log3n) time. Deleting

m sites from B and an arbitrary number of sites from R takes O((m log9n)λ6(logn)+ |R| log4n)
expected time and O(n log3n) expected space, where λs(n) is the maximum length of a Davenport-
Schinzel sequence of order s on n symbols.

5.1 Logarithmic Dependency on Ψ

This section describes a data structure for the dynamic connectivity problem, whose
update time has a logarithmic dependency on Ψ . We first define the proxy graph and
show its properties in detail before moving on to describing the actual data structure,
using the proxy graph in its core.

The Proxy Graph We start by defining the proxy graph H . The vertex set of H
contains one vertex for each site in S, plus additional vertices that represent certain
regions in the plane, to be defined below. Each region is defined based on a cell of a
quadtree. With each such region A, we associate two site sets. The first set S1(A) ⊆ S is
defined such that all sites s ∈ S1(A) lie in A and have a radius rs comparable to the size
of A, for a notion of comparable to be defined below. A site can be assigned to several
regions. We will ensure that for each region A, the induced disk graph D(S1(A)) of the
associated sites is a clique. The second set S2(A) ⊆ S, associated to the region A contains
a site if it lies in the cell defining the region, its radius is not too large and it intersects
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outer regions inner region
middle regions

9
2 |σ |

|σ |

5
2 |σ | σ

Figure 5.2: The regions defined by a cell σ .

at least one site in S1(A). Again, the vague notions in this description will be specified
below.

The proxy graph H is bipartite, with all edges going between the site-vertices and the
region-vertices. The edges of H connect each region A to the sites in S1(A) or S2(A).
The connections between the sites in S1(A) with A constitute a sparse representation of
the corresponding clique in D(S1(A)). The edges connecting a site in S2(A) to A allow
us to represent all edges in D(S) between S2(A) and S1(A) by two edges in H . Since
D(S1(A)) is a clique, this sparse representation does not change the connectivity between
the sites. Furthermore, we will ensure that the number of regions, and the total size of
the associated sets S1(A) and S2(A) is small, giving a sparse proxy graph.

We now describe the details. The graph H has vertex set S ∪A, where S are the sites
and A is a set of regions. To define the regions, we first augment the (non-compressed)
quadtree Q as follows. For each site s ∈ S, we consider the cell σs in the hierarchical
grid with s ∈ σs and |σs| ≤ rs < 2|σs|, and we set N (s) = N15×15(σs). Note that as the
smallest radius in S is 1, these cells have diameter at least 1 and are thus contained in the
hierarchical grid. We add all cells in

⋃
s∈SN (s) to Q and, with a slight abuse of notation,

still call the resulting tree Q.
The set A defining the vertex set of H is a subset of the set AQ that contains certain

regions for each cell of Q. There are three kinds of regions for a cell σ of Q: the outer
regions, the middle regions, and the inner region. To define the outer regions for σ , we
consider the set Cd1

(σ ) of d1 congruent cones with their common apex at the center a(σ )
of σ , for some integer parameter d1 to be determined below, see Figure 5.1. For each
cone C ∈ Cd1

(σ ), we intersect C with the annulus that is centered at a(σ ) and that has
inner radius 5

2 |σ | and outer radius 9
2 |σ |, and we add the resulting region to AQ. All these

61



Chapter 5 Dynamic Connectivity in Disk Graphs

A

A′

Figure 5.3: The set S1(A) is marked blue. The orange site in A is not in the set because
its radius is too small. The orange site in A′ is not in S1(A′): while its radius
is in the correct range, it does not touch or intersect the inner boundary.

regions form the outer regions of σ . The middle regions of σ are defined similarly, but using
the set Cd2

(σ ) of d2 congruent cones centered at a(σ ), for another integer parameter d2 to
be determined below, and the annulus that is centered at a(σ ) and that has inner radius
|σ | and outer radius 5

2 |σ |. Finally, the inner region for σ is the disk with center a(σ ) and
radius |σ |. See Figure 5.2 for an illustration of the regions for a cell σ .

We associate a set of sites S1(A) ⊆ S with each region A ∈ AQ, depending on the type
of the region. This is done as follows: first, suppose that A is an outer region for a cell σ .
Then, the set S1(A) contains all sites t such that

(a) t ∈ A

(b) |σ | ≤ rt ≤ 2|σ |; and

(c) ‖a(σ )t‖ ≤ rt + 5
2 |σ |.

This means that t represents a disk with a size that is comparable to the diameter of σ ,
whose center lies in the region A, and that intersects the inner boundary of A. Second, if
A is a medium or the central region for a cell σ , then S1(A) contains all sites t such that

(a) t ∈ A; and

(b) |σ | ≤ rt < 2|σ |.

That is, the site t represents a disk, again with a size is comparable to σ and center in A.
See Figure 5.3 for an illustration of these definitions. The only di�erence between the
conditions for the outer and the other region types is the upper bound on the distance
‖a(σ )t‖, which is trivially true for a middle or inner region. We define A ⊆AQ to be the
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A

Figure 5.4: The red sites in σ are in S2(A). The radius of the orange site is in the
correct range, but it does not the intersect a site in S1(A) (marked blue).

set of regions where S1(A) , ∅. In the following, we will not strictly distinguish between a
vertex from A and the corresponding region, provided that it is clear from the context.

Additionally for each region A ∈ A we define a set S2(A) as follows and illustrated in
Figure 5.4. Let A be a region defined by a cell σ , then the set S2(A) contains all sites s
such that:

(a) s ∈ |σ |

(b) s is adjacent in D(S) to at least one site in S1(A); and

(c) rs < 2|σ |

We add an edge {s,A} between a site and a region, if s ∈ S1(A)∪ S2(A). Note that the
sets S1(A) and S2(A) are not necessarily disjoint, as for the center region defined by a
cell σ , a site in σ with |σ | ≤ rs < 2|σ | will be both in S1(A) and S2(A). This will however
influence neither the preprocessing time nor the correctness in a negative way.

The following structural lemma will help us to show that H accurately represents the
connectivity, as well as to bound the size and preprocessing time.

Lemma 5.3. Let {s, t} be an edge in D(S) with rs ≤ rt , then

(a) there is a cell σ ∈N (t) such that s ∈ σ and σ de�nes a region A with t ∈ A; and

(b) all cells that de�ne a region A with t ∈ S1(A) are in N (t).

Proof. First, we show (a). By assumption, {s, t} is an edge in D(S), and thus ‖st‖ ≤ rs + rt.
Let τ be the cell containing t with |τ | ≤ rt < 2|τ |. By the assumption on the radii, we have
rs ≤ rt < 2|τ |. Now let σ be the cell of the hierarchical grid with |σ | = |τ | and s ∈ σ . Using
the triangle inequality this yields ‖a(σ )t‖ ≤ 1

2 |σ |+ rs + rt <
9
2 |σ |. Thus, the center of σ has

distance at most 9
2 |σ | to t. Consider the disk D =D(t, 9

2 |τ |). All cells that can contain s
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Figure 5.5: The line segment `t′ intersects q1q2.

have their center in D. By Lemma 2.1, N (t) contains D and thus σ ∈N (t). By symmetry
we also have t ∈ D(a(σ ), 9

2 |σ |). The regions defined by σ partition this disk, and thus t
lies in one of the regions.

For (b), note that by the condition on the radius, the only cells defining regions such that
t ∈ S1(A) lie on the same level of the hierarchical grid as the cells in N (t). Furthermore,
by the distance condition, the centers of the cells lie in the disk D(t, 9

2 |σ |). The proof for
(a) already showed that this disk is completely contained in N (t). �

Before we argue that our proxy graph H accurately represents the connectivity of D(S),
we first show that the associated sites of a region in A form a clique in D(S).

Lemma 5.4. Suppose that d1 ≥ 23 and d2 ≥ 8. Then, for any region A ∈ A, the associated sites
in S1(A) form a clique in D(S).

Proof. In the following, let σ be the cell defining A. We handle the three cases where A is
an outer, middle or inner region separately.

Case 1: A is an outer region First, suppose that A is an outer region. Let t be a site
in S1(A), and let C be the cone that is centered at a(σ ) and was used to define
A. Consider the line segments `1 and `2 that go through t, lie in C, and are
perpendicular to the upper and the lower boundary of C, respectively. We denote
the endpoints of `1 by p1 and q1, and the endpoints of `2 by p2 and q2, where p1
and p2 are the endpoints at the right angles. See Figure 5.5 for an illustration.

We claim that both `1 and `2 are completely contained in Dt. Let αi be the acute
angle at a(σ ) defined by the line segments a(σ )t and a(σ )pi for i = 1,2. By our
choice of C, we have α1 +α2 = 2π

d1
.
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Now, we can compute the following lengths:

‖a(σ )p1‖ = cos(α1) · ‖a(σ )t‖
‖a(σ )p2‖ = cos(α2) · ‖a(σ )t‖

‖p1q1‖ = ‖a(σ )p1‖ · tan
(

2π
d1

)
‖p2q2‖ = ‖a(σ )q1‖ · tan

(
2π
d1

)
.

Combining these bounds, we get

‖`1‖ = ‖p1q1‖ = tan
(

2π
d1

)
· cos(α1) · ‖a(σ )t‖

‖`2‖ = ‖p2q2‖ = tan
(

2π
d1

)
· cos(α2) · ‖a(σ )t‖

The length of `1 and `2 are maximized for α2 = 0 or α1 = 0, respectively. This
yields

‖`1‖,‖`2‖ ≤ ‖a(σ )t‖ · tan
(

2π
d1

)
≤

(
rt +

5
2
|σ |

)
· tan

(
2π
d1

)
≤ 7

2
rt · tan

(
2π
d1

)
≤ rt for d1 ≥ 23.

Thus, `1 and `2, as well as their convex hull Zt, are completely contained in Dt.

Now, we take a closer look at the distance condition for the sites t ∈ S1(A). Recall
that we require ‖a(σ )t‖ ≤ rt + 5

2 |σ | or, equivalently, the disk Dt must intersect or

touch the disk D
(
a(σ ), 5

2 |σ |
)
. As ‖a(σ )t‖ ≥ 5

2 |σ |, the line segment q1q2 lies completely

outside of D
(
a(σ ), 5

2 |σ |
)
. Now consider the line segment `t = a(σ )t \D(a(σ ), 5

2 |σ |). It

is the part of the line segment between t and a(σ ) that lies outside of D(a(σ ), 5
2 |σ |).

This line segment ends with a point on D(a(σ ), 5
2 |σ |). Now, let t′ be another site in

S1(A). If t′ lies in the convex hull Zt, or if t lies in the convex hull Zt′ , we are done,
as this directly implies that t and t′ are neighbors in D(S). Thus, assume without
loss of generality that t′ is separated from a(σ ) by the convex hull Zt. Then, `t′
intersects q1q2, and as `t′ ⊆Dt′ and q1q2 ⊆Dt this again induces an edge {t, t′}.
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diam(A)

A
t′

|σ |

5
2 |σ |
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t

Figure 5.6: The diameter of a middle region is at most 2|σ |.

Case 2: A is a middle region Next, suppose that A is a middle region, and let t, t′ ∈
S1(A). By the definition of S1(A) we have t, t′ ∈ A. The law of cosines yields for
diam(A)

diam(A)2 ≤ |σ |2 +
(5
2
|σ |

)2
− 10

2
|σ |2 cos

(
2π
d2

)
for d2 ≥ 8

≤ |σ |2 +
(5
2
|σ |

)2
− 10

2
|σ |2 cos

(2π
8

)
diam(A) ≤ 2|σ |

As we require that rt, rt′ ≥ |σ |, it follows that {t, t′} is an edge in D(S), see Figure 5.6.

Case 3: A is an inner region Finally, suppose that A is an inner region and let t, t′ ∈ A.
Since t and t′ both lie in the disk D(a(σ ), |σ |) of diameter 2|σ |, and since rt, rt′ ≥ |σ |,
we again get that the edge {t, t′} is present in D(S). �

Having Lemmas 5.3 and 5.4 at hand, we can now show that H accurately represents
the connectivity of D(S).

Lemma 5.5. Two sites s, t ∈ S are connected in H if and only if they are connected in D(S).
Proof. First, we show that if s and t are connected in H , they are also connected in D(S).
The path between s and t in H alternates between the site-vertices and the region-vertices.
Thus, it su�ces to show that if two sites u and u′ are connected with the same region
A ∈ A, they are also connected in D(S). This follows directly from Lemma 5.4: if u and
u′ both lie in S1(A), they are part of the same clique and thus adjacent. In the other case
we can assume that u lies in S2(A). Then S2(A) is non-empty, which also implies that
S1(A) is non-empty and u is connected to u′ via the clique induced by S1(A), as can be
seen in Figure 5.7. The claim follows, regardless if u′ lies in S1(A) or in S2(A).

Now we consider two sites that are connected in D(S), and we show that they are also
connected in H . It su�ces to show that if s and t are adjacent in D(S), they are connected
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A
u

u′

A
u

u′

Figure 5.7: The site u ∈ S2(A) is connected to the clique by definition. Then u′ is
connected to u via the clique, no matter if u′ ∈ S1(A) or u′ ∈ S2(A).

in H . Assume without loss of generality, that rs ≤ rt and let σ be the cell in N (t) such
that s ∈ σ . This cell in N (t) exists by Lemma 5.3 (a) and was explicitly added to Q. We
can thus conclude that t ∈ S1(A) for some A ∈ AQ. As the regions with non-empty sets
S1(A) are in A by definition, the edge {t,A} exists in H .

Now, we argue that for the region A found above, s ∈ S2(A) and thus the edge {A,s}
also exists in H . This follows by straightforward showing that properties of a site in S2(A)
hold for s. We have s ∈ σ by the definition of σ and by assumption the radius of s is
bounded by rs ≤ rt < 2|σ |. Finally, to see that at least one site in S1(A) intersects Ds, note
that t is in S1(A) and s and t intersect. �

After we have shown that H accurately represents the connectivity relation in D(S),
we now show that the number of edges in H depends only on n and Ψ and not on the
number of edges in D(S) or the diameter of S. As the size of H only depends on the
number of sites in the sets S1(A) and S2(A), we first take a look at those sizes.

Lemma 5.6. Let A, S1(A) and S2(A) be de�ned as above. Then
∑
A∈A |S1(A)| = O(n) and∑

S∈A |S2(A)| =O(n logΨ ).

Proof. For the first claim, Lemma 5.3 (b) tells us that t can only lie in regions A defined
by cells in N (t). There are O(1) such cells and thus t lies in at most O(1) sets S1(A). Now
each site t contributes only O(1) to the sum

∑
A∈A |S1(A)| and we get the claimed bound

of O(n).
Next, we focus on the total size of all sets S2(A). A necessary condition for s to

lie in S2(A) is that s lies in the cell defining A, so we focus on the cells containing s.
There are potentially O(log(diam(S))) cells in Q that contain s. Recall however, that the
set A only contains those cells, that have a non-empty set S1(A) and thus a diameter
proportional to the radii of the sites in S1(A). As the maximum radius in S is at most Ψ ,
the largest cell which is of interest has diameter 2blogΨ c. Thus, regions in A are defined
by cells of the quadtree that lie below the level

⌊
log(Ψ )

⌋
. For a fixed site this implies

that it can lie in at most O(logΨ ) sets S2(A) and thus with a similar argument as above,∑
A∈A |S2(A)| =O(n logΨ ). �
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Corollary 5.7. H has O(n) vertices and O(n logΨ ) edges.

Proof. We can have at most
∑
A∈A |S1(A)| non-empty regions, and thus |A| =O(n). This

constitutes the bound on the number of vertices. Furthermore the number of edges is∑
A∈A(|S1(A)|+ |S2(A)|) =O(n logΨ ). �

The Data Structure Now, we can describe how to use the proxy graph H to build a
data structure that allows interleaved deletions and connectivity queries in a disk graph.
The data structure will consist of several components: we store a forest of quadtrees that
contains all regions A ∈ A. For each region A ∈ A we store the sets S1(A) and S2(A)
implicitly in a reveal data structure (RDS) as defined in Lemma 5.2 with S1(A) as the set
B and S2(A) as the set R. Finally, we store the graph H in a Holm et al. [HdLT01] data
structure H.

Our data structure now works as follows. The queries are answered using H. Now we
focus on the deletion of a site s. First, we delete all edges incident to s from H. Then, we
consider all regions A such that s ∈ S1(A). We remove s from S1(A) and the RDS. Let U
be the set of revealed sites from S2(A) reported by the RDS. We delete each site u ∈ U
from S2(A) and the corresponding RDS. Additionally we delete the edges {u,A} for u ∈U
from H for all u ∈ U \ S1(A), these are all sites in U that are not also in S1(A). Finally,
consider a region A such that s ∈ S2(A). We simply remove s from the set S2(A) and the
associated RDS. Note that we do not update the forest of quadtrees, as this would not
change the asymptotic runtime.

We start the analysis of the data structure, by considering the preprocessing time:

Lemma 5.8. Given a site set S we can preprocess the data structure described above in
O(n log5(n)λ6(logn) +n logΨ log3n) expected time.

Proof. In a first step, we build a forest, containing the lowest
⌊
logΨ

⌋
+ 1 levels of the

quadtree Q. For this we identify for each site in S the cell of level
⌊
logΨ

⌋
containing

it. As we can identify the cell in O(1) time, this takes O(n) overall time. The lower
blogΨ c+ 1 levels of Q can now simply be constructed by building separate quadtrees for
all non-empty cells created this way. As the height of each of these separate quadtrees is
O(logΨ ), this takes an overall time of O(n logΨ ). Following the argument in the proof
of Lemma 5.6 these levels are enough to identify all cells in A. We store the roots of
the quadtrees in a balance binary search tree. This way, we can access the quadtree
containing a site s or a cell σ with |σ | ≤ blogΨ c in O(logn) additional time.

Now there might be some cells in
⋃
s∈SN (s) that are not yet added to the forest. For

each cell in
⋃
s∈SN (s), we can traverse the matching quadtree of the forest to find the

position the cell belongs to. If it is already in the quadtree we are done, in the other
case we create a leaf and connect it to the quadtree with a matching path. In the case
that a new quadtree containing the cell has to be created, its root is added to the binary
search tree in O(logn) time. This takes O(logΨ + logn) time for each cell, resulting in
an O(n(logΨ + logn)) overall time.

Now we are equipped to find the sets S1(A) and S2(A). Fix a site t, by Lemma 5.3
we only have to consider the regions defined by cells in N (t) to find all sets S1(A) with
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t ∈ S1(A). For each cell in N (t), we can iterate all regions defined by it, and find the sets
S1(A) containing t in constant time. Finding the cells in N (t) and iterating the regions
takes O(logn+ logΨ ) time for each cell in N (t) for an O(n(logn+ logΨ )) overall time.

In order to be able to find the sets S2(A), we build a static additively weighted nearest
neighbor data structure on all sets S1(A). Each site t ∈ S1(A) gets assigned a weight of
−rt. By Lemma 5.1, these data structures can be constructed in O(|S1(A)| logn) time
each, while allowing a query time of O(logn). As

∑
A∈A |S1(A)| =O(n) by Lemma 5.6, we

need
∑
A∈A |S1(A)| logn = O(n logn) time to compute all data structures in addition to

the O(n logΨ ) time needed to traverse the forest of quadtrees. For a site s ∈ S, let πs be
the path in Q from the root to the cell σs with s ∈ σs and |σs| ≤ rs < 2|σs|. For each cell
along πs, we query all nearest neighbor data structures with s. If s intersects the reported
weighted nearest neighbor, we add it to S2(A). As we use the negative additive weight for
the nearest neighbor data structure, we do not miss a site this way [Sei16, Lemma 2.8].
Walking along the path for a fixed site s takes O(logn+ logΨ ) time. We perform O(1)
queries to an AWNN in each cell along this path, for a total time of O(n logn logΨ ).

The vertices of H are now determined by the sets S and A. We then insert the edges
one by one in overall O(n logΨ log2n) time into an initially empty Holm et al. data
structure and obtain the connectivity data structure H.

Having the sets S1(A) and S2(A) at hand, by Lemma 5.2 we can build the reveal data
structures with B = S1(A) and R = S2(A) in O

(
|S1(A)| log5(n)λ6(log(n)) + |S2(A)| log3(n)

)
expected time for each region A ∈ A. The total time is then dominated by summing over
all regions and using Lemma 5.6:

O

∑
A∈A
|S1(A)| log5(n)λ6(logn) + |S2(A)| log3(n)


=O


∑
A∈A
|S1(A)|

 · log5(n)λ6(logn) +

∑
A∈A
|S2(A)|

 · log3(n)


=O

(
n log5nλ6(logn) +n logΨ log3(n)

)
�

Now we show that the data structure is correct and e�ciently handles the queries.

Theorem 5.9. The data structure described above correctly answers connectivity queries in
O
( logn

loglogn

)
time and handlesm site deletions inO

(
(n log5n+m log9n)λ6(logn)+n logΨ log4n)

)
overall expected time.

Proof. We first show that the answers given by our data structure are indeed correct.
During the lifetime of the data structure, we maintain the invariant, that the sets S1(A)
and S2(A) always contain the sites as defined above, the graph stored in H is the proxy
graph H and each RDS associated with a region A contains the sets S1(A) and S2(A).
Assuming that this invariant holds, Lemma 5.5 implies that the answers given for each
query are correct.

To show that the invariant is maintained, we first note that removing a site from a set
S2(A), does only lead to the deletion of a single edge from H , see Figure 5.8(a). As we
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A
s

A
s

(a) On deleting s from S2(A), no other sites are a�ected.

A A

s s
t t

(b) On deleting s from S1(A), we also have to delete t from S2(A).

Figure 5.8: The invariant is maintained.

make sure to mirror the removal from S2(A) in H and the RDS, removing the site s from
all sets S2(A) containing it, maintains the invariant. Now let A be a region, such that
the site s lies in S1(A). Then for all sites in the matching set S2(A), it is necessary to
intersect at least one site in S1(A). Furthermore, there is a, possibly empty, subset U ′ of
sites in S2(A) that only intersect s, see Figure 5.8(b). So to maintain the invariant, we
have to delete these sites from S2(A) and the matching RDS. As these sites are exactly the
sites reported in the set U , this set is removed by the data structure and the invariant
on S2(A) and the RDS is maintained. As we do not delete the edges that were present
because a site was in S1(A)∩ S2(A), the graph stored in H is still the proxy graph H and
the invariant is maintained.

Now we can focus on the analysis of the running time. Queries are performed in H
with a running time of O

( logn
loglogn

)
. Each edge is removed exactly once from H, for a total

of O(n logΨ log2n) time. Locating the sets S1(A) that have to be changed, can be done
by querying all cells of N (s) in the forest of quadtrees. As there are O(1) such cells, this
takes an overall of O(logΨ + logn) time. Similarly, all sets S2(A) containing s lie on one
path in a quadtree that can be found with the same running time.

The step dominating the running time are the deletions from the RDS. By Lemma 5.2, the
RDS associated to a single region adds at most an expected running time ofO

(
(|S1(A)| log5n+

mA log11n)λ6(logn) + |S2(A)| log4n
)

to the total running time, where mA is the number
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of sites deleted from S1(A). Summing over all regions, we have
∑
A∈AmA = O(m) as

each site is contained in O(1) sets S1(A). Furthermore, as we have
∑
A∈A |S1(A)| =

O(n) and
∑
A∈A |S2(A)| = O(n logΨ ), the total expected running time of O

(
(n log5n +

m log9n)λ6(logn) + n logΨ log4n
)

for m deletions follows. �

5.2 General Disk Graphs

In this section, we extend the approach from Section 5.1 to give a data structure that
allows update times independent of Ψ . The cost for dropping the dependence on Ψ is
exchanging the additive O(n logΨ log4n) term in the running time in Theorem 5.9 with
an additional O(logn) factor in the first term. The additive O(n logΨ log4n) term in
Section 5.1 came from the size of the sets S2(A) and thus from the height of each quadtree
in the forest of quadtrees. We can get rid of this dependency by using a compressed
quadtree Qc. Recall from Section 2.1 that the height and size of the compressed quadtree
do not depend on the diameter of the point set, but only on n. However the height of
Qc can still be O(n) which is not favorable for our application. In order to reduce the
number of edge in our proxy graph to O(n log2n), we use a heavy path decomposition,
similar to the one defined by Sleator and Tarjan [ST83] on Qc, in combination with the
range query framework from Lemma 2.4 for each heavy path.

The Proxy Graph We will often refer back to Section 5.1, as the proxy graph for
general graphs is similar to that in the bounded radius ratio case. We still have a bipartite
graph with the sites from S on one side and a set of region on the other side. The
regions will again be used to define sets S1(A) and S2(A) that will in turn define the edges.
However, we adapt the definition of the regions and define them based on certain paths
of the compressed quadtree instead of single cells. Furthermore, we relax the condition
on the radii in the definition of the set S1(A).

Similar to the non-compressed approach, we consider an augmented version of the
compressed quadtree on S. Again let N (s) be the 15 × 15 neighborhood of the cell σ
containing s such that |σ | ≤ rs < 2|σ |. We work on the tree Qc that is the union of the
compressed quadtree with the neighborhoods of all sites s ∈ S.

On this tree we build a heavy path decomposition following Sleator and Tarjan [ST83]. Let
T be a rooted ordered tree. An edge {u,v} ∈ T is called heavy if v is the first child of u in
the given child-order that maximizes the total number of nodes in the subtree rooted at v
among all children of u. Otherwise, the edge {u,v} is light. By definition, every internal
node in T has exactly one child that is connected by a heavy edge, see Figure 5.9 for an
illustration.

A heavy path is a maximal path in T that consists only of heavy edges. The heavy path
decomposition of T is the set of all the heavy paths in T . The following lemma summarizes
a classic result on the properties of heavy path decompositions.
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Figure 5.9: A tree with its heavy path decomposition. The heavy edges are marked
green.

Lemma 5.10 (Sleator and Tarjan [ST83]). Let T be a tree with n vertices. Then, the following
properties hold:

(a) Every leaf-root path in T contains O(logn) light edges,

(b) every vertex of T lies on exactly one heavy path; and

(c) the heavy path decomposition of T can be constructed in O(n) time.

Now let R be the heavy path decomposition of Qc and let R ∈ R be a heavy path.
When ordering the cells in the heavy path by their diameter, we can apply the canonical
decomposition framework given in Lemma 2.4 to this ordered set. Note that each of the
O(n logn) canonical subset of the cells in P defined this way, is a subpath of R in Qc. As
our arguments using this decomposition focus on the property, that each canonical subset
corresponds to a path in Qc, in the following we use the term canonical path instead of
canonical subset.

Lemma 5.11. Let σ be a vertex of Qc and let π be the path from the root of Qc to σ . Then there
exists a set Pπ of canonical paths such that:

(a) |Pπ| =O(log2n); and

(b) π is the disjoint union of the canonical path in Pπ.

Proof. Consider the heavy paths R1, . . . ,Rk encountered along π. By Lemma 5.10, we
have that k ∈O(logn) and that π is the disjoint union of the intersections π∩Ri . Each of
these intersections constitutes a subpath of Ri whose largest cell is also the largest cell
of Ri . Let σi be the smallest cell of π∩Ri , then the subpath of Ri consists of all cells in
Ri with a diameter in the interval [|σi |,∞). Using this interval in the framework given in
Lemma 2.4, decomposes π∩Ri into O(logn) canonical paths. As k ∈O(logn) this results
in overall O(log2n) canonical paths needed to represent π. The argument is depicted in
Figure 5.10. �

The vertex set of the proxy graph H again consists of the set of sites S and a set of
regions A. We define O(1) regions for each canonical path in a similar way as we defined
O(1) regions for each cell in Section 5.1. Let σ be the smallest cell and τ be the largest
cell of a canonical path. The inner and middle regions are defined as in the bounded
case, using the smallest cell of the path to define the region, instead of the single cell in
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Figure 5.10: Illustration of Lemma 5.11. Left we see the decomposition of R into
R1, . . .Rk. On the right the vertices defining Pπ are depicted in green.

Section 5.1. More specifically, the inner region is the disk with center a(σ ) and radius |σ |.
The d2 middle regions are defined, by intersecting the annulus centered at a(σ ) with inner
radius |σ | and outer radius 5

2 |σ | with the cones in Cd2
. For the outer regions, we extend the

outer radius of the annulus. They are defined as the intersections of the annulus of inner
radius 5

2 |σ | and outer radius 5
2 |σ |+ 2|τ |, again centered at a(σ ) with the cones in Cd1

. The
set A contains the regions defined this way for all canonical paths.

Given a region A ∈ A with smallest cell σ and largest cell τ, we define the sets S1(A)
and S2(A). The set S1(A) is defined similarly to the set in Section 5.1, again using σ in
the role of the single cell for most parts. The di�erence is that the radius range for t is
larger, as its upper bound depends on the diameter of τ . The set S1(A) contains all sites
t such that

(a) t ∈ A

(b) |σ | ≤ rt ≤ 2|τ |; and

(c) ‖a(σ )t‖ ≤ rt + 5
2 |σ |.

The last condition is only relevant, if A is an outer region, as it is trivially true for middle
and inner regions.

The intuition behind the definition for the sets S2(A) is also similar to the one in
Section 5.1, but its formal definition does not mirror these similarities directly. Let σs be
the cell such that s ∈ σs and |σs| ≤ rs < 2|σs|. Let πs be the path in Qc from the root to σs
and let Pπs be the decomposition of πs into canonical paths as defined in Lemma 5.11.

Let A be a region, defined by a canonical path P , then s ∈ S2(A) if

(a) P ∈ Pπs ; and

(b) s is adjacent in D(S) to at least one site in S1(A).
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σs

P

σ

τ Q′

Figure 5.11: σs is the smallest cell such that rs ≤ 2|σs|. P contains ρ.

If σ is the smallest cell in a canonical path defining a region A, then each site s in S2(A)
lies in σ , has a radius less than 2|σ | and intersects at least one cell in S2(A). These are
basically the same conditions we had in Section 5.1. However as the definition is restricted
to the canonical paths in Pπs , not all cells satisfying these conditions are considered. As
we will see below, using only the paths in Pπs su�ces to make sure that the proxy graph
represents the connectivity, while also ensuring that each site s lies in few sets S2(A).

The graph H is now again defined by connecting a site s ∈ S1(A)∪ S2(A) to the region
A. To show that H accurately represents the connectivity in D(S), we need the following
corollary of Lemma 5.4.

Corollary 5.12. Suppose that d1 ≥ 23 and d2 ≥ 8. Then, for any region A ∈ A, the associated
sites in S1(A) form a clique in D(S).
Proof. Recall that the center of the annuli and disks defining A is the center of smallest
cell of the associated canonical path. A close inspection of the proof for Lemma 5.4 shows
that we only use the lower bound on the radii of the sites in S1(A). As this lower bound
is unchanged, all arguments carry over for sites with larger radii. �

Following the approach in Section 5.1 we now show that H accurately represents the
connectivity of D(S) and that H is sparse.

Lemma 5.13. Two sites s and t are connected in D(S) if and only if they are connected in H .

Proof. If s and t are connected in H , the same argument as in the proof of Lemma 5.5
with Corollary 5.12 instead of Lemma 5.4 holds. The more challenging part is to show
that if two sites are connected in D(S) they are also connected in H .

If su�ces to show that if s and t are connected by an edge in D(S), they are connected
to the same region A ∈ A. Refer to Figure 5.11 for a depiction of the following argument.
Assume without loss of generality that rs ≤ rt. Consider the neighborhood N (t) of t. Then
by Lemma 5.3 (a) there is a cell ρ ∈ N (t) that contains s. Consider the path πs in Qc
from the root to the cell σs such that s ∈ σs and |σs| ≤ rs < 2|σs|. The cell σs is in Qc as
it is part of N (s). Then ρ lies on this path πs. Let Pπs be the decomposition of πs into
canonical paths as defined in Lemma 5.11 and let P be the path containing ρ. Again
let σ and τ be the smallest and largest cell on P respectively. By the definition of P we
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Figure 5.12: The cell ρ is in N (t).

have σs ⊆ σ ⊆ ρ ⊆ τ . As {s, t} is an edge in D(S), we have ‖st‖ ≤ rs + rt ≤ 2|σ |+ 2|τ | and
thus ‖a(σ )t‖ ≤ 5

2 |σ |+ 2|τ |. This implies that t lies in a region A defined by P and thus
t ∈ S1(A) for this region. As s intersects t, it intersects at least one site in S1(A) for the
region A. Furthermore, P is a canonical path in Pπs and thus s ∈ S2(A) by definition. As
s, t ∈ S1(A)∪ S2(A), they are connected in H . �

Lemma 5.14. The graph H has O(n) vertices and O(n log2n) edges.

Proof. As discussed in Section 2.3 the compressed quadtree consists of O(n) cells. Each
cell is part of exactly one heavy path, so the total size of the binary search trees that
define the canonical paths is O(n). A balanced binary search tree with n leafs has O(n)
inner vertices, and thus there is a total of O(n) canonical paths. As each canonical path
defines O(1) regions, the number of regions and therefore also the number of vertices in
H follows.

To bound the number of edges, we again count the number of sets S1(A) and S2(A) a
single site can be contained in. Let σ and τ be the smallest and largest cell of a canonical
path respectively. A site t can only be in a set S1(A) if |σ | ≤ rt ≤ 2|τ | and σ is contained
in a cell of N (t). To see the second part, let P be a canonical path such that t ∈ S1(A),
with smallest cell σ . If |σ | ≤ rt < 2|σ |, the statement holds by Lemma 5.3 (b). In the other
case, let ρ be the cell of the hierarchical grid with 2|σ | ≤ |ρ| ≤ rt < 2|ρ| and σ ⊂ ρ. See
Figure 5.12 for an illustration of the following argument. As t ∈ S1(A), we have

‖ta(σ )‖ ≤ rt +
5
2
|σ |

≤ 2|ρ|+ 5
4
|ρ| since rt < 2|ρ| and |σ | ≤

|ρ|
2

≤ 13
4
|ρ|

‖ta(ρ)‖ ≤ 15
4
|ρ| by triangle inequality as σ ⊆ ρ

Lemma 2.1 then implies that ρ ∈N (t) and thus ρ is in Qc and also in P .
Now let ρ be a cell of N (t), and let R be the heavy path containing ρ. Then t

is considered for the set S1(A) for all regions which are defined by a canonical path
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Figure 5.13: Four cells from N15×15(σ ) with the virtual sites.

containing ρ. These, are the O(logn) canonical paths defined by the canonical vertices
of the search path Π◦←(ρ) for ρ in the binary search tree on the cells of R. Thus each site
can be part of at most O(logn) sets S1(A).

The number of sets S2(A), a fixed site s can be part of is at most the number of canonical
paths decomposing the path from the root to the smallest cell containing s. By Lemma 5.11
there areO(log2n) such paths. This yields

∑
A∈A |S1(A)|+|S2(A)| =O(n log2n) as an upper

bound for the number of edges. �

The Data Structure The structure of the decremental data structure is the same as in
Section 5.1. We again store the sets S1(A) and S2(A) together with a RDS for each region
A. The set B for the RDS is again S1(A) and the set R is S2(A). Furthermore, we store the
graph H defined by S1(A) and S2(A) in a Holm et al. [HdLT01] data structure H.

Both queries and deletions work exactly as in Section 5.1, however we repeat them
here for completeness. Queries are performed on H. On the deletion of a site s, we
first remove all edges incident to s from H. Then the site is removed from all sets S1(A)
containing it, as well as the associated RDS. The sites U reported as revealed by the RDS
are then removed from the matching S2(A) and the edges {u,A} for u ∈ U \ S1(A) are
removed from H. Finally the site s is removed from all sets S2(A) and the matching RDS.

Lemma 5.15. The data structure described above can be preprocessed in O(n log6(n)λ6(logn))
expected time.

Proof. To find the regions A we first compute the extended compressed quadtree Qc.
This can be done by adding O(n) virtual sites to our site set, similar to a construction
of Har-Peled [Har11]. For each site s ∈ S and each cell σ ∈N (s) we add two virtual sites.
The virtual sites are added at the center of two of the cells one level below σ that are
contained in σ , see Figure 5.13 for an illustration. Now all cells in N (s) have at least
two children in the non-compressed quadtree and thus the cells are also present in the
compressed quadtree. When having Qc at hand, we can, with additional O(n) time, find
the heavy paths by Lemma 5.10 (c) and the binary search trees on the heavy paths by
standard techniques. This gives us the set of regions A.

To find the set S1(A), recall from the proof of Lemma 5.14 that a site t can only lie in
the set S1(A) for a region defined by a canonical path that contains a cell in N (t). The
sets S1(S) can now be found as follows. For each site t ∈ S compute the cells in N (t) and
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for each cell ρ find the heavy path R containing it. In the binary search tree defined on R,
follow the search path for ρ and for each canonical path defined along this search path
explicitly find the region containing t and check if the distance condition holds.

When implementing this step naively it takes O(n log2n) time which is fast enough for
our purposes. We could however reduce this time to O(n logn) if we added an additional
preprocessing step on Qc and distributed the sites to the corresponding paths in a batched
fashion. As in Lemma 5.8, we construct a static additively weighted nearest neighbor data
structure on each set S1(A), again assigning the weight −rs to each site s ∈ S. Recall from
Lemma 5.1, that the time needed to construct a single nearest neighbor data structure
is O(|S1(A)| logn). As

∑
A∈A |S1(A)| = O(n logn), the construction of all data structures

takes O(n log2n) time. The query time remains O(logn) in each data structure, as each
data structure contains at most O(n) sites.

Recall from the definition of the sets S2(A), that πs is the path in Qc from the root
to the cell σs that contains s and has diameter |σ | ≤ rs < 2|σ |. To find all sets S2(A)
containing s, we simply follow the decomposition of πs into canonical paths and query
the nearest neighbor data structure with s for all regions defined by these paths. As there
are O(log2n) canonical paths in the decomposition, this takes an additional O(n log3n)
time for all sites. Inserting the O(n log2n) edges into H takes O(log2n) amortized time
each, for a total of O(n log4n).

Again the step dominating the preprocessing time is the construction of the RDS. For a
single region the expected time isO(|S1(A)| log5nλ6(logn)+|S2(A)| log3(n)) by Lemma 5.2.
We have

∑
A∈A |S1(A)| =O(n logn) and

∑
A∈A |S2(A)| =O(n log2n) and thus the claimed

preprocessing time follows. �

Theorem 5.16. The data structure described above correctly answers connectivity queries in
O
( logn

loglogn

)
time with O

(
(n log6n+m log10n)λ6(logn)

)
overall expected update time for m

deletions.

Proof. As the only di�erence in the definition of the data structure is the definition of
the sets S1(A) and S2(A), the correctness follows from Theorem 5.9. Also the O

( logn
loglogn

)
bound for the queries in H again carries over. The preprocessing of the data structure
takes O(n log6λ6(logn)) time by Lemma 5.15. Deletions fromH take O(log2n) amortized
time for each of theO(n log2n) edges for an overall time ofO(n log4n). The paths defining
a region with a set S1(A) or S2(A) that have to be updated can be found in O(log2n) time,
by traversing the underlying tree structure.

The time for the sequence of deletions is again dominated by the time needed for the
updates in the RDS. LetmA be the number of sites deleted from S1(A) for a region A. Then
the time needed by the RDS associated with A is O

(
(|S1(A)| log5n + mA log9n)λ6(logn) +

|S2(A)| log4n
)

by Lemma 5.2. We have
∑
A∈AmA =O(m logn),

∑
A∈A |S1(A)| =O(n logn)

and
∑
A∈A |S2(A)| =O(n log2n). Summing up the time needed for the RDS over all A ∈ A,

we get a running time of O
(
(n log6n+m log10n)λ6(logn)

)
as claimed. �
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CHAPTER 6
Approximating the Longest Tree
This chapter considers problems related to approximating the longest plane spanning
tree. Let TOPT be a plane spanning tree of maximum length for a site set S. We call a tree
T with |T | ≥ δ · |TOPT| a δ-approximation. In Sections 6.2 and 6.4 we also deal with �at
site sets. A set S is flat if diam(S) ≥ 1 and the y-coordinates of all its points are essentially
negligible, meaning that their absolute values are bounded by an infinitesimal ε > 0.
For flat site sets, we can estimate the length of each edge as the di�erence between the
x-coordinates of its endpoints, because the error can be made arbitrarily small by taking
ε→ 0.

In Section 6.1, we describe a simple approximation algorithm. In Section 6.2 we show
that this algorithm yields a 2

3 -approximation when applied to a flat set. Furthermore,
we show that the analysis for this algorithm is tight when comparing to the longest
crossing tree. In Section 6.3, we then show that the same algorithm yields a δ=̇0.5467
approximation when applied to general site sets.

The trees returned by algorithms found in the literature [ARS95; Bin20b; Bin+19; DT10]
as well as our algorithm, have a small diameter. In Section 6.4, we study the relation
between longest plane spanning trees of small diameter and those of large diameter. We
show that there is a flat point set S for that a longest spanning tree of diameter at most
three can only approximate a longest plane spanning tree up to a factor of 5

6 .

6.1 A Simple Approximation Algorithm

The algorithm described in this section will be analyzed in detail in Sections 6.2 and 6.3.
For the algorithm, we consider two kinds of trees. The first kind are stars Ta as defined in
Section 2.1 Additionally, the algorithm considers trees Ta,b, for a,b ∈ S, that are defined
as follows: Let Sa be the sites of S closer to a than to b and let Sb = S \ Sa. First, connect
a to every site in Sb. Second, connect each site of Sa \ {a} to some site of Sb without
introducing crossings. Note that as we did not fix a systematic way to connect the sites in
Sa, the tree Ta,b is not uniquely determined. However, after the deterministic first step,
we can already see that Ta,b and Tb,a are di�erent in general. Also, if Sa = {a}, then Ta,b
and Tb,a are the same tree that degenerates to Sa. In the following lemma, we give a
systematic way to e�ciently construct such a tree Ta,b.
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a

Ta

Ta,b

a b

Sa Sb

Figure 6.1: A star Ta and a tree Ta,b, the rays bounding the cones are drawn dashed.

Lemma 6.1. Given two sites a,b ∈ S , a plane tree Ta,b can be constructed in O(n logn) time.

Proof. Recall that Sa contains all sites closer to a than to b and Sb = S \Sa. The procedure
above already states that in Ta,b, the site a is connected to all sites in Sb. In order to make
the procedure above deterministic, we describe a systematic way to connect the sites in

Sb to the sites in Sa \ {a}. The rays −→as for s ∈ Sb together with the ray opposite to
−→
ab

partition the plane into convex cones with common apex a. Each such convex cone C

contains a site bC ∈ Sb on the bounding ray that forms the smaller (convex) angle with
−→
ab .

Within each cone C we then connect all sites of C ∩ (Sa \ {a}) to bC . A tree constructed
this way can be seen in Figure 6.1.

This systematic approach can be implemented e�ciently by first sorting the points by
their angular order around a. After the sorting, we do a traversal of the points above
{a,b} in counterclockwise order, starting with b. During this traversal, the last site t in Sb
that we encountered, is stored. We initialize t = b. When we are at a site s ∈ Sa we add
the edge {s, t} to Ta,b. If we encounter a site s ∈ Sb, we update t and add the edge {a, t}.
To also connect the remaining sites, the process is repeated in clockwise order for the
points below the line through ab. This takes O(n logn) overall time and yields the tree
Ta,b. The resulting tree is a plane tree because we add stars within each convex wedge
and the interiors of the wedges are pairwise disjoint. �

Given the above definition of the trees Ta,b, consider the following algorithm that
constructs a tree TALG:

1: Algorithm AlgSimple(S)
2: a′← argmaxa∈S |Ta|
3: (a∗,b∗)← argmax(a,b)∈S×S |Ta,b|
4: TALG← argmax

(
|Ta′ |, |Ta∗,b∗ |

)
5: return TALG

The algorithm simply enumerates all possible stars, and trees Ta,b and Tb,a, and returns
the longest such tree. As all those trees are plane, the resulting tree is guaranteed to also
be plane. Furthermore, there are O(n2) candidate trees. Each can be found in O(n) time
in the case of stars, or in O(n logn) time for the remaining trees by Lemma 6.1. This
results in an overall running time of O(n3 logn).
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t1 t2

s′ s

Figure 6.2: By triangle inequality and symmetry we have ‖s′s‖+ ‖st‖ ≥ ‖s′t‖ = ‖sr‖.

6.2 A 2
3-Approximation for Flat Sets

In this section we show that AlgSimple(S) as described in Section 6.1 yields a 2
3 -

approximation of the longest plane spanning tree. Furthermore, we give a site set that
shows that this analysis is tight.

Theorem 6.2. Let S be a �at site set, let TALG be the result of AlgSimple and Tcr be a �xed
longest, possibly crossing spanning tree. Then |TALG| ≥ 2

3 |Tcr| ≥ 2
3 |TOPT|.

Proof. Since |Tcr| ≥ |TOPT|, it su�ces to prove the first inequality. Let t1 and t2 be the sites
realizing the diameter of S, see Figure 6.2. Consider the four trees Tt1 , Tt1,t2 , Tt2,t1 , Tt2
considered by AlgSimple. By using a weighted average, it su�ces to show that there is a
β ∈ (0, 1

2 ] such that(1
2
− β

)
· |Tt1 |+ β · |Tt1,t2 |+ β · |Tt2,t1 |+

(1
2
− β

)
· |Tt2 | ≥

2
3
· |Tcr|.

If this inequality holds, then as

max
{
|Tt1 |, |Tt1,t2 |, |Tt2,t1 |, |Tt2 |

}
≥

(1
2
− β

)
· |Tt1 |+ β · |Tt1,t2 |+ β · |Tt2,t1 |+

(1
2
− β

)
· |Tt2 |

we have shown the desired statement. We fix β = 1
3 and equivalently show:

|Tt1 |+ 2|Tt1,t2 |+ 2|Tt2,t1 |+ |Tt2 |
6

≥ 2
3
· |Tcr|.

Note that all four trees on the left-hand side include the edge {t1, t2}. Since t1 and t2
realize the diameter and Tcr allows crossings, we can without loss of generality assume
that Tcr contains that edge too. Thus we can direct all edges towards {t1, t2} and use the
notation `T (s) as defined in Section 2.1. Assume the following holds for all s ∈ S \ {t1, t2}:

`Tt1 (s) + 2`Tt1,t2 (s) + 2`Tt2,t1 (s) + `Tt2 (s)

6
≥ 2

3
· `Tcr

(s), (6.1)

then summing over all points s ∈ S \ {t1, t2} and adding ‖t1t2‖ to both sides yields the
desired result.

Fix a site s and assume without loss of generality, that ‖st1‖ ≥ ‖st2‖. Let s′ be the
reflection of s at the perpendicular bisector of {t1, t2}. Since S is flat, we have `Tcr

(s) ≤
max{‖st1‖,‖st2‖} = ‖st1‖. For the terms on the left hand side, we have `Tt1 = `Tt1,t2 = ‖st1‖
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s0

s1

sn

(a) The best plane spanning tree of Sn.
Tcr

s0

s1

sn

(b) The best crossing spanning tree of Sn.

Figure 6.3: The point set Sn consisting of n+ 1 points with equally spaced x-coordinates
0,1, . . . ,n.

and `Tt2 = ‖st2‖ by the definition of the trees. Furthermore, as the edge incident to s in

Tt2,t1 at least crosses the bisecting line between t1 and t2, we have `Tt2,t1 (s) ≤ ‖ss
′‖

2 .
Using the triangle inequality in 4t2ss′, yields the desired result for the left-hand side of

(6.1), see Figure 6.2.

‖st1‖+ 2‖st1‖+ ‖s′s‖+ ‖st2‖
6

≥ ‖s
′t2‖+ 3‖st1‖

6

=
2
3
· ‖st1‖

≥ 2
3
· `Tcr

(s) �

In the following lemma we give a family of site sets that shows that the constant 2
3 is

asymptotically tight when comparing the result to the best crossing spanning tree.

Lemma 6.3. There is an in�nite family of sets of sites S1,S2, . . . where Sn contains n+ 1 sites
and

lim
n→∞

|TOPT|
|Tcr|

≤ 2
3

Proof. The set Sn = s0, . . . , sn is a flat set of sites where all sites lie evenly spaced on a
convex arc with x-coordinates 0, . . . ,n, as shown in Figure 6.3(a). As the point set is
symmetric, we have |Ts0 | = |Tsn |. We argue that the star rooted at s0 is a longest plane
spanning tree of this site set.

First we observe that |TOPT| ≤ |TOPT({s0, . . . , sn−1})|+ maxi=0,...n−1 ‖snsi‖. This can be seen
as |TOPT({s0, . . . , sn−1})| is at least as large as the subtree of TOPT induced by s0, . . . , sn−1 and
the edge connecting sn to this subtree cannot be larger than maxi=0,...n−1 ‖snsi‖.

Now we can inductively show that |TOPT| = |Ts0 |. For the base case we consider S1 and
as there is only one possible edge, the claim holds. Now we consider the step from Sn−1
to Sn. The star on Sn−1 rooted in s0 is a longest plane spanning tree of Sn−1 by induction.
As the sites s0, . . . , sn−1 in Sn have the same pairwise distances and relative positions as the
sites in Sn−1, this directly implies that |TOPT({s0, . . . , sn−1})| = |TOPT(Sn−1)|. As s0 maximizes
the distance to sn among all sites, we have |TOPT| ≤ |TOPT(s0, . . . , sn−1)| + ‖sns0‖ = |Ts0 | as
claimed.

The length of TOPT now follows from simply summing up the length of the edges in Ts0 .
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|TOPT| =
n∑
i=1

i =
(n+ 1)n

2

Let T be the tree so that the sites s1, . . . , sbn/2c are connected to sn and the rest is
connected to s0. This tree is illustrated in Figure 6.3(b). We claim that |T | = |Tcr| and
thus its length gives an exact bound on the length of the longest spanning tree. Consider
a longest crossing spanning tree. As crossings are allowed {s0, sn} is an edge in every
longest spanning tree. So we can use the notation from above and direct the remaining
edges towards {s0, sn}. This gives

|Tcr| = ‖s0sn‖+
∑

1≤i≤n−1

`Tcr
(si)

≤ ‖s0sn‖+
∑

1≤i≤n−1

max
j=0,...,n

‖sisj‖.

By the definition of T , we have `T (si) = maxj=0,...,n ‖sisj‖ and thus |T | ≥ |Tcr|. A straight-
forward summation gives the precise bound for |Tcr|.

|Tcr| ≥ 2
n−1∑

i=dn/2e
i +n−

⌈n
2

⌉
≥ n2 −

⌈n
2

⌉2

≥ 3n2

4
− 1

2
n− 1

4

Combining the values for |TOPT| and |Tcr| we get the desired result:

lim
n→∞

|TOPT|
|Tcr|

≤ lim
n→∞

n2

2 + n
2

3n2

4 −
1
2n−

1
4

=
2
3

�

6.3 A δ=̇0.5467-approximation for General Sets

This section considers the performance of AlgSimple on general site sets. To be precise
we want to give a lower bound on δ, such that AlgSimple returns a δ-approximation of
the longest plane spanning tree. The core part of the proof follows a similar idea as in the
proof of Theorem 6.2 in the sense that we use a weighted average of the lengths of four
trees Ta,Tb,Ta,b and Tb,a. However, here we do not define those trees via the diameter of
the site set, but rather pick the sites that define the longest edge in a fixed optimal tree
TOPT. In contrast to the flat case, we consider some other cases first, before arguing about
the weighted average length of the trees. We first sketch the overall proof strategy and
define some terminology, before going to the technical lemmas.
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In the following, assume without loss of generality that diam(S) = 2. Fix an optimal
tree TOPT and let 2d = ‖ab‖ be the length of the longest edge {a,b} in TOPT. As diam(S) = 2,
we get d ≤ 1. Let t1 and t2 be the sites realizing the diameter. If 2d ≤ 1/δ, then in
Lemma 6.4 we show that either Tt1 or Tt2 is long enough. Hence, from then on we can
assume that 2dδ > 1.

By the bound on the diameter, the set S is completely contained in the lens D(a,2)∩
D(b,2). We further subdivide the lens into a region that is close to {a,b} and two regions
that are far away from this edge. If there is a site c in one of the far away regions, we
show in Lemma 6.6 that one of the stars Ta,Tb and Tc is long enough.

In the final case, all sites are close to {a,b}. Let β ∈ (0, 1
2 ] and consider the weighted

average (1
2
− β

)
· |Ta|+ β · |Ta,b|+ β · |Tb,a|+

(1
2
− β

)
· |Tb|

of Ta,Tb,Ta,b and Tb,a. We will show that it is at least δ · |TOPT|. This directly implies that
the longest of these four trees is the desired δ-approximation. As our fixed tree TOPT and
these four trees all contain the edge {a,b}, we can again use the notation from Section 2.1
to focus on the length of single edges. We define

avg(s,β) =
(1
2
− β

)
· `Ta(s) + β · `Ta,b(s) + β · `Tb,a(s) +

(1
2
− β

)
· `Tb(s).

This reduces the task to showing avg(s,β) ≥ δ · `TOPT
(s). In order to get meaningful lower

bounds on `TOPT
(s), we define three special points. We show in Lemma 6.7 that it su�ces

to consider the distance between s and these special points to get an upper bound on
`TOPT

(s). In Lemma 6.8 we then show that one of the three points can actually be ignored.
Lemma 6.9 gives a very useful lower bound on the weighted average avg(s,β). Using this
bound, we find two sets of upper and lower bounds on the weighting factor β, which
only depend on δ. One of these sets turns out to be tighter than the other, both for the
upper and the lower bound. By setting the upper and lower bound equal and solving the
resulting equation for δ in Lemma 6.12, the approximation factor δ follows. Next, we
describe the details of the argument.

6.3.1 |TOPT| is small or there are sites far away

First, we show that if the longest edge in TOPT is relatively small, the best star rooted at
one of the points realizing the diameter yields a good approximation ratio. This can be
seen by the following slight generalization of a lemma by Alon et al. [ARS95].

Lemma 6.4. Let S be a site set and the sites t1 and t2 realize its diameter. Suppose that ‖t1t2‖ = 2
and that each edge of the optimal tree TOPT has length at most 1/δ. Then max{|Tt1 |, |Tt2 |} ≥
δ · |TOPT|.
Proof. By the triangle inequality, for any site s ∈ S we have ‖st1‖+ ‖st2‖ ≥ ‖t1t2‖. Hence

|Tt1 |+ |Tt2 | =
∑
s∈S

(‖st1‖+ ‖st2‖) ≥ n · ‖t1t2‖ = 2n,
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d d

2dδ
ba

p′

Far regions

Truncated lensu

b′

p

v

Figure 6.4: Decomposition of the lens into the far regions and the truncated lens.

implying that max{|Tt1 |, |Tt2 |} ≥ n. On the other hand, since each of the n − 1 edges in
TOPT has length at most 1/δ, we get

δ · |TOPT| ≤ δ · (n− 1) · 1
δ
≤ n

and we are done. �

Let {a,b} be the longest edge in TOPT and let ‖ab‖ = 2d ≤ 2. By Lemma 6.4 we can
in the following assume that 2dδ > 1. We already established that S lies in the lens
D(a,2)∩D(b,2) and that the sites a and b are in the interior of the lens. Without loss of
generality, suppose that a = (−d,0) and b = (d,0). We split the lens into the far region and
the truncated lens, as follows and depicted in Figure 6.4.

Let p be the point on the positive y-axis such that ‖pa‖ = ‖pb‖ = 2dδ and let p′ be
the point on the negative y-axis that is defined analogously. As 2dδ > 1 the circles
k = ∂D(p,‖pa‖) and k′ = ∂D(p′,‖p′a‖) intersect the boundary of the lens. The far regions
are defined as the regions in the lens above k and below k′. The remaining region of the
lens is called the truncated lens. Let u and v be the two intersection points of k and the
truncated lens with largest y-coordinate. We have the following lemma:

Lemma 6.5. For δ ≥ 0.5, we have ax ≤ ux ≤ 0 ≤ vx ≤ bx.
Proof. The statement follows directly from the definition. Let b′ be the polar opposite
point of b on the circle k. Then xb′ = −xb = xa. Now as 2 · 2dδ ≥ 2d for all δ ≥ 0.5, the
point b′ lies outside of the lens or on its boundary. Since u is the higher of the intersection
points of D(b,2d) and k, it lies to the right of b′ and thus also to the right of a. By a
symmetric argument, v lies to the right of b. �

We can now show that if there is a site c in one of the far regions, the tree TALG returned
by AlgSimple is a δ-approximation.
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d d b

S0

g

a

c

R

D((0,0),d)

Figure 6.5: We can chose v = a. The orange disk does not intersect the far region above
the x-axis. The circumradius of the triangle abc is marked red.

Lemma 6.6. Let {a,b} be the longest edge of TOPT. If S contains a point c in one of the far regions,
then max{|Ta|, |Tb|, |Tc|} ≥ δ · |TOPT|.
Proof. Assume without loss of generality that y lies in the far region above the x-axis. Let
S0 = S \ {a,b,c} and let g = 1

|S0|
∑
s∈S0

s be the centroid of this set, see Figure 6.5. Now we

can show for all q ∈R2: ∑
s∈S0

‖qs‖ =
∑
s∈S0

‖q − s‖ ≥ ‖
∑
s∈S0

(q − s)‖

= ‖(|S0| · q −
∑
s∈S0

s)‖

= |S0| · ‖q − g‖ = |S0| · ‖qg‖

Consider the triangle 4abc. By Lemma 6.5, the angles at a and b are at most π
4 . Further-

more, the part of the disk D((0,0),d) above the x-axis is completely contained in the disk
defined by k and c lies above this disk. Thus by Thale’s theorem, the angle at c is also at
most π

4 . By these considerations, the triangle abc is acute-angled and its circumradius R
satisfies R ≥ 2dδ. By the properties of acute-angled triangles, there exists a site v ∈ {a,b,c}
such that ‖vg‖ ≥ R. Combining this with the inequality from above, gives∑

s∈S0

‖vs‖ ≥ |S0| · ‖vg‖ ≥ (n− 3) ·R.

Together with ‖va‖+ ‖vb‖+ ‖vc‖ ≥ 2R which holds for any acute-angled triangle, we get

|Tv | ≥ (n− 3)R+ 2R = (n− 1) ·R ≥ (n− 1) · 2dδ ≥ δ · |TOPT|,

where in the last inequality we used that each edge of TOPT has length at most 2d. �
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Figure 6.6: For a site s ∈ E we have `TOPT
(s) ≤ 2d. If the site s lies in N we have

`TOPT
(s) ≤max{‖spa‖,‖su‖}. We have `TOPT

(s) ≤max{‖spa‖,‖spu‖} if s ∈W .

6.3.2 All Sites Lie in the Truncated Lens

From now on we assume that no point lies in a far region and that the length of the
longest edge in TOPT is at least 1/δ. We recall the definition of the point p, which is the
point on the positive y-axis with ‖pa‖ = ‖pb‖ = 2dδ. The point p defined like this has
coordinates p =

(
0,

√
(2dδ)2 − d2

)
. Recall that the circle k = ∂D(p,‖pa‖) always intersects

the lens D(a,2)∩D(b,2). Also u and v are the intersection points of the lens with k
with the largest y-coordinates, where u is to the left of v. We fix a site s = (sx, sy) in the
truncated lens and assume without loss of generality that sx, sy ≥ 0. This is equivalent
to saying that we only consider sites in the first quadrant of the coordinate system. We
further subdivide the truncated lens into regions, see Figure 6.6 for an illustration. First
of all we denote the region inside the truncated lens but outside of D(l,2d) by E. We
further subdivide the remainder of the truncated lens into the part N above the line
defined by u and p and the part W below that line. Based on the position of s we now
define three special points, again refer to Figure 6.6 for an illustration.

(a) pa is the point on the ray −→sa whose x-coordinate equals −(2− d);

(b) pb is the point
−→
sb whose x-coordinate equals 2− d, if sx < d, and pb = b if sx ≥ d.

(c) pu is the the point on the arc of k from u to v that is furthest from s. If s ∈ W ,
the ray −→sp intersects k on the arc from u to v. By triangle inequality this point is
the point on k with the largest distance to s and we pick it as pu . Otherwise, the
furthest point on k lies below u and we set pu = u.

Having these definitions at hand, we can now show that we can bound `TOPT
(s) by only

considering the three points pa,pb and pu .
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a bl

v

pf

‖ppf ‖ >max{‖pl‖,‖pu‖}

u

t

Closer to u than to pf

Closer to l than to pf

r

(a) The point pf lies on the arc ul. The points
with ‖spf ‖ >max{‖sl‖,‖su‖} form a convex
wedge with apex b fully contained in the
fourth quadrant.

a b

s

pa pb
l r

(b) The point pf lies in the third of fourth
quadrant. As {s,pf } cannot be blocked by a
or b, pf lies in one of the red triangles.

Figure 6.7: Cases 2(c), 3 and 4 in Lemma 6.7.

Lemma 6.7. For each site s = (sx, sy) in the truncated lens with sx, sy ≥ 0 we have

`TOPT
(s) ≤min{2d,max{‖spa‖,‖spb‖,‖spu‖}}.

Proof. Let l and r be the left- and rightmost points of the lens with r = (2 − d,0) and
l = (d − 2,0). Assume that s lies in E. Then ‖spa‖ ≥ ‖sl‖ ≥ 2d, and the right-hand side
equals 2d. Since the left-hand side is at most 2d by assumption, the claim is true in this
case.

So from now on we can assume that s ∈ N ∪W . This directly implies that pb , b
and (pb)x = 2 − d. Let pf be the point within the truncated lens furthest from s such
that the line segment pf s does not intersect the edge {a,b}. Clearly, pf lies on the
boundary of the truncated lens. Since `TOPT

(s) ≤ 2d by assumption, it su�ces to show
that ‖spf ‖ ≤max{‖spa‖,‖spb‖,‖spu‖}. Let t be the top-most point of the truncated lens.
We distinguish four cases, based on the position of pf relative to the origin:

Case 1: pf lies in the �rst quadrant Consider the reflection p′f of pf along the y-axis.
Since sx ≥ 0, we have ‖sp′f ‖ ≥ ‖spf ‖, and the inequality is strict when sx > 0. Thus,
when sx > 0, this case cannot occur, and when sx = 0, it reduces to the case where
pf belongs to the second quadrant.

Case 2: pf lies in the second quadrant This case is split into three subcases.

(a) pf lies on the arc tu and s ∈N By definition, we have pu = u, which implies
that there is no point on the arc tu with larger distance to s than u. In
particular, this means that ‖spf ‖ ≤ ‖spu‖ which is su�cient to show the claim.
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s = (xs, ys)

d xs

a b

pa

pb

ys

l r

Figure 6.8: The situation for Lemma 6.8 (not to scale).

(b) pf lies on the arc tu and s ∈W By definition, if s ∈W , the point pu is the
furthest point from s of the arc tu and thus ‖spf ‖ = ‖spu‖ and we are done.

(c) pf lies on the arc ul We claim that ‖spf ‖ ≤max{‖sl‖,‖su‖}. Indeed, the per-

pendicular bisectors of segments pf l and pf u intersect at b and thus the points
for which the claim fails all lie in a convex cone with apex b that is fully
contained in the fourth quadrant, see Figure 6.7(a). Since ‖sl‖ ≤ ‖spa‖ and
‖su‖ ≤ ‖spu‖, we get ‖spf ‖ ≤max{‖spa‖,‖spu‖}.

Case 3: pf lies in the third quadrant Then pf lies in the triangle slpa which is shown
in Figure 6.7(b). Thus ‖spf ‖ ≤ ‖spa‖.

Case 4: pf lies in the fourth quadrant Then pf lies in the triangle srpb and ‖spf ‖ ≤
‖spb‖, again see Figure 6.7(b). �

The next lemma shows that we can disregard ‖spb‖ in our considerations, as it will
always be bounded from above by ‖spa‖.

Lemma 6.8. Let s = (sx, sy) be any site in the truncated lens with sx, sy ≥ 0. If ‖spa‖ ≤ 2d,
then ‖spb‖ ≤ ‖spa‖.

Proof. We present a straightforward algebraic proof, as we are not aware of a purely
geometric proof. Even though we show most of the algebraic manipulation steps, one
could also verify the claim by using a computer algebra system.

The case sx = 0 is trivial as it yields ‖ppb‖ = ‖ppa‖. Thus, we only consider the case
sx > 0. Since ‖spa‖ ≤ 2d, we must have sx < d, and therefore pb , b has x-coordinate
(pb)x = 2− d, see Figure 6.8.
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From similar triangles and the Pythagorean theorem we get ‖spa‖ = ‖sa‖ · 2−d+sx
d+sx

and

‖sa‖2 = (d + sx)2 + s2y . Therefore, the assumption ‖spa‖2 ≤ (2d)2 can be equivalently
rewritten as:

(
s2y + (d + sx)

2
)
· (2− d + sx)

2

(d + sx)
2 ≤ 4d2

s2y ≤

(
4d2 − (2− d + sx)

2
)
(d + sx)2

(2− d + sx)
2 . (6.2)

Similarly, as with ‖spa‖2, we express ‖spb‖2 as

‖spb‖2 =
(
s2y + (d − sx)2

)
· (2− d − sx)

2

(d + sx)2 (6.3)

and rewrite our goal ‖spb‖2 ≤ ‖spa‖2 as

(
s2y + (d − sx)2

)
· (2− d − sx)

2

(d − sx)2 ≤
(
s2y + (d + sx)

2
)
· (2− d + sx)2

(d + sx)2

s2y ·
(2− d − sx)2(d + sx)2 − (2− d + sx)2(d − sx)2

(d + sx)2(d − sx)2 ≤ (2− d + sx)
2 − (2− d − sx)2,

which, upon expanding the parentheses and dividing by 4sx > 0 transforms into the goal

s2y ·
2(1− d)(2d − d2 − s2x)

(d + sx)2(d − sx)2 ≤ 2− d.

We plug in the upper bound on s2y from (6.2), cancel the term (d + sx)2, and clear the
denominators. This leaves us with proving(

4d2 − (2− d + sx)
2
)
· 2

(
1− d

)(
2d − d2 − s2x

)
≤ (2− d + sx)

2 · (2− d)(d − sx)2,

which, upon expanding the parentheses, reduces to

0 ≤
(
16d − 32d2 + 8d3 + 16d4 − 7d5

)
+ s2x

(
−8d + 16d2 − 10d3

)
+ ds4x . (6.4)

For any fixed d > 0, the right-hand side Q(d,s2x) is a quadratic function of s2x with positive
coe�cient d > 0 by the leading term (s2x)2. Hence, the minimum of Q(d,s2x) is attained
when

s2x =
8d − 16d2 + 10d3

2d
= 4− 8d + 5d2.

Plugging s2x = 4−8d + 5d2 into (6.4) and expanding the parentheses for the one last time
we are left to prove
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d xs

s = (xs, ys)s′

d − xs
a b

Figure 6.9: Mirroring s along the y-axis in Lemma 6.9. By triangle inequality
‖ss′‖+ ‖sb‖ ≤ ‖s′b‖ = ‖sa‖.

0 ≤ 32d2 − 96d3 + 96d4 − 32d5

0 ≤ 32d2(1− d)3,

which is true since d ≤ 1. �

With Lemmas 6.7 and 6.8 we have reduced the task of showing avg(s,β) ≤ δ ·`TOPT
(s) to

that of showing avg(s,β) ≤ δ ·min{2d,max{‖spa‖,‖spu‖}. We aim to find two sets of upper
and lower bounds on β for which avg(s,β) ≤ ‖spa‖ and avg(s,β) ≤ ‖spu‖, respectively,
hold and which only depend on δ. However, first we give a general lower bound on
avg(s,β) which will be useful for the more specific bounds.

Lemma 6.9. Let s = (sx, sy) be any site from our set with sx, sy ≥ 0 and let β ∈ (0, 1
2 ] be a real

number. Then

avg(s,β) ≥
d · (1− β) + sx · 2β

d + sx
· ‖sa‖.

Proof. Similar to the proof of Theorem 6.2, we have `Ta(s) = `Ta,b(s) = ‖as‖, `Tb(s) = ‖sb‖,
and `Tb,a ≥ sx. Unpacking the definition of avg(s,β), this yields

avg(s,β) =
(1
2
− β

)
· `Ta(s) + β · `Ta,b(s) + β · `Tb,a(s) +

(1
2
− β

)
· `Tb(s)

≥
(1
2
− β

)
· ‖sa‖ + β · ‖sa‖ + β · sx +

(1
2
− β

)
· ‖sb‖.

Let s′ = (−sx, sy) be the reflection of s along the y-axis, see Figure 6.9. The triangle
inequality ‖s′s‖+ ‖sb‖ ≥ ‖s′b‖ = ‖sa‖ leads to β · sx = 1

2β · ‖s
′s‖ ≥ 1

2β · (‖sa‖ − ‖sb‖), and we
obtain

avg(s,β) ≥ (1/2− β) · ‖sa‖+ β · ‖sa‖+
1
2
β · (‖sa‖ − ‖sb‖) + (1/2− β) · ‖sb‖

≥
(1 + β) · ‖sa‖+ (1− 3β) · ‖sb‖

2
.
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Next, we claim that ‖sb‖ ≥ d−sx
d+sx
· ‖sa‖. The claim can be seen as follows: upon squar-

ing, using the Pythagorean theorem and clearing the denominators by the following
calculations, this becomes s2y ·

4dsx
(d+sx)2 ≥ 0, which is true.

‖sb‖2 ≥ (d − sx)2

(d + sx)2 · ‖sa‖
2

(d − sx)2 + s2y ≥
(d − sx)2

(d + sx)2 · ((d + sx)
2 + s2y )

s2y ·
(
1− (d − sx)2

(d + sx)2

)
≥ 0

s2y ·
4dsx

(d + sx)2 ≥ 0

Using this bound on the term containing ‖sb‖, we finally get the desired

avg(s,β) ≥
(1 + β)(d + sx) + (1− 3β)(d − sx)

2(d + sx)
· ‖sa‖

= d ·
(1− β) + 2β · sx

d + sx
· ‖sa‖. �

Now we are equipped to show the two sets of bounds whose combination will give us a
good lower bound on the approximation factor δ.

Lemma 6.10. Let s = (sx, sy) be a site in the lens with sx, sy ≥ 0. Suppose δ ≤ 5
8 and

2δ − 1
5− 8δ

≤ β ≤ 1
2
· δ.

Then avg(s,β) ≥ δ ·min{2d,‖spa‖}.
Proof. We distinguish the cases sx ≥ 3d − 2 and sx ≤ 3d − 2. In the first case we show that
avg(s,β) ≥ δ · 2d, while in the second case we show avg(s,β) ≥ δ · ‖spa‖.

Case 1: sx ≥ 3d − 2 Using Lemma 6.9 and the inequalities ‖sa‖ ≥ d + sx and sx ≥ 3d − 2,
we rewrite

avg(s,β) ≥
d · (1− β) + sx · 2β

d + sx
· ‖sa‖

≥ d − dβ + (3d − 2) · 2β
= β(5d − 4) + d.

Hence, it su�ces to prove β · (5d − 4) ≥ d(2δ − 1). Using the lower bound on β and
4 ≤ 8dδ, we get

β · (5d − 4) ≥ β · (5d − 8dδ) ≥ 2δ − 1
5− 8δ

· d · (5− 8δ) = d(2δ − 1)

as desired. Note that 2δ − 1 and 5− 8δ are both positive.
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Case 2: sx ≤ 3d − 2 We have ‖spa‖ = ‖sa‖ · 2−d+sx
d+sx

. Using Lemma 6.9, it su�ces to prove

d · (1− β) + sx · 2β
d + sx

· ‖sa‖ ≥ δ · ‖sa‖2− d + sx
d + sx

d(1− β) + sx · 2β ≥ δ(2− d + sx)
d(1− β)− δ(2− d) ≥ sx(δ − 2β).

Since δ ≥ 2β by assumption, the right-hand side is increasing in sx and we can plug
in 3d − 2 for sx. This leaves us with proving the inequality

d(1− β)− δ(2− d) ≥ (3d − 2)(δ − 2β)
β · (5d − 4) ≥ d(2δ − 1),

which is the same inequality as in the first case. �

Lemma 6.11. Let s = (sx, sy) be a site in the truncated lens with sx, sy ≥ 0. Suppose that
β < 151

304 · δ, that 1
2 ≤ δ ≤

19
32 and that

2δ − 1

2
√

5− 8δ − 1
≤ β ≤ 1− δ

√
4δ2 − 1− 2δ2. (6.5)

Then avg(s,β) ≥ δ ·min{2d,‖spu‖}.
Proof. Because of the lower bound for avg(s,β) in Lemma 6.9, to show the statement it
su�ces to show that

d · (1− β) + sx · 2β
d + sx

· ‖sa‖ ≥ δ ·min{2d,‖spu‖}. (6.6)

We denote by (pu)y the y-coordinate of pu and we consider the two cases sy ≤ (pu)y and
sy > (pu)y separately.

Case 1: sy ≤ (pu)y Define λ = d·(1−β)+sx·2β
d+sx

· ‖sa‖. To show the claim, we have to show
that λ ≥ δ ·min{2d,‖spu‖}. Note that λ is an increasing function in sy , because
‖sa‖ is also increasing in sy . On the other hand, ‖spu‖ is a decreasing function
in sy for sy ≤ (pu)y : if pu , u, then s ∈ W . This also implies that sy ≤ py and
‖spu‖ = ‖ps‖+ 2dδ is decreasing in sy . If pu = u then ‖spu‖ = ‖su‖ decreases when
sy increases for sy ≤ (pu)y .

As min{2d,‖spu‖} is decreasing and λ is increasing in sy for sy ≤ (pu)y , it su�ces
to show (6.6) for sy = 0 to handle our current case . Now we have ‖sa‖ = d + sx, so
we can rewrite λ as λ0 = d · (1− β) + sx · 2β, which is positive.

Let q = (qx,0), qx ≥ 0 be the point on the positive x-axis such that ‖qp‖ = 2d(1− δ).
This means that for s = q we have ‖spu‖ ≤ ‖sp‖+ ‖ppu‖ = 2d, see Figure 6.10. We
further distinguish two subcases, depending on whether 0 ≤ sx ≤ qx or sx > qx.
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Figure 6.10: The situation for the first case of Lemma 6.11.

(a) 0 ≤ sx ≤ qx We will show that in this case λ0 ≥ δ · ‖spu‖. The Pythagorean
theorem gives

δ · ‖spu‖ ≤ δ · ‖sp‖+ δ · ‖ppu‖ = δ
√
s2x + (2dδ)2 − d2 + 2dδ2. (6.7)

Therefore, substituting λ0, it su�ces to show

d · (1− β) + sx · 2β ≥ δ
√
s2x + (2dδ)2 − d2 + 2dδ2. (6.8)

When β < 151
304 · δ and δ ≤ 19

32 , the term d · (1− β)− 2dδ2 is positive and (6.8) is
equivalent to

0 ≥ δ2 ·
(
s2x + (2dδ)2 − d2

)
−
(
d · (1− β) + sx · 2β − 2dδ2

)2
.

The right-hand side is a quadratic function in sx whose coe�cient of the leading
term is δ2 − 4β2, which is positive. Hence to show that the right hand side is
smaller than zero in the interval 0 ≤ sx ≤ xp, it su�ces to check the inequality
(6.8) for sx ∈ {0,qx}.

For sx = 0, we need to check that d(1 − β) ≥ δ
(√
d2(4δ2 − 1) + 2dδ

)
, which

reduces precisely to the assumption

β ≤ 1− δ
√

4δ2 − 1− 2δ2.

For sx = qx, the Pythagorean theorem gives

(qx)
2 = (2d(1− δ))2 + (xp)2

= (2d(1− δ))2 + d2 − (2dδ)2

= d2 · (5− 8δ),
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Figure 6.11: The situation for case 2. We have ‖su‖ ≤ 2d and ‖su‖ ≤ ‖sa‖.

hence qx = d
√

5− 8δ.

The point q has been selected such that ‖sp‖+ ‖ppu‖ = 2d, and therefore the
middle expression of (6.7) and also the right hand side of (6.8) are 2dδ. We
thus have to verify that

d(1− β) + d
√

5− 8δ · 2β ≥ δ · 2d (6.9)

β ·
(
2
√

5− 8δ − 1
)
≥ 2δ − 1.

Since δ ≤ 19/32 by the assumptions of the lemma, the term in the parentheses
on the left-hand side is positive, and after dividing we obtain precisely the
assumption.

(b) sx > qx In this case we show that λ0 ≥ δ · 2d. Since the term λ0 is increasing
in sx and 2d is constant, we only need to show that λ0 ≥ δ · 2d for sx = qx.
However, this was already shown in the previous case; see (6.9).

Case 2: sy > (pu)y : See Figure 6.11 for a sketch of the situation in this case. As the part
above u is completely contained inN∪E, we have ‖spu‖ = ‖su‖ ≤ ‖uv‖. Furthermore,
by Lemma 6.5, we have ux ≥ −d as well as sx ≤ d. So we have min{2d,‖spu‖} = ‖spu‖.
This means that to show (6.6) we have to show

d(1− β) + 2xβ
d + sx

· ‖sa‖ ≥ δ · ‖spu‖.
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As s lies above the horizontal line through u, we get ‖sa‖ ≥ ‖spu‖, thus it su�ces to
show

d(1− β) + 2xβ
d + sx

≥ δ

d − dβ + 2sxβ ≥ δd + δsx
d(1− (β + δ)) ≥ sx(δ − 2β)

sx ≤ d ·
1− (β + δ)
δ − 2β

.

As we know that sx ≤ d this is true for

1− (β + δ)
δ − 2β

≥ 1

1− (β + δ) ≥ δ − 2β
β ≥ 2δ − 1,

where in the last step we used that δ > 2β. The last condition is a looser bound
than the left hand side of (6.5) as δ ≥ 1

2 and therefore 2 ·
√

5− 8δ − 1 ≤ 1. �

As a close examination shows that the bounds of Lemma 6.11 are stricter than the
ones of Lemma 6.10, we now want to chose δ in such a way that the left and the right side
of Lemma 6.11 are equal. The choice of δ following from this is justified in the following
lemma.

Lemma 6.12. The positive solutions of

2x − 1

2
√

5− 8x − 1
= 1− x

√
4x2 − 1− 2x2

are x = 5
8 and the fourth smallest root of

−80 + 128x+ 504x2 − 768x3 − 845x4 + 1096x5 + 256x6.

Proof. We provide a sketch of how to solve it “by hand”. One can also use advanced
software for algebraic manipulation. Setting the polynomials q1(x) = 4x2 − 1 and q2(x) =
5− 8x, and multiplying both sides of the equation by the denominator on the left-hand
side, we are left with the equation

2x − 2x2 = x
√
q1(x) + (2− 4x2)

√
q2(x)− 2x

√
q1(x)q2(x)

2x − 2x2 + 2x
√
q1(x)q2(x) = x

√
q1(x) + (2− 4x2)

√
q2(x).

Squaring both sides, which may introduce additional roots, we get the following equation
for some polynomials q3(·), . . . , q6(·):
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q3(x) + q4(x)
√
q1(x)q2(x) = q5(x) + q6(x)

√
q1(x)q2(x)

q3(x)− q5(x) =
(
q6(x)− q4(x)

)√
q1(x)q2(x).

Squaring both sides, which may again introduce additional solutions, we get the polyno-
mial

8
(
x − 5

8

)(
−80 + 128x+ 504x2 − 768x3 − 845x4 + 1096x5 + 256x6

)
= 0

This polynomial has 7 real roots that can be approximated numerically. The smallest three
roots of this polynomial are negative (x � −4.82037, x � −0.657898 and x � −0.523446).
The fourth smallest root, x � 0.546723, is a solution to the original equation. The fifth
and sixth roots are x � 0.577526 and x � 0.596211, which are not solutions to the
original equation. The largest root of the polynomial is x = 5

8 , which is also a solution to
the original equation. �

Combining the line of argumentation and lemmas above, we get the main result of this
section.

Theorem 6.13. For any set of sites S in general position (no three sites collinear), we can compute
in polynomial time a plane tree of Euclidean length at least δ · |TOPT|, where |TOPT| denotes the
length of a longest plane tree on S and δ > 0.5467 is the fourth smallest real root of the polynomial

P (x) = −80 + 128x+ 504x2 − 768x3 − 845x4 + 1096x5 + 256x6.

6.4 Using Small Diameters for Approximation

The algorithms for approximating |TOPT| often produce trees with small diameter. In this
section, we consider upper bounds on the approximation factor achieved by the longest
plane tree among those of diameter at most three. We show the upper bound, by focusing
on convex point sets.

Given an integer d ≥ 2 and a point set S, let T dOPT(S) be a longest plane tree spanning
S among those whose diameter is at most d. One can then ask: What is the approximation

ratio
|T dOPT(S)|
|TOPT(S)| achieved by such a tree? As before, we drop the dependency on S in the

notation and just use T dOPT and TOPT.
When d = 2, this reduces to asking about the performance of stars. A result by Alon

et al. [ARS95, Theorem 4.1] can be restated as
|T 2

OPT|
|TOPT|

= 1
2 . Below we show a specific upper

bound tailored to the case d = 3. This case is especially interesting, as in Theorem 7.5
we will show that such trees can be computed e�ciently.
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Sn

1 1 1 1 1 12n+1

TL

4n+1

Figure 6.12: An illustration of the point set Sn when n = 3 with a tree TL.

Theorem 6.14. For every ε > 0 there exists a convex point set such that each longest plane tree of
diameter three is at most (5/6) + ε times as long as each longest plane tree of arbitrary diameter.

Proof. Let Sn be a flat site set with |Sn| = 4n+ 2, consisting of two flat convex point sets
that are symmetric with respect to a horizontal line. As the point set is flat, it su�ces to
specify the x-coordinates of the sites in both convex sets. We set the x-coordinates in such
a way that we have the following sequence of distances between two consecutive sites:

(1, . . . ,1︸ ︷︷ ︸
n×

, 2n+ 1, 1, . . . ,1︸ ︷︷ ︸
n×

).

In other words, Sn consists of two diametrically opposite sites, four unit-spaced arcs of n
sites each, and a large gap of length 2n+ 1 in the middle, see Figure 6.12.

Let TL be the tree depicted in Figure 6.12. On the one hand, straightforward counting,
detailed below, will give |TOPT| ≥ |TL| = 12n2 + 6n+ 1. On the other hand, we claim that
any tree T on S4n+2 of diameter at most 3 has length at most 10n2 + 6n+ 1. Thus

|T 3
OPT|
|TOPT|

≤ 10n2 + 6n+ 1
12n2 + 6n+ 1

,

which is implies limn→∞
|T 3

OPT|
|TOPT|

≤ 5
6 .

First, consider the tree TL. We divide the edges into di�erent parts, as shaded in
Figure 6.12. We have

|TL| = 2
n−1∑
i=0

(3n+ 1 + i) + 4n+ 1 + 2
n−1∑
i=0

(2n+ 1 + i)

= 12n2 + 6 +n,

where the first sum and the 4n+ 1 term come from the edges that are shaded blue in
Figure 6.12 and the last sum from the edges shaded green.

In the rest of this proof we will show that any longest tree T among those of diameter
at most 3 on Sn has length at most 10n2 + 6n+ 1. First, note that as T has diameter at
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a

i

i(i +1) n2(2n+1) · (i +2n+1)

i +2n+1

(n− i)2

Figure 6.13: The longest star for Sn is short.

most 3 it is either a star or it has a cut edge {a,b} whose removal decomposes T into a
star rooted at a and a star rooted at b.

To sum up the lengths of the edges of the tree, it is often easier to split the edges
into parts: one within the left of the gap, one within the right side of the large gap, and
one crossing the gap. The edges in the parts on one side of the gap have maximum
length n, and the edges going across the large gap, have a length between 2n+ 1 and
2n+ 1 +n = 3n+ 1.

If T is a star, then without loss of generality we can assume that its root a is on the left
of the large gap. Denote the distance from the large gap to a by 0 ≤ i ≤ n. Straightforward
algebra, visualized in Figure 6.13, then bounds of the lengths of union of these edges.
All bounds within their respective sides again follow by using the nth triangular number,
similar to the bound for |TL|. Combining these bounds we get:

|Ta| = (n− i)2 + i(i + 1) + (2n+ 1) · (i + 2n+ 1) +n2

≤ n(n+ 1) + (2n+ 1)(3n+ 1) +n2

= 8n2 + 6n+ 1.

Now suppose T has diameter three and denote the line segments defined by its cut
edge by {a,b}. If {a,b} is vertical then |T | = |Ta| and the above bound applies. In the
remaining cases, we can assume without loss of generality that a is to the left of b. The
line supporting ab then splits the remaining points of Sn into two arcs – one above the
line and the other one below it. As a shorthand we will say that the points above or below
this line are above or below the line segment ab.

We claim that in the longest tree of diameter three, the points of one arc are either
all connected to a or all to b. For the sake of contradiction, fix an arc and suppose c
is the rightmost point connected to a. Then by the choice of c, everything right of it is
connected to b and by convexity everything to the left of c is connected to a. Let ` be
the vertical line through the midpoint of ab, see Figure 6.14 for an illustration. If c lies
to the left of `, moving c to the left increases the length of the tree as the distance to b
for all points left of ` is larger than the distance to a. If otherwise c lies to the right of `,
moving it to the right again increases the length of the tree. Thus we either have c = a or
c = b as claimed.
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a

`

c

c′

b

(a) The line ` lies in the large gap.

a

b

c

c′

`

(b) The line ` lies on one side of the large gap.

Figure 6.14: The sites on one side of ab are either all connected to a or all to b.

Since Sn is centrally symmetric and we have already dealt with the case where T is
a star, we can assume without loss of generality that all points above ab are connected
to a and all points below ab are connected to b. Now suppose that a is below the line
`′ through the sites defining the diameter of Sn and consider the reflection a′ ∈ Sn of a
about `′, see Figure 6.15(a). Then the tree T ′ with cut edge {a′,b} is longer than T , since
in T ′ the points to the left of aa′ are connected to b rather than to a and all the other
edges have the same length, see Figure 6.15(b). Hence, we can assume that a lies above
or on `′. Similarly, b lies below `′ or on it.

It remains to distinguish two cases based on whether a and b lie on di�erent sides of
the large gap or not. Either way, denote the distance from the gap to a and b by i and
j, respectively. In the first case, considering the subdivision of the edges as sketched in
Figure 6.16(a), straightforward algebra gives:

|T | = n2 + (2n− j)(i + 2n+ 1) + (i + 2n+ 1 + j) + (2n− i)(2n+ 1 + j) +n2

= 10n2 + 6n+ 1− 2ij

≤ 10n2 + 6n+ 1,

b

`′

a′

a

(a) a and b are both below `′.

a

`′

a′

b

(b) Using a′ instead of a.

Figure 6.15: Flipping a to a′ along `′ increases the total length by the amount in the red
area.
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i j

n2

n2

(2n− j) · (i +2n+1)

(2n− i) · (j +2n+1)

i +2n+1

j +2n+1
i +2n+1+ j

b

a

(a) Decomposition of the edges for case 1.

i i +2n+1j

n2 − 2nj + i +2ij

(2n+1) · (i +2n+1)

n2

b

a

(b) Decomposition of the edges for case 2.

Figure 6.16: Decomposition of the edges for the upper bounds.

with equality if and only if either a or b (or both) lie on the boundary of the large gap.
In the second case, since a is to the left of b, we have i > j and similar algebra, see
Figure 6.16(b), gives

|T | =
(
n2 − 2nj + i + 2ij

)
+

(
2n+ 1

)(
2n+ 1 + i

)
+ n2.

Since the right-hand side is increasing in i and i ≤ k, we get

|T | ≤
(
n2 +n

)
+
(
2n+ 1

)(
3n+ 1

)
+n2 = 8n2 + 6n+ 1,

which is less than the claimed upper bound 10n2 + 6n+ 1 by a margin. �
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CHAPTER 7
Polynomial Time Algorithms for

Special Cases
In this chapter we study algorithms that compute exact longest plane spanning trees.
First of all, one might hope that a simple greedy algorithm, that locally improves a given
spanning tree by closing a cycle with an edge and then removing a shorter edge to increase
the overall weight of the spanning tree, works. However, in Section 7.1, we explicitly
construct a set of sites and a matching spanning tree, such that this algorithm fails.

Thus we aim to find e�cient algorithms for special cases. For convex site sets, a standard
dynamic programming approach, similar to the minimum weight triangulation [Gil79;
Kli80], yields an O(n3) time algorithm. We describe this algorithm in Section 7.2

When considering general site sets, we restrict our attention to finding the longest
plane spanning tree with bounded diameter. To be precise, in Section 7.3 we show that
the longest plane spanning tree of diameter at most 3 can be computed in polynomial
time. Such a tree may be relevant in providing an approximation algorithm with a better
approximation factor, but as we will see, its e�cient computation is not trivial.

In Section 7.4 we show how to compute in polynomial time a longest spanning plane
tree of the following form: all sites are connected to one of three distinguished sites on the
boundary of the convex hull. Again, such a tree may play an important role in designing
future approximation algorithms. Intuitively, it seems to be better than the three stars
considered in the approximation algorithm in Section 6.3, in the case when there is a
point in the far region.

7.1 A Simple Greedy Algorithm Fails

The greedy algorithm AlgGreedy(S) works as follows. We start by computing any plane
spanning tree T of S. Then, in each iteration we check if there are four points a,b,c,d
with the following properties:

(a) a and b are currently not connected by an edge,

(b) {c,d} is an edge in the cycle closed by adding the edge {a,b}; and
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r2
r1

α

c
α
2

Figure 7.1: Construction of the site set.

(c) the tree T ′ defined by replacing {c,d} with {a,b} is plane and is longer than T .

If such sites a,b,c,d exist, set T = T ′ and continue. After no more such sites are available,
the algorithm outputs the current tree T .

In the remainder of this section we show that there are cases in which this algorithm
does not yield the correct result.

Lemma 7.1. There is a site set S for which the algorithm AlgGreedy(S)) fails to compute the
longest plane tree.

Proof. We construct a set S consisting of nine sites to show the claim. The first three
sites of S are the vertices of an equilateral triangle. We assume that two of these vertices
are on a horizontal line and we denote by c the center of this triangle. Let r0 be the
circumradius of the triangle.

Inside of this triangle, we place the vertices of two smaller equilateral triangles, where
again the smaller is contained in the larger one. Set α = 17◦, r1 = 2

3r0 and r2 = 1
3r0. We

then place the first of the additional triangles on the circle ∂D(c, r1) in a way that the
vertices have an angle of α to the nearest angular bisector of the outer triangle. We place
the second additional triangle on the circle ∂D(c, r2) again with an angle to the nearest
bisector of the outer triangle. However, this time the angle is α/2. This construction is
visualized in Figure 7.1.

Now consider the tree on this site set depicted by the solid edges in Figure 7.2(a). Note
that the green, blue and orange edges are rotationally symmetric. The purple dashed
edges in Figure 7.2(a) are representatives of the possible edges currently not in the tree,
which connect the outer to the inner triangle. However as they are either the smallest
edges in the cycle they close or they intersect some edge not in a cycle, the algorithm
cannot choose any of these edges as the pair {a,b}.

Representatives of the possible edges connecting the outer to the middle triangle are
depicted in red. The red edge {q1,p2} is not in a cycle with the edge it crosses, and thus
the edge {q1,p2} cannot be added by the greedy algorithm. For the edge {q1,q2} and the
possible edges connecting the middle to the inner triangle, it can similarly be seen that
they are shorter than any edge of the current tree. The possible edge {q1, r3} is shorter
than the blue edge {q2,p1} it crosses, and thus these two edges cannot be swapped. Finally,
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p2

q2

r2
r1 p1

q1

r3

q3

p3

(a) A tree which cannot be locally
improved.

(b) A tree where each pair of edges in the
same color is at least as long as the
matching pair in Figure 7.2(a).

Figure 7.2: The algorithm AlgGreedy(S) can output a non-optimal spanning tree.

for the edges along the triangles or the edges connecting the interior and the middle
triangle, it can easily be verified that there will be no strictly smaller edge in the unique
cycle closed by them.

On the other hand, in the tree depicted in Figure 7.2(b), each pair of same colored
edges is longer than its counterpart in Figure 7.2(a). Therefore AlgGreedy(S) does not
return a correct result. �

7.2 Finding the Longest Tree in a Convex Site Set

Let S be a site set in convex position. In this section, we give a polynomial time algorithm
that finds the longest plane spanning tree on S in O(n3) time.

Lemma 7.2. The longest plane spanning tree of a convex site set of size n can be found in O(n3)
time.

Proof. We solve the problem using dynamic programming. For this, let the sites be ordered
s1, . . . , sn along their counterclockwise order on the convex hull. In the following, we
interpret all indices modulo n. We consider suitable subproblems: let Z(i, j) be the length
of the longest plane spanning tree for the sites si+1, si+2, . . . , sj−1 where at least one site is
connected to either si or sj . We claim that the following recurrence correctly describes
the solutions for Z(i, j):

Z(i, j) =

 0 if |i − j | ≤ 1
maxk∈{i+1,...,j−1}

(
Z(i,k) +Z(k, j) + max(‖sisk‖,‖sjsk‖)

)
otherwise

(7.1)

To see that the recurrence is correct, let sk be a site and assume that it is either the
last site in the sequence si+1, . . . , sj−1 connected to si or the first site in the same sequence
connected to sj . In both cases, there can be no edge connecting a site in si , . . . , sk−1 to
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sk

∅

T [k, j]
T [i,k]

si

sj

Figure 7.3: To compute Z(i, j), the site sk is either connected to si or to sj . The orange
edge cannot exist.

a site in sk+1, . . . , sj as it would intersect both edges {si , sk} and {sk , sj}, see the dashed
orange edge in Figure 7.3. In order to connect the spanning tree, at least one of the sites
in si+1, . . . , sk−1 has to be connected to si or sk, analogously at least one site in sk+1, . . . , sj−i
has to be connected to sk or to sj . Thus, the length for these optimal trees is exactly
Z(i,k) or Z(k, j), respectively.

We also have to add the length of the edge {si , sk} or {sj , sk} to the weights of the
two subproblems. Thus, if sk is the last site connected to si , we get a total weight of
Z(i,k) +Z(k, j) + ‖sisk‖, and in the other case we get Z(i,k) +Z(k, j) + ‖sjsk‖. As a site sk
with one of the properties is not known in advance, we have to determine the maximum
for both cases and all possible values of k. However, one such site has to exist in a valid
solution for Z(i, j) by the definition of the subproblem. Observe, that for a fixed value of
k, the same subproblems are considered recursively and thus we can merge both cases
into the statement in (7.1). The length of the overall longest spanning tree can then be
determined by iterating over all pairs {si , sj} of sites and picking the pair that maximizes
Z(i, j) +Z(j, i) + ‖sisj‖.

Next, we consider the running time of this algorithm. When filling out an n×n table
for the values of Z(i, j) in increasing sizes of the interval, the entry of each cell can
be found in O(n) time, resulting in an overall O(n3) time. While filling out the table,
appropriate pointers can be maintained within the same time bound, to backtrack the
actual edges that were picked to obtain the value. To find the longest tree, we have to find
the maximum of a total of O(n2) values that can be found in constant time each, once
the table for Z is available. The computation of the table dominates the running time
and the claim follows. �

7.3 Finding the Longest Tree of Diameter Three

In this section we show that we can find the longest plane spanning tree of diameter at
most three in polynomial time. For any two sites a,b of S, a bistar rooted at a and b is
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a b

Q(s, t)

a b

s

t

Q(s, t)

s

t

Figure 7.4: Two examples of valid pairs (s, t) with their quadrilaterals Q(s, t) shaded.

a tree that contains the edge {a,b}, where each site in S \ {a,b} is connected to either a
or b. Note that stars are also bistars and have diameter at most three. Conversely, each
tree of diameter at most three has one edge {u,v} where each site s ∈ S has (unweighted)
distance at most 1 to either u or v. It follows that all trees of diameter at most three are
bistars and it su�ces to compute the longest bistar.

We start by describing a dynamic programming algorithm that finds the longest plane
bistar rooted at two fixed sites a and b. Without loss of generality, we can assume that
the sites a and b lie on a horizontal line with a to the left of b. Furthermore, as we can
compute the best plane bistar above and below the line through a and b independently,
we can assume that all other sites lie above this horizontal line. In order to solve this
problem by dynamic programming, we consider suitable subproblems.

The subproblems considered in the dynamic program are indexed by an ordered pair
(s, t) of di�erent sites of S such that the edges {a,s} and {b, t} do not cross. A pair (s, t)
satisfying these condition is a valid pair. For each valid pair (s, t), note that the a,s, t,b,a
in this order form a simple, possibly non-convex, polygon. Let Q(s, t) be the convex
portion of this polygon below the horizontal line y = min{sy , ty}, as shown in Figure 7.4.
We define the value Z(s, t) to be the length of the longest plane bistar rooted at a and
b on the sites in the interior of Q(s, t), without counting ‖ab‖. If there are no sites of S
within the quadrilateral Q(s, t), we set Z(s, t) = 0.

Consider the case when the quadrilateral Q(s, t) contains some sites, and let ks,t be the
site with largest y-coordinate of S inside of Q(s, t). Then we might connect ks,t either to a
or to b. By connecting it to a, we force all sites in the triangle Ls,t defined by the edges as
and aks,t and the line y = (ks,t)y , to be connected to a. Similarly, when connecting ks,t to

b, we force the sites in the triangle Rs,t defined by bt, bks,t and the line y = (ks,t)y to be
connected to b. See Figure 7.5 for an illustration. In the former case we are left with the
subproblem defined by the valid pair (ks,t, t), while in the latter case we are left with the
subproblem defined by the valid pair (s,ks,t). Formally, for each valid pair (s, t) we have
the following recurrence:

Z(s, t) =


0 if no site of S is in Q(s, t),

max

Z(ks,t, t) + ‖aks,t‖+
∑
l∈Ls,t ‖al‖

Z(s,ks,t) + ‖bks,t‖+
∑
r∈Rs,t ‖br‖

otherwise
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a b a

tt

ks,t

s s

b

Ls,t Ls,t
Rs,t Rs,tks,t

Figure 7.5: Fixing ks,k gives two possible triangular regions where edges are fixed.

Lemma 7.3. Using Z(s, t) for all valid pairs (s, t) we can �nd a best plane bistar rooted at a
and b.

Proof. Consider a fixed best plane bistar and assume, without loss of generality, that the
highest site is connected to a; the other case is symmetric. Let t∗ be the highest site that is
connected to b; if t∗ does not exist then the bistar degenerates to a star rooted at a. This
means that all sites above t∗ are attached to a. Let s∗ be the site above t∗ that, circularly
around a, is closest to the edge {a,b}, see Figure 7.6(a). Note that (s∗, t∗) is a valid pair
and all the sites above t∗ are to the left or on as∗. For s ∈ S, denote by Ls the set of sites
in S that, circularly around a, are to the left of as. Similarly, denote by Rt the set of sites
in S below t and to the right of bt, when sorted circularly around b, see Figure 7.6(b).
The length of this optimal plane bistar rooted at a and b is then∑

l∈Ls∗
‖al‖

+

∑
r∈Rt∗
‖br‖

+ ‖as∗‖+ ‖bt∗‖+ ‖ab‖+Z(s∗, t∗).

On the other hand, each of the values of the form∑
l∈Ls

‖al‖

+

∑
r∈Rt

‖br‖

+ ‖as‖+ ‖bt‖+ ‖ab‖+Z(s, t), (7.2)

where (s, t) is a valid pair of sites such that sy > ty , is the length of a plane, not necessarily
spanning, bistar rooted at a and b. It is not spanning, if there is some site above t and to
the right of as.

Taking the maximum of |Ta| for each a ∈ S and (7.2) over the valid pairs s, t such
that sy > ty gives the longest plane bistar for which the highest site is connected to a. A
symmetric formula gives the best plane bistar if the highest site is connected to b. Taking
the maximum of both cases yields the optimal value. The actual edges of the solution
can be backtracked by standard methods. �

Next next step is to show that the dynamic program can be implemented e�ciently.
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a b

highest point

s∗

t∗

(a) The site s∗ is the site of S in the orange
region that is angularly closest to t∗ around
a.

a b

t∗

highest point

s∗

Ls∗

Rt∗

(b) The region containing the sets Ls∗ and Rt∗
are marked blue and red. The region with
bars is empty.

Figure 7.6: The best bistar is found by using the dynamic program.

Lemma 7.4. The algorithm described in the proof of Lemma 7.3 can be implemented in O(n2)
time.

Proof. A main complication in implementing the dynamic program and evaluating (7.2)
e�ciently is finding sums of the form

∑
l∈∆∩S ‖al‖ or

∑
r∈∆∩S ‖br‖, and the highest site

in ∆∩ S, where ∆ is a query triangle (with one vertex at a or b). These type of sums
can be seen as range searching queries which can be handled using standard data
structures [CY84; Mat93]: after preprocessing S in time O(n2 polylogn), any such query
can be answered inO(polylogn) time. Noting that there areO(n2) such queries, a running
time of O(n2 polylogn) is immediate. However exploiting our specific structure and using
careful bookkeepingm we can reduce the running time down to O(n2).

As a preprocessing step, we first compute two sorted lists La and Lb of S \ {a,b}. The
list La is sorted by the angle a and, similarly Lb is sorted by the angle at b.

The values
∑
l∈Lp ‖al‖ and

∑
r∈Rq ‖br‖, depicted in Figure 7.6, for all s, t ∈ S can be

trivially computed in O(n2) overall time: there are O(n) such values and for each of them
we can scan the whole set S to explicitly get Ls or Rt in O(n) time. There are faster ways
of doing this, but for our result this su�ces.

Assuming that additionally the values Z(s, t) are already available for all valid pairs
(s, t), we can evaluate (7.2) or the symmetric formula in constant time. For any two sites
s, t we check whether they form a valid pair and whether sy > ty in constant time. We can
then either evaluate the formula, again in constant time. Thus, in O(n2) time we obtain
the optimal solution.

It remains to compute the values Z(s, t) for all valid pairs (s, t). First, we explain how
to compute all the triples of the form (s, t,ks,t) for all valid pairs s, t in O(n2) time. Then
we group these triples in a clever way to implement the dynamic program e�ciently.

We focus on the triples with sy < ty and show how to find the triples of the form (s, ·, ·)
for a fixed s. The case with ty < sy and a fixed t is symmetric. Let W be the sites of S to

the right of the ray
−→
bs above the horizontal line y = sy . Furthermore, let K be the sites of
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a b

s

W

K

Figure 7.7: The regions defining W and K for fixed a, b and s.

S to the right of as and with y-coordinate between ya and sy . An illustration of W and K
can be found in Figure 7.7. Any site t with ty > sy forms a valid pair s, t if and only if t
lies in W . The site ks,t must lie in K by its definition.

We use Lb to find the triples (s, ·, ·). We iterate through the list in clockwise order

starting at the ray
−→
ba and keep track of the highest k∗ ∈ K encountered so far. If the

current site lies in S \ (K ∪W ) we simply skip it. If the current site lies in K we update k∗

if necessary. Finally, if the current site lies in W , we report the triple
(
s, t,k∗ = ks,t

)
.

For a fixed s we only iterate Lb once. Thus, for this fixed s the running time for finding
all triples (s, t,ks,t) with (s, t) forming a valid pair and sy < ty is O(n). By applying the
procedure we just described and its symmetric counterpart to all s ∈ S \ {a,b} we find all
triples (s, t,ks,t) where s, t is a valid pair in overall O(n2) time.

To compute Z(s, t) for all valid pairs using dynamic programing, we also need to
compute the corresponding values

∑
l∈Ls,t ‖al‖ and

∑
r∈Rs,t ‖br‖. Refer to Figure 7.5 to

recall the definition of Ls,t and Rs,t. For the following procedure we shift the focus to the
site k. For each site k ∈ S \ {a,b} we collect all triples

(
s, t,k = ks,t

)
, and compute the sums∑

l∈Ls,t ‖al‖ and
∑
r∈Rs,t ‖br‖ in linear time for each fixed k, as follows.

We concentrate on the first type of sum,
∑
l∈Ls,t ‖al‖, where t plays no role, as the

sum is defined by s and k. For the following description we assume that La is sorted in
counterclockwise order. We create a sorted subsequence Lka of La containing only the
sites with y-coordinate below ky and an angle at a larger than the angle between ab and

ak, see Figure 7.8. We iterate over the elements of La, starting at the successor of k.
While iterating, we maintain the last element from Lka we have seen and the prefix sum∑
l ‖al‖ of all points l in Lka we encountered so far. When advancing to the next site s

in La there are two possibilities. If s also lies in Lka, we advance in Lka and update the
prefix sum. Otherwise, we can report

∑
l∈Ls,t′ ‖al‖ to be the current prefix sum for all t′ in

a triple (s, t′, k).

For any fixed k this process iterates through the list La at most twice and can thus be
executed in O(n) time. A symmetric procedure can be carried out for

∑
r∈Rs,t ‖br‖ using

Lb. As in the case for finding the triples, this results in O(n2) overall time to compute all
relevant sums

∑
l∈Ls,t ‖al‖ and

∑
r∈Rs,t ‖br‖.
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b

Lka

s
s′

a

s′ k

Figure 7.8: We only consider the sites in the union of the green and blue region. If the
next point after s is contained in Lka, we update the prefix sum. In the other
case we can return the stored sum.

Now we can implement the dynamic program in the straightforward way. Using the
precomputed information we spend O(1) time for each value Z(s, t), for a total running
time of O(n2). �

Theorem 7.5. For any set S of n sites in general position, a longest plane tree of diameter at
most three on S can be computed in O(n4) time.

Proof. In Lemma 7.4 we show that for any two fixed sites a, b, the longest plane bistar
rooted at a and b can be computed in time O(n2). By iterating over all possible pairs of
roots and taking the longest such plane bistar, we find the longest plane spanning tree of
diameter at most three in time O(n4). �

7.4 Extending the Approach to Special Trees of
Diameter Four

Now we show how to extend the ideas presented in Section 7.3 to get a polynomial time
algorithm for special trees of diameter four. Given three sites a,b,c of S, a tristar rooted
at a,b and c is a tree such that each edge has at least one incident site at a, b or c. We
will focus on the case when these three points lie on the convex hull of the site set S
and the sites are fixed in advance. In case, we want to get the longest tristar among all
of this form, we can iterate over all possible triples of specified sites like in the proof of
Theorem 7.5.

In order to be able to use a dynamic programming approach, we first have to make
some assumptions on the site set. Let a,b,c be the specified sites on the boundary of the
convex hull of S. We assume, without loss of generality, that the edges ac and bc are
present in the tristar; the other cases are symmetric. We further assume that a and b lie
on a horizontal line, with a to the left of b.

The regions to the left of {a,c} and to the right of {b,c}, depicted blue in Figure 7.9,
can be solved independently from the rest of the instance: the edges {a,c} and {b,c} block
any edge connecting a site in one of those regions to a site outside the region. Each
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a b

c

Q

Figure 7.9: The regions cut o� by ac and bc can be solved independently as bistars.

one of these regions can be solved as plane bistars, one rooted at a,c and one rooted
at b,c, using Lemma 7.4. It remains to solve the, again independent, problem for the
sites enclosed by ac, cb and the portion of the boundary of the convex hull from a to b in
counter-clockwise order. We call this region Q and in the following assume without loss
of generality that all sites of S are contained in Q.

To solve the problem for Q we will use a variation of the dynamic programming
approach for bistars. For any two sites s, t of S, let us write s �c t, when in the coun-
terclockwise order around c we have the horizontal ray from c towards −∞ to the left,
then −→cs and then

−→
ct , or the segments cs and ct are collinear. Since we assume general

position, the latter case only occurs when s = t.
The subproblems for the dynamic program are defined by a 5-tuple (s, s′,m, t′, t) of

sites such that

(a) s′ and t′ are distinct

(b) s �c s′ �c m �c t′ �c t; and

(c) s′ and t′ are contained in the closed triangle cst.

These 5-tuples extend the definition of a valid pair from Section 7.3 and are called valid
tuples, see Figure 7.10. Note that the first and the second condition imply that as and bt
do not cross. Some of the sites may be equal in the tuple; to be precise we may have s = s′

or t = t′. Intuitively, the role of these five sites can be interpreted as follows. The sites s
and t play the same role as in Section 7.3, in the sense that we assume that s is connected
to a and t is connected to b. Furthermore, m is the lowest site currently connected to
c. The sites s′ and t′ are the sites connected to a and b, that induce the most stringent
constraints on the part of Q below s′ and t′ visible from c. Equivalently, s′ and t′ are the
left and right neighbors of the ray −−→cm in the angular order around c among the sites
connected to a and b respectively.

For each valid tuple (s, s′,m, t′, t), let Q(s,m,t) be the sites of S contained in Q below
the polygonal path a,s, t,b, and below the horizontal line through the lowest of the sites
s,m,r. Note that the point m is used only to define the horizontal line.

Given a valid tuple (s, s′,m, t′, t), we define Z(s, s′,m, t′, t) as the length of the optimal
plane tristar rooted at a, b, c for the sites in the interior of Q(s,m,t), without counting
‖ac‖+ ‖bc‖, and with the additional restriction that a site k can be connected to c only if
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a b
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s′
t′

a,b a,b,c a,b a b

s

t

s′ t′

a,b a,b,c a,b

m

c
�c

c
�c

Figure 7.10: Two examples of valid tuples (s, s′,m, t′, t) with the region Q(s,m,t) shaded.
Each Q(s,m,t) is split into 3 regions telling, for each of them, which roots
can be used for that region.

s′ �c k �c t′. This last condition is equivalent to saying that no edge incident to c in the
tristar can cross as′ or bt′. Thus, we are looking at the length of a longest plane forest in
which each site in the interior of Q(s,m,t) must be connected to either a, b or c, and no
edge crosses as′ or bt′.

If Q(s,m,t) contains no sites, then Z(s, s′,m, t′, t) = 0. In the other case, we find the
highest site k = ks,m,t in Q(s,m,t) and check to which roots it can be attached, and which
edges are enforced by each possible root. We can always connect k to a or b, as Q(s,m,t)
is free of obstacles. If s′ �c k �c t′, then we can also connect k to c. If k is connected to c
it only lowers the boundary of the region Q(·, ·, ·) that has to be considered. However, if k
is connected to a or b, it splits o� independent regions, some of them can be attached
to only one of the roots, some of them are essentially a bistar problem rooted at c and
one of a,b. To state the recursive formulas precisely, for a region R and roots p and q,
let BSp,q(R) be the length of the optimal plane bistar rooted at p and q for the sites in R.
Such a value can be computed using Lemma 7.4.

Formally, the recurrence for Z(s, s′,m, t′, t) looks as follows. If Q(s,m,t) is empty, then
Z(s, s′,m, t′, t) = 0. If Q(s,m,t) is not empty, let k be the highest site in Q(s,m,t) and we
distinguish three subcases:

Case 1 k �c s′: See Figure 7.11 for an illustration of the notions defined for this case.
Let L be the sites of Q(s,m,t) above ak. Let B be the sites of Q(s,m,t) below bk
and let G be the set of sites p ∈ Q(s,m,t) \B such that k �c p �c s′. Let g be the
site with largest angle at b among the sites in G. Then we define R′ to be the set
of all sites p in Q(s,m,t) \B with s′ �c p �c t′ which are above gb and let R be the
remaining sites in Q(s,m,t) above bk. We get the following recurrence:

Z(s, s′,m, t′, t) = max

Z(k,s′,m, t′, t) + ‖ak‖+
∑
l∈L ‖al‖

BSa,b(B) + ‖bk‖+ BSb,c(R′) +
∑
r∈R ‖br‖

(7.3)
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Figure 7.11: The two cases in the recurrence when k �c s′.

Case 2 s′ �c k �c t′: Let L be the sites p of Q(s,m,t) above ak such that p �c s′ and let
L′ be the sites p of Q(s,m,t) above ak such that s′ �c p �c k. Furthermore, let R′

be the sites p of Q(s,m,t) above bk such that k �c p �c t′, and let R be the sites
p of Q(s,m,t) above bk such that t′ �c p, see Figure 7.12. We get the following
recurrence in this case:

Z(s, s′,m, t′, t) = max


Z(s, s′, k, t′, t) + ‖ck‖
Z(k,k,m,t′, t) + ‖ak‖+ BSa,c(L′) +

∑
l∈L ‖al‖

Z(s, s′,m,k,k) + ‖bk‖+ BSb,c(R′) +
∑
r∈R ‖br‖

(7.4)

Case 3: t′ �c k. The case is symmetric to the case k �c s′.

Theorem 7.6. For any set S of sites in general position and any three speci�ed sites on the
boundary of the convex hull of S, the algorithm described above computes the longest plane tree
such that each edge is incident to at least one of the three speci�ed sites in O(n6) time.

Proof. The values Z(s, s′,m, t′, t) for all valid tuples (s, s′,m, t′, t) can be computed using
dynamic programming and the formulas described above. The dynamic program is

b

s
t

k
L′

L

s′
t′

Q(k,k, t)

c
�c

a

Figure 7.12: One of the cases in the recurrence when s′ �c k �c t′.
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a b

c

ca cb
c′

Figure 7.13: Starting Case for the dynamic program.

correct by a simple but tedious inductive argument. We will give the argument for the
most involved subcase where k �c s′. The other cases then follow by similar arguments.

Assume k �c s′, then by definition the line segments ck and as′ intersect. Thus k
can only be connected to either a or b. First assume that in the optimum solution k is
connected to a. Then the edge {a,k} prevents any site in L from being connected to b.
Thus all sites in L are connected to a, which is taken care of by the

∑
l∈L ‖al‖ term in

the recurrence. The sites in Q(k,m,t) can still be connected to both a and b and some
sites possibly also to c. This problem is solved optimally by induction. As L ∪̇Q(k,m,t)
contains all sites in Q(s,m,t), this solves the subproblem for Q(r,m,t).

In the other case, k is connected to b in the optimum solution. In this case we again
define regions that can be solved independently, however the regions are more involved
than in the first case. As k �c s′ any edge connecting c to a site in B would intersect {k,b}.
Thus all sites in B are connected to either a or b, forming a bistar problem, which can
be solved using the algorithm from Lemma 7.4. On the other hand, no site in Q(s,m,t)
above {k,b} can be connected to a, as any such edge would again intersect {k,b}. However,
as the invariant prevents some of the sites above {k,b} to be connected to c, we cannot
simply use these sites as an input for a bistar problem. More precisely, only the sites
which are between s′ and t′ in the angular ordering around c can be connected to c, the
remaining sites can only be connected to b. The region G contains part of the sites that
can only be connected to b. The edge {b,g} is the edge that shaves o� the most restricting
part of the sites between s′ and t′. Connecting any site in this shaved o� region with c
would lead to an intersection with {g,b}, thus all sites in this bottom part also have to be
connected to b. The region R contains all sites that are in one way or the other enforced
to be connected to b and their length is taken care of in the

∑
r∈R ‖rb‖ part of the formula.

The remaining sites, are those that lie in R′. Connecting them to either c or b cannot
cross any of the edges incident to a site in R and thus the optimal solution for this part
can be found by an independent bistar problem.

Now we can focus on the running time. There are a few solutions for bistars that have
to be computed. These have the form BSp,q(R) for p,q ∈ {a,b,c} and some region R of
constant size description. More precisely, each such region is defined by four sites of S in
the case of R′ and B in (7.3), which are defined by k,g, t′, t, or two sites of S in case of L′

and R′ in (7.4). Thus, we have O(n4) di�erent bistar problems, and each of them can be
solved in O(n2) time using Lemma 7.4, for a total of O(n6) time for all bistar problems.
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To compute the optimal plane tristar, we add three dummy sites to S before we start
the dynamic programming. We add a site ca on the edge ac arbitrarily close to c, a site
cb on the edge bc arbitrarily close to c, and a site c′ between ca and cb, see Figure 7.13.
We perturb the sites ca, c′ and cb slightly to get them into general position. Note that
(ca, ca, c′, cb, cb) is a valid tuple. We can now compute Z(ca, ca, c′, cb, cb) by implementing
the recurrence with standard dynamic programming techniques. There are O(n5) valid
tuples. In addition to the bistar problems, we have to find O(1) sums of the form

∑
l∈L ‖al‖

and
∑
r∈R ‖br‖ for each valid pair. After sorting the sites angular around a and b in

O(n logn) time as a preprocessing step, each sum can be found in O(n) time. Thus, after
having the solutions for all possible bistars available, we can find the values Z(s, s′,m, t′, t)
in O(n6) time. By adding ‖ac‖, ‖bc‖ and the lengths of the independent bistars from
Figure 7.9 to Z(ca, ca, c′, cb, cb), we get the length of the longest plane tristar rooted at a,b
and c in the promised time. �
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CHAPTER 8
Conclusion

In this thesis we considered several algorithmic problems related to geometric graphs.
We considered the related graph classes of disk graphs and transmission graphs, as well
as spanning trees of site sets.

Triangles and Girth We were able to extend the results by Kaplan et al. [Kap+19] on
triangles in disk graphs to the weighted girth. By using a suitable grid and an extension
of Dijkstra’s algorithm, we were able to match the O(n logn) expected time bound of the
unweighted girth. The bound is optimal by the reduction from ε-Closeness of Polishchuk
[Pol17].

We then moved our attention to triangles in transmission graphs, and after showing
that a similar approach as for disk graphs is not feasible, found a new approach for this
type of graphs. By using two types of batched range queries that can both be solved
in expected time O(n logn), we developed a algorithms that find a (shortest) triangle
in a transmission graph in O(n logn) expected time. The O(n logn) bounds for the two
triangle finding problems are again optimal by the reduction from ε-Closeness. For
cycles in transmission graphs, we focused on the decision problem: is there a cycle with at
most k edges in T (S)? We gave an algorithm that has a polynomial dependency on n and
an exponential dependency on k for this problem.

There are still some open problems in this area. Firstly, while our algorithms match
the Ω(n logn) lower bounds for triangles and the girth, we do so with randomized
algorithms. To settle the complexity of these problems, we would have to find deterministic
O(n logn) time algorithms for triangles and the girth in disk graphs, as well as for
triangles in transmission graphs. Secondly, our bound for cycles, even unweighted ones,
in transmission graphs is significantly worse than the situation for disk graphs. As
transmission graphs that do not contain triangles can be dense, finding an algorithm that
is significantly faster than applying Theorem 3.10 to each vertex in both the weighted
and unweighted case and whose running time does not depend on k seem to be hard.
Possible venues of research in this area would be to improve the running time, or to find
general or conditional lower bounds for this case.

A topic that is closely related to finding the girth is that of finding shortest paths in disk
graphs and transmission graphs. There are many results for the single source shortest
path problem in unit disk graphs, that is disk graphs, where all sites have the same radius.
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Cabello and Jejčič [CJ15] give an optimal O(n logn) algorithm for the unweighted case.
For the weighted case, Wang and Xue [WX20] give the currently best known algorithm
with a running time of O(n log2n). In their core, both approaches use similar ideas as
Dijkstra’s algorithm, and heavily rely on the underlying geometry. In particular, the
assumption that the graph is a unit disk graph is central to many of their arguments.
There have been some approaches to extend results on unit disk graphs to more general
disk graphs. A first step towards e�cient shortest path algorithms in general disk graphs
or transmission graphs, could be to examine the applicability of these approaches to the
shortest path problem.

Dynamic Connectivity We considered the problem of decremental dynamic connec-
tivity in disk graphs. By tailoring our approach to the deletion-only setting, we were
able to obtain much faster algorithms than in the general case. To be precise, in the
setting where all radii are in the interval [1,Ψ ], we managed to reduce the dependency
on Ψ from polynomial to logarithmic. For general disk graphs, we developed the first
decremental data structure with a polylogarithmic update time.

There are still some open questions in the field of dynamic connectivity for disk graphs.
First of all, the running times for the updates come from a quite general data structure
that maintains certain types of lower envelopes [Kap+21a]. Considering specialized data
structures more tailored to disk graphs might improve the update times. For the case
of bounded radius ratio, a very similar approach to the one presented in Section 5.1,
yields an incremental data structure that has a logarithmic dependency on Ψ in the
update time [Kap+21a]. Adapting the proxy graph for general disk graphs given in
Section 5.2 for use in an incremental data structure with similar time bounds than our
decremental data structure poses an interesting question. A next step would then be to
develop fully dynamic data structures. For unit disk graphs, there are already e�cient
data structures [Kap+21a]. For disk graphs with bounded or unbounded radius ratio, the
main issue is that the deletion and subsequent insertion of a single disk can a�ect many
edges. Developing an e�cient data structure that maintains the connectivity information
under insertions and deletions in an e�cient manner seems to be a non-trivial task that is
central to developing fully dynamic connectivity data structures for general disk graphs.

Spanning Trees We considered the problem of finding a long plane spanning tree on a
site set. First, we gave an algorithm that improves the approximation factor for finding
the longest plane spanning tree to 0.546. Furthermore, we gave a dynamic programming
algorithm that finds the longest tree of diameter three in O(n4) time. The dynamic
programming approach was then extended to work on special trees of diameter four.

These results are far from settling all open problems in this area. First of all, while
the analysis given in Chapter 6 is tight in every step, it is hard to believe that the whole
analysis is tight. We conjecture that the actual approximation factor of this algorithm
is better and finding an analysis showing this improved approximation factor would be
of interest. Furthermore, the algorithm in Section 7.3 gives the longest plane tree of
diameter three, while on the other hand we showed that no such tree can give a better
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approximation factor than 5
6 . This upper bound however is much larger than the bound

given by our approximation algorithm. So a natural question would be to ask, what
approximation factor can be achieved by using the optimal tree with diameter at most
three.

We were able to extend the exact polynomial time algorithm from diameter three
to some trees of diameter four. This poses the question, if there is a polynomial time
algorithm that outputs the best plane spanning tree for any fixed diameter d. This is of
particular interest, as a result of Cabello et al. [Cab+21] implies that a hypothetical PTAS
would have to consider trees of unbounded diameter. Their result gives a constant upper
bound on the approximation factor achieved by any tree of fixed diameter d. As it is
compatible with our current knowledge that a PTAS can be obtained by computing an
optimal tree of diameter say, O

(
1
ε

)
, being able to find an algorithm for any fixed d would

be a step towards finding a PTAS.
Finally, there is the big open problem of settling the complexity of finding the longest

plane tree, especially if a polynomial time algorithm for the problem would be feasible or
if conjectured NP hardness can be shown. This question can also be asked for several
other long plane objects, such as paths, cycles or matchings.

Parting Thoughts We started this thesis by observing that the connection between
graphs and geometry is as old as the field of graph theory. Even though the fields are not
as closely related anymore, many connections can still be made. We considered several
problems on geometrically defined graphs. In the case of the long plane spanning trees,
no interesting questions would arise without the underlying geometry. Disk graphs and
transmission graphs can be represented as abstract graphs, but only the combination of
combinatorial and geometric properties of these graphs allowed us to find algorithms and
data structures with significantly better guarantees than the best currently known bounds
for general graphs.
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Zusammenfassung
Ein geometrischer Graph auf einer Menge von Punkten S ⊆ R

2 ist ein Graph mit S als
Knotenmenge, dessen Kanten durch Strecken zwischen den Punkten dargestellt werden.
Die Punkte können hierbei durch Angabe eines Radius auf Kreisscheiben erweitert
werden. Die Kantenmenge wird dabei durch geometrische Eigenschaften von S definiert.
In dieser Arbeit werden zwei Klassen von geometrischen Graphen betrachtet: Spannbäume
und Graphen die auf Kreisscheiben definiert sind. Die zweite Klasse unterteilen wir in
Disk Graphen und Transmissionsgraphen. Zwei Knoten in einem Disk Graphen sind mit
einer Kante verbunden, wenn sich die zugehörigen Kreisschreiben schneiden. In einem
Transmissionsgraphen sind zwei Knoten s und t verbunden, wenn t in der von s definierten
Kreisscheibe liegt. Wir betrachten drei Arten von Problemen auf geometrischen Graphen:

Dreiecke und Taillenweite in Disk Graphen und Transmissionsgraphen Für Trans-
missionsgraphen beschreiben wir je einen Algorithmus, der ein Dreieck beziehungsweise
ein kürzestes Dreieck in O(n logn) erwarteter Zeit finden kann. Die Länge eines kürzes-
ten gewichteten Kreises eines Disk Graphen, kann mit gleichem Zeitaufwand gefunden
werden. Für Kreise mit maximal k Kanten in Transmissionsgraphen zeigen wir, dass diese
in O(n logn) +n · 2O(k) erwarteter Zeit gefunden werden können. Für alle Ergebnisse in
Transmissionsgraphen entwickeln wir Datenstrukturen für gesammelte Bereichsabfragen,
die von unabhängigem Interesse sind.

Dynamische Zusammenhangsabfragen in Disk Graphen Wir beschreiben verschie-
dene Datenstrukturen für Disk Graphen, die es erlauben einzelne Knoten zu löschen und
Anfragen, ob zwei Knoten in der gleichen Zusammenhangskomponente liegen zu beant-
worten. Für die Situation in der alle Punkte einen Radius im Intervall [1,Ψ ] haben, be-
schreiben wir eine Datenstruktur mitO

( logn
loglogn

)
amorisierter Anfragezeit, welchem Lösch-

vorgänge in insgesamt O
((
n log5n+m log9n

)
λ6(logn) +n logΨ log4n

)
erwarteter Zeit

bearbeiten kann. Wenn der maximal erlaubte Radius nicht beschränkt ist, kann die Daten-
strukur so erweitert werden, dass m Löschvorgänge in O

((
n log6n+m log10n

)
λ6(logn)

)
erwarteter Laufzeit durchgeführt werden können, ohne das sich die Anfragezeit verändert.

Lange planare Spannbäume Wir betrachten zudem noch das Problem einen planaren
Spannbaum mit maximaler Gesamtlänge zu finden. In diesem Zusammenhang beschrei-
ben wir einen Approximationsalgorithmus, der einen Approximationsfaktor von 0.5467
erreicht. Zudem geben wir eine obere Schranke des Approximationsfaktors von 5

6 an,
der von einem Baum mit Graphdurchmesser drei erreicht werden kann. Wir betrachten
auch genaue Algorithmen für Sonderfälle. Mithilfe des Paradigmas der dynamischen Pro-
grammierung beschreiben wir einen Algorithmus, der in polynomieller Zeit den längsten
Spannbaum mit Graphdurchmesser maximal drei findet. Dieser wird auf spezielle Bäume
mit Graphdurchmesser maximal vier erweitert.
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